On demand Web-client
technologies

This paper describes a comprehensive set of
technologies that enables rich interaction
paradigms for Web applications. These
technologies improve the richness of user
interfaces and the responsiveness of user
interactions. Furthermore, they support
disconnected or weakly connected modes of
operation. The technologies can be used in
conjunction with many Web browsers and
client platforms, interacting with a J2EE™
server. The approach is based on projecting
the server-side model-view-controller
paradigm onto the client. This approach is
firmly rooted in the Web paradigm and
proposes a series of incremental extensions.
Most of the described technologies have
been adopted by IBM server (WebSphere®)
and client products.

The World Wide Web has created an incredible
growth environment by making business applications
easy to deploy, manage, and access.! On the basis
of open standards and a ubiquitous browser, enter-
prises have been able to interface their back-end
databases and applications to the Web and create
an environment where employees and customers can
access a variety of applications from anywhere at any
time. The Web successfully promoted hyperlinked
documents, browsing, multimedia, and designer-
quality look and feel. At the same time, Web adop-
tion represented a step back from advanced desk-
top user interaction paradigms. It remained limited
to a request-response paradigm with page-oriented
documents and simple input forms, hindering the de-
velopment of advanced e-business applications. It
also remained limited to a fully connected mode of
operation.
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Today, customers for WebSphere* want the best of
both the desktop and the Web paradigms. They want
to retain the advantages of the Web, especially its
ubiquity, low total cost of ownership, and strong
back-end data integration. But they also want to re-
gain the pre-Web advantages of desktop applications,
such as rich and responsive user interfaces, standard
widget technologies, and local processing of data.

From its early days, the Web has been evolving to
address this concern. One can see an evolving trend
that utilizes software from the server with a client-
side model-view-controller (MvC) pattern. Orig-
inally, HyperText Markup Language (HTML)? was
simply a view. Rapidly, Dynamic HTML (DHTML)?
added a controller by adding scripting to the HTML
view. More recently, with a move toward eXtensible
Markup Language (XML),* the markup language
may contain not only the view and the controller but
also the model.

XML can be used to enhance the desktop paradigm.
It can endow native applications with the attributes
of Web applications such as back-end data integra-
tion. This approach is adopted by Microsoft Corpo-
ration, with XML underlying both its Internet Ex-
plorer and Office products. Internet Explorer fully
supports XML and scripting, but it actually represents
an extension to a native foundation. The foundation
is a component architecture called Component Ob-
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ject Model (COM)® combined with a visual embed-
ding framework called ActiveX**.° The Web
browser becomes simply a user-interface skin on an
embedded browser control. The browser control is
capable of rendering Web pages in any traditional
user interface (UI). Conversely, any Web page may
also contain a traditional UI through the ActiveX
framework.

XML can also be used to enhance the Web paradigm.
For example, it can endow Web pages with a page-
local MV C, which translates into richer and more re-
sponsive Uls. By extending the classic Web program-
ming model, such architectures can directly reuse
current infrastructures and tools to develop more ad-
vanced Web applications. Web developers can be-
gin to create Web pages that start to look and feel
like native applications.

Enhancing the desktop paradigm enables the exploi-
tation of the inherent native power of the client for
richer Uls and local operations, while preserving
back-end data integration. Conversely, enhancing the
Web paradigm incorporates such natural advantages
of the Web as low cost of management and good
back-end data integration, while improving user in-
teraction and allowing disconnected operations.

This paper presents a set of technologies that extends
the Web paradigm to enable rich interaction. These
technologies maintain affinity to the open
Web/12EE** (Java 2 Platform, Enterprise Edition)
programming model and leverage the application
and tool investments made in that model. One tech-
nology, which we call the Rich Browser Framework,
extends the J2EE programming model and allows pro-
jecting a page-local MVC into current Web brows-
ers, without requiring plug-ins or applets. Our ex-
tensions delivered from the server to the browser are
rooted in JavaServer Faces,’ truly making Web ap-
plications enjoy qualities of richness and responsive-
ness close to those of native desktop applications.
The Rich Browser Framework technology is now
available through 1BM WebSphere Portal Server and
associated tooling support in IBM WebSphere
Studio.®

For more demanding applications that need local ap-
plication logic or support for disconnection, our Rich
Browser Framework may still fall short because it
relies on markup and scripting technologies. One
possible solution would be to adopt Java** applets
as a client programming model; however, applets
have not been widely accepted in the community.
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Another possible solution would be to promote a
stand-alone client-server Java programming model
with a new set of application models and tools. In
fact, IBM Workplace Client Technology® was recently
announced. It is based upon the open-source Eclipse
framework and addresses customer requirements
that necessitate a client-side application platform.
The 1BM Workplace Client offers a manageable
client-side infrastructure and exports well-known cli-
ent programming models (based upon J2EE and
Eclipse) and associated tooling. The manageability
of this client at its core is also based upon an open
standard called Open Services Gateway Initiative
(0sGi). "

IBM delivers products, referred to as Extension Ser-
vices for WebSphere Everyplace, that leverage these
open standards in conjunction with the J2EE pro-
gramming model, enabling disconnectable business
logic. The corresponding programming model,
rooted in client-side servlet execution, is outlined in
Reference 11. Although it represents a step forward,
this approach does not yield the richness associated
with a portal-type programming model. Hence, we
propose and describe a technology—which we refer
to as the Disconnected Portal—that extends the ap-
proach. It preserves the server-side programming
model for the view and controller and allows inter-
action with parts of the server-side business logic and
data projected onto a client-side runtime container.
This approach not only results in improved respon-
siveness, but it also preserves the overall MVC pro-
gramming model.

In promoting different technologies to develop ad-
vanced Web applications, we made sure to retain a
seamless experience for end users of those technol-
ogies. Whether Web developers use the Rich
Browser Framework or the Disconnected Portal as
their technology of choice for one application or an-
other, end users still access all their Web applica-
tions through their Web browser, as they always did.
They remain unaware of crossing between different
technologies, except that they now enjoy rich, respon-
sive, and scalable applications.

In this paper, the next section provides an overview
of the MVC projection approach and introduces our
Rich Browser Framework and the Disconnected Por-
tal. The third section outlines the design of our Rich
Browser Framework as an extension to the J2EE pro-
gramming model and illustrates its power with an
example. The fourth section outlines the design and
architecture of the Disconnected Portal. The fifth

IBM SYSTEMS JOURNAL, VOL 43, NO 2, 2004



section discusses related work, followed by the
conclusion.

Overview

In recent years, the needs of Web users have been
evolving. Simple browsing of documents from desk-
top machines is no longer sufficient. Web users are
mobile and intermittently connected. Web applica-
tions are becoming more demanding in regard to the
end-user experience and the scalability or flexibility
of processing data sets. In this section, we introduce
a set of Web-centric technologies that can be added
to Web application servers, effectively moving the
Web experience forward.

Although all customers want a better Web experi-
ence, the price that they are willing to pay for that
experience varies widely. Customers have varied de-
ployment, security, resource, and application re-
quirements with different priorities. Some absolutely
do not want any additional client footprint because
of perceived increased management costs. Some may
tolerate a managed-client footprint but want to pre-
serve the Web application investment already made.
The technologies we discuss here offer a spectrum
of approaches, flexible and adaptable to different
environments.

This approach allows developers to adapt to thin or
thick clients, ranging from small pervasive devices
up to high-end desktops or laptops. We embrace and
extend the programming models of both the IBM
WebSphere Application Server'? and 1BM Web-
Sphere Portal Server,® thereby fully leveraging ex-
isting Web skills, tools, and infrastructures. Our ap-
proach combines server-side extensions with client-
side runtime support, allowing developers to choose
the appropriate degree of application partition be-
tween client and server sides. This degree of parti-
tion has two main components: the Rich Browser
Framework and the Disconnected Portal.

The Rich Browser Framework targets scenarios
where enhancing the existing Web browser experi-
ence is desirable, without requiring the installation
of amanaged client-side runtime. The impact of the
Rich Browser Framework on traditional Web appli-
cations is depicted in Figure 1. The top part of the
figure shows the current design of a Web applica-
tion in a portal server. When a user accesses a Web
page without the Rich Browser Framework, markup
from each portlet " configured for that Web page is
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aggregated by the portal server and returned to the
browser. Unless advanced DHTML programming is
used by individual portlet developers, the user in-
teractions with the page results in round trips to the
server, especially if the page contains tables and
forms. Interactions such as sorting, input validation,
or incremental display of choices typically result in
round trips to the server.

As shown in the lower part of Figure 1, the Rich
Browser Framework allows a client-side page-local
MVC to be projected from the server, based on XML,
HTML, and JavaScript. This is a step forward from
straight DHTML, as DHTML was a step forward from
HTML. Although DHTML certainly allows a richer and
more responsive user experience, it remains a com-
plex technology and suffers from lack of a data model.
In the Rich Browser Framework, page markup con-
sists of a full browser-local MVC, containing a data
model for multiple page-local views and controllers
to render. Updates made to one view are instanta-
neously visible in other views. Furthermore, views
have APIs (application programming interfaces) and
may interoperate directly, offering, for instance, co-
ordinated navigation based on the current selection.

In order to make this approach an easy-to-use end-
to-end solution, the Rich Browser Framework en-
hances the server-side technology called JavaServer
Faces (JSF).” JSF can be thought of as a way to for-
malize known patterns that have existed for a while
in the JSP** (JavaServer Pages**) world and that in-
troduce a strong focus on the creation of solid and
maintainable Ul front ends. In particular, JSF defines
a component architecture and a true life cycle of
these components. Components export markup to
the client and import client data back to the server.
However, JSF does not define what type of markup
should be emitted, how the data coming back should
be packaged, or even what the data should contain.

The Rich Browser Framework extends JSF by defin-
ing a client-side page-local MVC. Technically, this ex-
tension only requires DHTML from the Web browser
and fits the overall JSP/JSF programming model. The
generated Web page is XML-based, leveraging
XHTML? rendering, XML data models, and advanced
JavaScript controllers. The solution is ubiquitous
across modern Web browsers and hosting plat-
forms—no browser plug-ins or Java applets are
needed.

But this approach can only go so far. Some custom-
ers may need enhanced function requiring client-side
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Figure 1 Impact of the Rich Browser Framework. In A, almost all user actions result in server round trips. In B, many actions
are locally serviced with incremental data refresh.
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business logic and data. These customers are willing
to accept the need to download a managed client
platform. Furthermore, these customers want to use
the advanced programming model associated with
Web page aggregation while running this managed
client platform disconnected. The point is that Web
developers can continue to leverage their experience
and Web skills and continue using their familiar tools.
The Disconnected Portal technology addresses this
set of users. Disconnected Portal consists of a client-
side portal runtime container built as a component
on a client platform that supports a portlet program-
ming model with facilities for data caching and syn-
chronization. It further extends the server-side pro-
gramming model with client-side aggregation of Web
applications. The Disconnected Portal maintains a
low total cost of ownership by leveraging applica-
tion life-cycle management and synchronization
techniques defined by the 0OSGi alliance ' and oMA
DataSync' (formerly SyncML) respectively.

The impact of the Disconnected Portal is depicted

in Figure 2. End users still use their local browser
to access their aggregated Web applications. How-
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ever, all or parts of those aggregated Web applica-
tions now run on their client machines, collocated
with their browsers. We have shortened the connec-
tion length and thereby improved response time.
Combined with the technology of the Rich Browser
Framework, truly rich and responsive applications
can be built. Additionally, because local portlets can
be deployed along with business data on the client
platform, the approach can support a richer discon-
nected mode of operation than that afforded by lo-
cal view or controller. The local business data are
a projection of the server-side business data. Ad-
vanced replication techniques are used.

Rich Browser Framework

The Rich Browser Framework extends the server-
side programming model. It leverages the emerging
JSF technology that is being widely adopted, extend-
ing it to allow the authoring of advanced Web pages
that provide a rich and responsive user experience.
In this section, we first discuss JSF technology and
then introduce our extensions to it, illustrated with
an example.
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Figure 2  Impact of the Disconnected Portal. In A, today's portlets are shown. In B, tomorrow's disconnected portlets are

shown.
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Extending JavaServer Faces. Most Web applica-
tions are form-based applications and are comprised
of one or more HTML pages. Typically, Web appli-
cations are structured around an MVC paradigm:
JSPs'® host view logic, and servlets provide control-
ler logic, whereas JavaBeans™* and Enterprise Java-
Beans™* (EJB**) contain the application data model.
JSps provide application developers with a program-
ming interface for in-lining and dynamically gener-
ating HTML markup via custom Java logic or via a
JSP custom tag library.

Although JSPs provide adequate support for dynam-
ically generating HTML markup, there is no server-
side infrastructure to help manage the states of UI
components. Indeed, JSPs dynamically generate and
emit markup without preserving the association be-
tween the markup and the code that produced it. This
generation enables a relatively simple and central-
ized programming model but exhibits non-optimal
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(e.g., OVER SyncML)

responsiveness when compared with form-based
Web pages, where the state is actually posted back
to the server for validation and processing.

JSF addresses this problem and simplifies the build-
ing of user interfaces. JSF allows Web developers to
assemble reusable Ul components in a page, connect
these components to an application data source, and
connect client-generated events to server-side event
handlers. JSF remains a server-side technology, help-
ing to handle the complexity of the UI by introduc-
ing a server-side framework. JSF is most easily de-
ployed using a custom JSP tag library.

When a Web page with JSP tags is processed to an-
swer a page request, the JSF custom tags do two
things. First, like any custom tags, they generate
HTML markup within the outgoing Web page. Sec-
ond, they generate a tree of Ul components for that
page. The tree is built and stored server-side. The

PONZO ET AL. 301



tree retains the states of the UI components. For
form-based pages, the browser will post back the
form values (new or modified), and the JSF frame-
work will be able to remap those values to their cor-
responding UI components. Each component can
then validate its new value and accordingly update
the server-side application data model.

Although JSF facilitates the server-side handling of
complex Uls, it does not inherently improve the rich-
ness or the responsiveness of Web applications. Un-
der these circumstances the Rich Browser Frame-
work steps in. We introduce the simple idea of
projecting a page-local MVC to the Web browser, al-
lowing most of the interactions to remain local, and
thus avoiding round trips. First, this idea requires
the ability to define server-side a page-local data
model at the server that will be sent to the client side
along with the Web page. Second, this idea also re-
quires late-binding UI components that can bind on
the client side with the page-local model as opposed
to the server-side data model.

JSF is a perfect foundation for projecting a page-
local MvC. The page-local data model is introduced
through a custom UI component that is supported
by a custom tag in JSP. The tag refers to a model ex-
pressed at design time and a data source to which
it applies. In WebSphere Studio, the WebSphere
tooling platform, the Web developer creates a data
model using Service Data Objects (SDOs). ' SDOs use
a data access model based on the publicly available
eCore framework in Eclipse!” and follow an entity-
relationship paradigm. Through sSDOs, Web devel-
opers can access different data sources such as re-
lational databases, XML stores, or even JavaBeans.

Thus, when a Web page with JSF model custom tags
is processed, the model definition that appears in the
custom tag is applied to the referenced data source,
thereby generating the page-local data model. The
data model is inserted in the outgoing page markup
stream. The data model is emitted by producing
JavaScript code, which, when executed in the
browser, creates the data model as JavaScript ob-
jects. We have a JavaScript implementation of the
SDO API, called JavaScript Service Data Object
(JSDO), that allows JavaScript code in the page to
access and manipulate the created data model. The
JavaScript library for JSDO is very small, just over
100 KB. It is downloaded once and then cached by
the Web browser.
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JSDO is the API used by late-binding Ul components
to bind the client side to the data model. Normal JSF
UI components bind to the server-side data model
when the JsP is evaluated. Therefore, the emitted
HTML tags contain the value they render. For in-
stance, an HTML input tag would contain the actual
fragments of text (e.g. “45.00”) that the tag is ex-
pected to consume. Late-binding UI components in
contrast emit HTML tags containing only a reference
in the page-level data model. The emitted HTML tags
are associated with JavaScript logic called a binder.
That binder, hooking the Web browser on-data-
change event, will establish a “pub-sub” (i.e., publish-
subscribe) relationship between its HTML tag and the
data model through the JSDO APL

Updates to the data model are detected and recorded
through the JSDO API. Only the modified values are
sent back to the server. Through the normal JSF han-
dling of Web browser forms, the modified values
make their way back to the server-side UI compo-
nent that created the data model. The modified val-
ues are then processed on the server side, and the
application data model is updated accordingly. The
validation process follows the normal JSF steps, al-
lowing user-defined validations.

With this approach, programmers no longer need
to look at a model through individual UT components
and how they individually map to the server-side data
model. The data model is defined once, as a whole
for each page, at design time. The model is consis-
tent, and its consistency is enforced through the JISDO
API that enables the view logic to be applied, includ-
ing type-checking values, range-checking values, and
referential integrity for relationships between
entities.

Currently, all standard JSF UI components and reg-
ular HTML tags are supported. We also provide an
additional set of powerful UI components, such as
DataGrid, TreeView, WebService, Flash-Based
GraphDraw, and TabPanel. The power of late bind-
ing in a page-local data model can be illustrated
through the DataGrid component. Our data grid is
able to perform common operations, such as paging
or sorting, without round trips to the server to re-
fresh the page. Furthermore, because the data model
is page-local and therefore shared across UI com-
ponents, updates made through one UI component
are immediately visible in other UI components. In
other words, the end user experiences a seamless
MVC experience across Ul components in the page,
without round trips to refresh the page as a whole.
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Figure 3 A portfolio example
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Additionally, by defining a programmatic JavaScript
interface to these UI components, Web developers
can integrate different Ul components through page-
local events, again without any round trips.

The programmatic interfaces to these Ul components
also allow integrating components developed in var-
ious other technologies. In fact, any Web browser
technology that can call in JavaScript can easily be
made to participate in two ways: interoperating with
other UI components in the page or manipulating
the shared page-local data model. For instance, one
can write a Java applet, a Flash control, an SVG (scal-
able vector graphics) control, an ActiveX control,
or a browser plug-in and make it play in the page
as a first-class citizen.

Examples. Consider a stock portfolio application
(Figure 3) where the user can select one portfolio
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from among several for display, select a stock, and
retrieve its current price by using a Web service. The
Ul for this application is also shown in Figure 3. (Note
that the names in the figures are fictitious. Any re-
semblance to names used in other contexts is coin-
cidental and not intended by the authors.)

When the user selects a portfolio using the TreeView,
the stock positions for that portfolio are displayed
in the DataGrid. When the user selects a position
in the DataGrid, the stock symbol is copied to the
details form. When the user clicks on the “Fetch
Info” button, a Web service is called, and the results
are populated as output text elements below the in-
put field. All of this happens without a page refresh
and without going back to the server (except for the
Web service call). The complete data set, all the con-
trols, and their full set of interactions have been pro-
jected on the client side in the Web browser, and
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Figure 4 Data model for the portfolio example application
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are all managed autonomously by the client-side MVC
framework. The application is backed with the data
model shown in Figure 4. The root contains a list of
users and stocks and a placeholder stock object.
Users own portfolios, portfolios own positions, and
positions point to stocks.

All the UI components on the page (the TreeView,
the DataGrid, the individual input and output fields,
and the invisible Web service) are mapped in var-
ious ways to this model. The model is created on the
server side when the page is generated and popu-
lated within the browser as the page is displayed. For
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this example, we focus on how the various data el-
ements are bound between Ul components and how
events flow from one to the other.

Figure 5 shows the data model bindings for various
UI components for the portfolio example. The ar-
rows represent data model bindings. We show a set
of controls mapped to the data model, namely, the
inputs and outputs of the Web service, the input-text
and output-text fields of the form, and the high-
lighted row in the DataGrid control. Each control
is independently mapped to the model. This map-
ping provides a simple developer view of control-to-
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Figure 5  Control-to-model relationships for the portfolio application
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model relationships but affords a complex interac-
tion between controls. The model acts as a hub to
receive and dispatch data change events to subscrib-
ers. If a control makes a change to some data ele-
ment, immediately the model will forward this data-
change event to the other controls subscribing to the
same data element. Those control-to-data relation-
ships create virtual control-to-control relationships.
When a row is highlighted in the DataGrid, it ap-
pears as though a value was copied to the destina-
tion input text, output text, and Web service input
field. When the Web service is invoked, its output
values are copied into the output-text fields of the
form. Effectively, a virtual, programmatic drag and
drop occurs. The dashed red arrows indicate those
virtual relationships that exist implicitly based on sim-
ple control-to-model bindings.

Projecting a server-side MVC-based application onto
the browser and retaining the full formality of that
model once on the browser enables a new breed of
Web pages that contain more interactions and bet-
ter performance than traditional Web pages.
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Disconnected Portal

The Disconnected Portal technology complements
the Rich Browser Framework. Whereas the Rich
Browser Framework promotes the concept of a page-
level MvC for Web applications, the Disconnected
Portal allows aggregation of local portlets that work
in conjunction with projections of the full server-side
MVC onto client machines. This aggregation is
achieved through deploying portlets and replicating
business data. We first discuss how to make the tran-
sition from a pure server-side architecture to a client-
server one. We then detail the programming model
and data synchronization framework. We finish with
an implementation summary and status.

Architecture and design. Most Web applications, in-
cluding portlets, use server-side business logic and
data. Upon a page request, the IBM WebSphere Por-
tal Server invokes individual portlets to generate
markup that it will aggregate into one HTML page.
To generate its markup, each portlet requests data
from various back ends using logical mediators. We
use the term mediator here to refer to a component
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that communicates with a back end and exports a
potentially transformed data format or model that
may be different from that of the back-end data for-
mat. When a client is weakly connected or discon-
nected, this approach may be inadequate because
the server-side Web applications, depending on their
needs, can no longer be accessed from a Web
browser. Disconnected Portal allows the aggregation
of views in the context of autonomous and discon-
nected operations on client machines. It does so by
introducing a client-side Web (portal) container that
can aggregate local portlets. These portlets can in-
teract with local instances of the server-side MVC ap-
plication. Disconnected Portal can also utilize me-
diation mechanisms to synchronize the cached data
with back-end data sources. One key element of the
Disconnected Portal approach that contrasts with cli-
ent-centric approaches is its J2EE programming
model affinity. Ideally, local portlets in conjunction
with local business logic run in the client-side con-
tainer with little or no changes.

For instance, consider a simple e-mail portlet as a
candidate for disconnection. On the server side, the
portlet uses a JDBC** (Java Database Connectivity)
mediator to access its e-mail database. The code can
run as-is on Disconnected Portal, using a local da-
tabase into which the end-user e-mails have been rep-
licated. This assumes that the client machine has a
local database and a JDBC mediator.

The preceding example illustrates the best-case sce-
nario, in which the server-side business logic and cor-
responding portlets run as-is on the client. For many
reasons, the business logic and corresponding port-
lets may have to be somewhat modified to run lo-
cally. The local business logic and corresponding
portlet need to allow for flexible specification of the
local dataset as a configurable parameter. In addi-
tion, the portlet may have to interact with the user
in response to synchronization events such as fail-
ures or conflicts. Furthermore, sometimes the client-
side dataset will have a different (reduced) schema
or a slightly different mediator interface. Neverthe-
less, even if modifications are necessary, substantial
affinity is preserved. The same programming lan-
guage isused (Java), the same runtime container for
business logic (e.g., EJB) and view/controller pairs
(portlet containers) are used, substantial reuse of ap-
plication code is likely, similar mediators are likely,
and the overall data schema will bear many
similarities.
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The above affinity principle led us to the architec-
ture depicted in Figure 6. The overall system works
in two modes for each Web application (portlet),
connected and disconnected. In the connected mode,
a Web application uses solely its server-side logic and
data, expressed as portlets leveraging mediators.
Portlet markups are aggregated on the server side.
In disconnected mode, a Web application solely uses
its client-side logic and data in conjunction with cor-
responding local business logic and data. The Web
browser is simply redirected to the local client por-
tal, where the client-side portlets execute the act of
accessing local data through local mediators. Port-
let markups are now aggregated on the client side.

The purpose of the rest of the infrastructure is to
effectively enable the notion of local portlets in con-
junction with local business logic and data and the
management thereof. The application management
system facilitates business logic, data, and portlet
code download and deployment. The base platform
management system facilitates updates to the under-
lying platform itself, which includes business logic
containers as well as the Disconnected Portal con-
tainer. The client and the server synchronization
agents coordinate to materialize and keep data syn-
chronized on each node. The synchronization agents
may also be used to manage replication of portal user
configuration data such as preferences and creden-
tials. Off-line operations such as transactions are sup-
ported by a local persistent message queue that is
coordinated with a message gateway interfacing to
various transactional back ends.

This client-server infrastructure has two major goals:
ease of management and deployment, and accom-
modation of data source heterogeneity. By extend-
ing the portlet programming model to clients and
by requiring a client-side footprint, however small
it may be, the relative zero-management attribute
of the Web paradigm is compromised. It is there-
fore critically important to base the client-side in-
frastructure on platforms amenable to overall ease
of management. The scope of management includes
life-cycle management of both platform and appli-
cation code, as well as management of configuration
data.

Accommodating data source heterogeneity is also
crucial because business logic and the correspond-
ing portlets could potentially obtain their data from
a multiplicity of data sources. These data sources
could include databases, Web services, files, and
many others. The data from these sources must be
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Figure 6 The Disconnected Portal system architecture
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hoarded, that is, prefetched in anticipation of their
use during disconnected operation. The hoarding in-
frastructure has to make it easy to create the data
that need to be replicated across heterogeneous
back-end data sources. One part of the challenge is
to target client portal containers with a limited set
of mediators. The following subsection discusses cer-
tain key aspects of the Disconnected Portal and cor-
responding data architecture, including the program-
ming model and data synchronization, and also
discusses user experience issues by means of an
example.

Programming model. The Disconnected Portal es-
pouses a distributed MVC model of programming
(Figure 7) in which the different MVC instances are
loosely coupled and only interact through changes
they introduce to external data. Consider the MVC

IBM SYSTEMS JOURNAL, VOL 43, NO 2, 2004

of the connected portlet. The view is often materi-
alized as JSPs; the controller is Java code (servlets)
that coordinates application flow. The model is of-
ten realized as JavaBeans or SDOs, providing a source-
independent abstract view of data. The actual back-
end business data for a portlet can be data sources
such as databases or Web services that are accessed
by mediators or connectors. The back-end data can
actually be further abstracted by business logic en-
capsulated in EJBs.

The disconnected MVC is the same as the connected
MVC, except that the client-side portlet uses a local
connector or mediator to access locally cached data
and corresponding business logic. If the API for the
local mediator is identical to the connected medi-
ator, then there is often no change to the portlet code.
In some cases, programming the local portlet is not
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Figure 7 Loosely coupled MVC model disconnected portlets

The Disconnected Portlet

c2 V2 JSP
Create(), t
get() /set() get()/set()
M2
r' 3
(Bean or SDO)
v
Local
Connector
F 3
Data Store
Calls Only
v
Local Data
or Business

Logic

straightforward because the local mediator API may
have a different form and semantics than the con-
nected mediator (e.g., one for a Web service). When
the data in the connected mode assume existence of
a business logic layer such as an EJB, the data in the
local disconnected mode require a local EJB, which
in turn accesses local data such as a client-side da-
tabase. In addition, the portlet author may need to
implement a few additional functions, such as a spec-
ification of the actual data needed by the view layer
and a potential mechanism for resolution of conflicts
if that data (or the corresponding business data) can
be modified simultaneously somewhere else. For
many portlets though, this may be drastically sim-
plified by tooling or system policies.

The disconnected and connected instances of the
portlet are loosely coupled. They are not required
to be coordinated at the time of program execution.
The connected and disconnected versions may only
affect each other via the corresponding back-end bus-
iness data that are affected by their manipulation of
view data. Any changes that collide at the business
data layer may be reconciled through the synchro-
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nization framework or by some other means, such
as a dominance policy whereby one node is consid-
ered a master and the other a slave. Other policies
can easily be imagined as well.

Data synchronization. One form of delivering data
for Disconnected Portal is data synchronization. A
challenging problem in synchronizing data is that of
data heterogeneity. Some synchronization solutions
exist for specific back-end data types such as rela-
tional, file, and calendar data. Employing individual
solutions for individual data types does not scale as
diversity in data types increases. Moreover, a num-
ber of existing solutions (e.g., DB2* Everyplace Sync
Server'® and Lotus Domino* ') are difficult to sim-
ply “plug in” because of various assumptions made,
such as schema-level data conformance, lack of pro-
grammatic control from applications, and relatively
high management overhead.

The synchronization architecture (Figure 8) is cen-
tered on the notion of structured data objects, which
abstract back-end data and are populated and main-
tained by means of disconnectable mediators. In turn,
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Figure 8  Synchronization architecture for Disconnected Portal
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portlets create local data representations of these
structured data objects using local mediators. One
example of a structured data object is the SDO that
was referenced earlier. Portlets are able to register
synchronization plug-ins with a server synchroniza-
tion agent that executes the plug-ins to create a set
of structured data objects on the client. Disconnected
Portal uses either the same or a similar mediator API
to operate on locally cached SDOs. During replica-
tion, the modifications to SDOs are captured and rec-
onciled with changes made to the back end. The ap-
plication-supplied synchronization plug-in may again
be invoked for managing conflict resolution. Stan-
dard synchronization protocols such as OMA Data
Sync (formerly SyncML) can be used to encapsulate
and manage the exchange of SDOs between the server
and client agents.

Example. By facilitating portlet aggregation on the
client and by providing a first-class portlet container,
we were able to maintain the same look and feel of
the connected portlet view and the same function of
the connected portlet controller. In the general case
however, it is not possible to completely abstract the
distinction between connected and disconnected
modes. For instance, because the local data store may
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have limitations, end users may perceive a lack of
data availability during disconnection.

The limitations of disconnected mode impose ad-
ditional demands on the users’ knowledge of discon-
nected operation and their ability to handle discon-
nection-related tasks; for example, some portlet
function may be disabled in the disconnected mode.
Furthermore, for some portlets we expect the user
to specify what data should be collected for use lo-
cally in preparation for disconnection because it is
impossible in the general case for the system to au-
tomate that task. In some cases, the user also has to
take explicit action to initiate disconnection of port-
lets and data before actually being disconnected. This
action has effects on how local data delivery, local
business logic, and local portlets operate because the
View/Controller ongoing replication can be user-di-
rected or transparent upon detection of network con-
nection. Another demand placed on the user is
caused by dealing with potential data synchroniza-
tion conflicts. Nevertheless, our approach, illustrated
by the following example, enables and promotes a
strong linkage between connected and disconnected
modes of operations.
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Figure 9  Example of field worker portlet running on the server-side portal

Welcome !

WebSphere Portal ;5' P

Disconnectable Portlets | v

Disconnectable Page)

—

=l O Show Service Calls

[}

]

Replicate the page group

Welcome to the repairall company system

See Trafiic Alerts

Disconnectable Portlets \:J [ Replicate ]

Service Calls For Zip 10532

JobID Address Problem Disposition

4 Hawthorne Telephone system down in IBM huilding
1 Hawthore lab door is stuck
2 Elmsford ‘Wendys drive thru window broken

5§  Hawthome Doorto IBM building stuck , nobody can getin

The example entails an application, in which the user
is a mobile field worker who makes service calls in
a region defined by a zip code. Figure 9 is a screen
shot of the “disconnectable portlets” page group of
the connected portal. This page group has one page
with the application portlet and one system portlet.
When connected, the system portlet allows the user
to replicate portlets and portlet data pertaining to
a page group, which is an additional action and de-
mand placed on the user. The connected portlet
shows the job list at the beginning of the day. Note
that the “See Traffic Alerts” button is active in the
connected portlet.

Before leaving the office in the morning or while con-
nected to the portal server from home, the worker
replicates the job list data onto the Disconnected
Portal. This replication occurs by executing a me-
diator for the server-side business logic that extracts
the job list data and delivers it to the client. If the
client has no copy, then a local data copy is created.
If there is already a local copy, the mediator exe-
cutes the conflict resolution policies to ensure that
any updates made to the previous copy are handled
according to policy. During the course of the day,
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the worker updates the job status and makes notes
about the jobs, all done while disconnected. Figure
10 is a screen shot from the disconnected portlet
on the client that reflects completion of one of
the jobs. Note that the “See Traffic Alerts” button
is not active, because this function is not available
while disconnected from the network (an example
of disconnection affecting function and user
experience).

The worker later reconnects to the network, at which
point the mediator delivers the local data back to
the server while simultaneously downloading any up-
dates made at the server. Just as before, if there are
conflicts, the conflict resolution mechanisms are in-
voked using the previously defined conflict resolu-
tion policy. The result is that new jobs are down-
loaded, job status is updated, and job status
completion that is recorded at both places is “rec-
onciled.” The screen shot in Figure 11 is from the
connected portlet after synchronization with the as-
sumption that no new jobs have been added to the
list. Note that the “See Traffic Alerts” button is ac-
tive. Because the list only shows incomplete jobs, Job
4 has been removed.

IBM SYSTEMS JOURNAL, VOL 43, NO 2, 2004



Figure 10
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Implementation summary and status. The Discon-
nected Portal is an ongoing project at this time, but
certain milestones have been achieved. We chose to
implement the client-side portal container on top of
the 1BM Extension Services for WebSphere Every-
place (ESWE) platform® using the Java language.
This implementation enables the client-side portal
container to run on various client form factors rang-
ing from laptop-class to PDA (personal digital assis-
tant)-class devices. For laptop-class devices, the im-
plementation is a derivative of the server-side
WebSphere Portal Server. Currently the static foot-
printis less than 12 MB. Server-side WebSphere Por-
tal Server code has been carefully subset, and cer-
tain functions reimplemented to achieve an
appropriate footprint for laptops. For smaller devices
such as a PDA, the client portal container is based
on the emerging portlet API standard,® and currently
has a static footprint of less than 4 MB.

Both client portal containers (laptop and PDA) uti-
lize 0SGi life-cycle management for ease of deploy-
ment. The notion of bundles in 0SGi and its overall
service-oriented architecture afford a modular de-
sign of the portal and ease of incremental updates
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and maintainability. By virtue of using the ESWE plat-
form, the client portal container supports the man-
agement and deployment of portlets (along with their
configuration), as well as replication for certain data

types.

The current focus areas of ongoing research include
realization of a more general synchronization frame-
work as has been described and more intelligent
means of data caching to reduce user involvement
in the overall process.

Related work

The overall on-demand client work presented here
relates to a number of efforts. The basic ideas of MvC
projections and distributed MVC have been studied
before. In the context of collaborative groupware,
Marsic,” and Krebs et al.** focus on coordinating
the MVC application state on heterogeneous ma-
chines. Graham et al.? focus on state coordination
across weak connection or disconnection. All of these
efforts are aimed at coordinating the in-memory ap-
plication state, and the MVC instances are tightly cou-
pled to each other. In contrast, we have a simpler
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Figure 11 Example of network portlet after synchronization
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approach whereby state management across MVC in-
stances is not required. The Rich Browser Frame-
work simply projects a page-local MvC hosted by the
browser.

XForms* is a W3C specification that supports build-
ing presentation-level applications with explicit MVC
and the modeling of constraints. One of the moti-
vations behind this work is to offload server-side pro-
cessing so that the user has more responsive expe-
riences. Some of our ideas overlap with that of
XForms, except that we extend these ideas in the
context of Java and J2EE programming model and
tool availability.

The WinForms® technology offered by Microsoft
Corporation is conceptually similar to a Rich
Browser Framework. Microsoft provides a .NET-
based? programming model using the Microsoft
Common Language Runtime (CLR) and XML and
Web service?” technologies. The WinForms technol-
ogy attempts to provide off-line form data access, ap-
plication update and deployment, and a simple data
model called ADO.NET? that is comparable to SDOs. !¢
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Disconnected Portal employs a loosely coupled MvC
model in which the different MVC instances may only
affect each other through the external data that they
share. This approach inherently makes our system
simple because distributed state management and
consistency is a difficult problem and need not be
addressed for our domains. The Microsoft Win-
dows** DNA distributed MvC architecture® uses per-
sistent message queues to communicate between cli-
ent- and server-side system models. Again, in our
system the client- and server-side system models do
not necessarily communicate directly. We believe
that our loosely coupled model makes application
design and system operation simpler.

There are also other commercial systems, such as
Group Kit,* that let models drive different views.
This method is complementary to our work and can
be applied to our system as well.

One of the motivations for our work is to support
disconnected behavior for Web applications. A large
body of research and commercial work has been
done on disconnected operations. The Coda® and
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Ficus*? systems explored replication of files between
clients and servers. The Bayou® system explored
peer-to-peer replication of objects. Commercial sys-
tems such as Puma Intellisync* and Starfish True-
Sync¥ allow systems to replicate personal informa-
tion such as calendar entries and e-mail. The 1BM
DB2 Everyplace Sync Server'® facilitates replication
of relational databases to mobile clients. The OMA
Datasync ' protocol is an interoperable message for-
mat and handshake protocol that can be used by a
generic replication system.

The requirement for disconnected operations in the
Disconnected Portal is unique and broader than all
of the systems mentioned above. First, Web appli-
cations such as portlets can access a variety of back-
end data systems, including files, calendars, relational
databases, and Web services. A robust replication
subsystem needs to be able to handle all the differ-
ent kinds of data. It also needs to work across ad-
ministrative boundaries and cannot assume a tight
coupling between the back-end data system and the
replication system as in Reference 18. It also has to
have a programmable hoarding component that is
driven by the Web application infrastructure and is
not a part of any of the above systems. The OMA
Datasync protocol however, can be incorporated as
the lower-layer format and handshake protocol in
our system. We take an approach where an appli-
cation is able to specify the data it wants by imple-
menting a particular class. The system invokes the
class to obtain the data. During synchronization, data
are represented in an XML/DOM (Document Object
Model) format to capture various heterogeneous
data types.

Many commercial systems offer off-line Web access.
The Internet Explorer browser has page caching and
off-line viewing support. Other systems such as Back-
web? offer further flexibility, such as refreshing the
cached client page as the server page changes. The
AvantGo®’ system goes beyond off-line HTML cach-
ing and actually caches data on the client. With use
of the AvantGo applications, the data can then be
viewed on the client. Disconnected Portal extends
the basic ESWE system in a manner distinct from the
above systems as it focuses on extending a portal-
based programming model in conjunction with the
same Java-based open programming model on the
server and the client with same or similar applica-
tion and business logic executing on the server and
the client.
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Conclusion

In this paper, we have presented two technologies
involving projections of the server-side MVC pro-
gramming model and applications onto the client.
The Rich Browser Framework introduces the notion
of a page-local MVC associated with each Web page.
It allows client-side operations via scripting and al-
lows manipulation of a structured dataset associated
with a page. It improves Web application respon-
siveness without introducing any additional client
footprint by simply exploiting features of modern
browsers such as rich scripting support.

The Disconnected Portal project facilitates projec-
tion of the aggregation of local portlets to work in
conjunction with local instances of the full server-
side MvC application onto the client. We further ex-
tend the notion of disconnected operations for a col-
lection of Web applications by extending the base
platform to include local application data and cor-
responding replication along with store-and-forward
operations, including conflict detection and resolu-
tion. Potentially, fully functional server-side Web ap-
plications can execute in the client, thereby substan-
tially extending the reach of Web applications.
Furthermore, the Rich Browser Framework can be
juxtaposed with the Disconnected Portal on the cli-
ent to further enhance Web application responsive-
ness and function. Together, they take a step for-
ward in making the Web paradigm functionally
comparable with the client/server paradigm while
preserving the desirable characteristics of the Web
paradigm.
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