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Legacy software systems are typically complex, 
geriatric, and difficult to change,  having  evolved 
over  decades  and  having  passed through many 
developers.  Nevertheless,  these  systems are 
mature,  heavily  used,  and constitute massive 
corporate assets. Migrating such  systems to 
modern platforms is a significant challenge due 
to the loss  of information over  time. As a result, 
we embarked  on a research project to design 
and implement an environment to support 
software migration. In particular, we focused on 
migrating legacy PLII source  code to C+ +, with 
an initial phase  of looking at redocumentation 
strategies.  Recent technologies such as reverse 
engineering tools and  World  Wide Web standards 
now  make it possible to build tools that greatly 
simplify the process  of redocumenting a legacy 
software system. In this paper we introduce the 
concept of a software bookshelf as a means to 
capture, organize,  and  manage information about 
a legacy software system. We distinguish three 
roles directly involved in  the construction, 
population, and  use  of such a bookshelf: the 
builder, the librarian, and the patron.  From  these 
perspectives, we describe requirements for the 
bookshelf, as well as a generic architecture and 
a prototype implementation. We also  discuss 
various parsing and  analysis tools that were 
developed  and integrated to assist in  the 
recovery of useful information about a legacy 
system. In addition, we illustrate how a software 
bookshelf  is populated with  the information of a 
given software project and  how the bookshelf 
can be used in a program-understanding 
scenario.  Reported results are based  on a pilot 
project that developed a prototype bookshelf for 
a software system consisting of  ap  roximately 
3OOK lines of code written  in a PLldialect. 
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S oftware systems  age for many reasons, Some of 
these relate to the changing operating environ- 

ment of a system,  which renders the system ever less 
efficient and less reliable to  operate.  Other reasons 
concern evolving requirements, which make the sys- 
tem look ever less  effective  in the eyes of its users. 
Beyond these, software ages  simply because no  one 
understands it anymore. Information about a soft- 
ware system  is routinely lost or  forgotten, including 
its initial requirements, design rationale, and imple- 
mentation history. The loss of such information 
causes the maintenance and continued operation of 
a software system to be increasingly problematic and 
expensive. 

This loss of information over time is characteristic 
of legacy software systems,  which are typically com- 
plex, geriatric, and  difficult to change, having  evolved 
over decades and having passed through many de- 
velopers. Nevertheless, these systems are  mature, 
heavily used, and constitute massive corporate as- 
sets. Since these systems are intertwined in the still- 
evolving operations of the organization, they are very 
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difficult to replace. Organizations often find that they 
have to re-engineer or refurbish the legacy  code. The 
software industry faces a significant problem in  mi- 
grating this old software to modern platforms, such 
as graphical user interfaces, object-oriented technol- 
ogies, or nehvork-centric computing environments. 
All the while,  they need to handle the changing bus- 
iness processes of the organization as well  as urgent 
concerns such as the  “Year 2000 problem.” 

In the typical  legacy software system, the accumu- 
lated documentation may be incomplete, inconsis- 
tent,  outdated,  or even too abundant. Before a  re- 
engineering process can continue, the existing 
software needs to be documented again, or redocu- 
mented, with the most current details about its struc- 
ture, functionality, and behavior. Also, the existing 
documentation needs to be found, consolidated, and 
reconciled. Some of these old documents may only 
be available in obsolete formats  or hard-copy form. 
Other information about the software, such as de- 
sign rationale, may  only be found in the heads of geo- 
graphically separated engineers. All of this  useful  in- 
formation about the system needs to be recaptured 
and stored for use by the re-engineering staff. 

As a result of these needs, we embarked on  a  re- 
search project to design and implement an environ- 
ment to  support software migration. In particular, 
we focused on migrating legacy PL/I source code to 
C+ +,with an initial phase of looking at redocumen- 
tation strategies and technologies. The project was 
conducted at  the IBM Toronto  Centre for Advanced 
Studies (CAS) with the support of the Centre for Soft- 
ware Engineering Research (CSER), an industry- 
driven program of collaborative research, develop- 
ment, and education, that involves leading Canadian 
technology companies, universities, and government 
agencies. 

Technologies improved over the past few years now 
make it  possible to build tools that greatly simplify 
the process of redocumenting a legacy software sys- 
tem. These technologies include reverse engineer- 
ing, program understanding, and information man- 
agement. With the arrival of nonproprietary World 
Wide Web standards and tools, it  is possible to solve 
many problems effectively  in gathering, presenting, 
and disseminating information. These approaches 
can add value by supporting information linking and 
structuring, providing search capabilities, unifying 
text and graphical presentations, and allowing  easy 
remote access.  We  explore these ideas by implement- 
ing a prototype environment, called the software 
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bookshelf, which captures, organizes, manages, and 
delivers  comprehensive  information about a software 
system, and provides an integrated suite of code anal- 
ysis and visualization capabilities intended for soft- 
ware re-engineering and migration. 

We  distinguish three roles (and corresponding per- 
spectives)  involved  in  directly constructing, populat- 
ing, and using such a bookshelf the builder, the li- 
brarian, and  the patron. A role may be performed 
by several persons and a person may act in more than 
one role. The builder constructs the bookshelf sub- 
strate  or architecture, focusing  mostly on generic, 
automatic mechanisms for gathering, structuring, 
and storing information to satisfy the needs of the 
librarian. The builder designs a general program-un- 
derstanding schema for the underlying software re- 
pository, imposing some structure on its contents. 
The builder also integrates automated and semi-au- 
tomated tools, such as parsers, analyzers, convert- 
ers, and visualizers to allow the librarian to  popu- 
late  the repository from a variety of information 
sources. 

The librarian populates the bookshelf  repository  with 
meaningful information specific to  the software sys- 
tem of interest. Sources of information may include 
source code files  and their directory structure, as  well 
as external documentation available  in electronic or 
paper form, such as architectural information, test 
data, defect logs, development history, and mainte- 
nance records. The librarian must determine what 
information is useful and what  is not, based on  the 
needs of the re-engineering effort. This process may 
be automatic and use the capabilities provided by 
the builder, or it may be partly manual to review and 
reconcile the existing  software documentation for on- 
line  access. The librarian may also generate new con- 
tent, such as architectural views derived from dis- 
cussions  with the original software developers. By 
incorporating such application-specific domain 
knowledge, the librarian adds value to  the informa- 
tion generated by the automatic tools. The librarian 
may further tailor the repository schema to  support 
specific aspects of the software, such as a proprietary 
programming language. 

The patron is an end user of the bookshelf content 
and  could be a developer, manager, or anyone need- 
ing more detail to re-engineer the legacy code. Once 
the bookshelf repository is populated, the  patron is 
able to browse the existing content,  add  annotations 
to highlight  key  issues, and create bookmarks to high- 
light useful details. As  well, the  patron can generate 



new information specific to the task at hand using 
information stored in the repository and running the 
integrated code analysis  and  visualization  tools  in the 
bookshelf environment. From the  patron's point of 
view, the populated bookshelf  is more than  either 
a collection of on-line documents or  a computer- 
aided software engineering (CASE) toolset. The soft- 
ware bookshelf is a unified combination of both  that 
has been customized and targeted to assist  in the  re- 
engineering effort. In addition, these capabilities are 
provided  without  replacing the favored development 
tools already in  use by the  patron. 

The  three roles of builder, librarian, and  patron  are 
increasingly project- and task-specific. The builder 
focuses  on generic mechanisms that are useful  across 
multiple application domains or re-engineering 
projects. The librarian focuses on generating infor- 
mation that is useful to a particular re-engineering 
effort, but across multiple patrons, thereby also  low- 
ering  the effort in adopting the bookshelf in prac- 
tice. The  patron focuses on obtaining fast access to 
information relevant to  the task at hand. The range 
of automatic and semi-automatic approaches em- 
bodied by these roles is  necessary for the diverse 
needs of a re-engineering effort. Fully automatic 
techniques may not provide the project and task-spe- 
cific  value needed by the patrons. 

In this paper we describe our research and experi- 
ence with the bookshelf from the builder, librarian, 
and  patron perspectives. As builders, we have de- 
signed a bookshelf architecture using  Web technol- 
ogies, and implemented an initial prototype. As li- 
brarians, we  have populated a bookshelf repository 
with the artifacts of a legacy software system con- 
sisting of approximately 300 000 lines of code writ- 
ten in a p u r  dialect. As patrons, we have  used  this 
populated bookshelf environment to analyze and un- 
derstand  the functionality of a particular module in 
the code for migration purposes. 

In  the next section, we expand on the roles and their 
responsibilities and requirements. The subsequent 
section outlines the overall architecture of the book- 
shelf and details the various technologies used to im- 
plement our initial prototype. We  also describe how 
we populated the bookshelf repository by gathering 
information automatically from source code and ex- 
isting documentation as  well as manually from in- 
terviews  with the legacy  system developers. A typ- 
ical program-understanding scenario illustrates the 
use of the software bookshelf. Our research effort 
is  also related to  other work, particularly in the  ar- 
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eas of information systems, program understanding, 
and  software development environments. Finally, we 
summarize the contributions of this experience, re- 
port  our conclusions, and suggest directions for fu- 
ture work. 

Software bookshelf  metaphor 

Imagine an ideal scenario: where the developers of 
a software system  have maintained a complete, con- 
sistent, and up-to-date written record of its evolu- 
tion from its initial conception to its current form; 
where the developers have been meticulous at main- 
taining cross references among the various docu- 
ments and application-domain concepts; and where 
the developers can  access and update this informa- 
tion  effectively  and instantaneously. We  envision our 
software bookshelf as an environment that can bring 
software  engineering  practices  closer to this  scenario, 
by generally offering capabilities to ease the recap- 
ture of information about  a legacy  system, to sup- 
port continuous evolution of the information 
throughout the life of the system, and  to allow  ac- 
cess to this information through a widely  available 
interface. 

Our software bookshelf  directly  involves builder, li- 
brarian, and patron roles, with correspondingly dif- 
ferent, but increasingly project- and task-specific, re- 
sponsibilities  and requirements. The roles are related 
in that  the librarian must  satisfy the needs of the  pa- 
tron, and the builder must  satisfy the needs of the 
librarian (and indirectly the  patron). Consequently, 
the builder and librarian must  have more than their 
own requirements and perspectives in mind. 

The builder. The bookshelf builder is responsible for 
the design and implementation of an architecture 
suitable to satisfy the information gathering, struc- 
turing, and storing needs of the librarian. To be rel- 
atively independent of specific re-engineering or mi- 
gration projects, the builder focuses on a general 
conceptual model of program understanding. In par- 
ticular, the schema for the underlying software re- 
pository of the bookshelf needs to  represent infor- 
mation for  the software system at several levels of 
abstraction. "3 

The levels are: 

Physical. The system  is  viewed  as a collection of 
source code files,  directory  layout,  build  scripts,  etc. 
Program. The system  is  viewed  as a collection of 
language-independent program units, written us- 
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ing a particular programming paradigm. For  the 
procedural paradigm, these units would include 
variables, procedures, and statements, and involve 
data  and control flow dependencies. 
Design. The system  is  viewed  as a collection of high- 
level, implementation-independent design  compo- 
nents (e.g., patterns and subsystems), abstract data 
types (e.g., sets and graphs), and algorithms (e.g., 
sorting and math functions). 
Domain. The domain is the explanation of “what 
the system is about,” including the underlying pur- 
pose, objectives, and requirements. 

At each  level of abstraction, the software system  is 
described in terms of a different set of concepts. 
These descriptions are also interrelated.  For in- 
stance, a design-level concept, such as a design pat- 
t e r ~ - ~ , ~  may be implemented using one  or more class 
constructs at  the program level,  which correspond 
to several text fragments in various files at the phys- 
ical  level. 

The builder also integrates various tools to allow the 
librarian to populate the bookshelf repository. Data 
extraction tools include parsers that  operate  on 
source code or on intermediate code generated by 
a compiler. File converters transform old documents 
into formats more suited to on-line navigation. Re- 
verse engineering and code analysis tools are used 
to discover meaningful software structures at var- 
ious levels of granularity. Graph visualizers provide 
diagrams of software structures and dependencies 
for easier understanding. To aid the librarian, the 
builder elaborates the repository schema to repre- 
sent the diverse products created by these types of 
tools. 

The builder has a few primary requirements. Since 
the information needs of the librarian and patron 
cannot all  be foreseen, the builder requires power- 
ful conceptual modeling and flexible information 
storage and access capabilities that  are extensible 
enough to accommodate new and diverse types of 
content. Similarly, the builder requires generic tool 
integration mechanisms to allow  access to  other  re- 
search and commercial tools. Finally, the builder re- 
quires that  the implementation of the bookshelf ar- 
chitecture be  based on standard, nonproprietary, and 
widely  available technologies, to ensure that  the 
bookshelf environment can be easily ported  to new 
platforms without high costs or effort. In  this paper 
we describe our experiences in using object-oriented 
database and Web technologies to satisfy these and 
other requirements. 
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spec& to the software sfstem. The librarian weighs 
the usefulness of each piece of information based 
on the needs of the re-engineering or migration proj- 
ect. The  gathered information adds project-specific 
value and lowers the effort of the  patron in adopting 
the bookshelf environment. The bookshelf content 
comes from several original, derived, and computed 
sources: 

Internal-the source code, including useful prior 
versions; the librarian can capture this informa- 
tion from the version control and configuration 
management system and the working development 
directories 
External-information separated from the source 
code, including requirements specifications, algo- 
rithm descriptions, or architectural diagrams 
(which often becomes out-of-date or lost  when the 
code changes); the librarian can recover this in- 
formation by talking to the developers who  know 
salient aspects of the history of the software 
Implicit  personal-information used by the orig- 
inal developers, including  insights, preferences, 
and  heuristics  (which is often not verbalized or doc- 
umented);  the librarian can recover this informa- 
tion by talking to  the developers and recording 
their comments 
Explicit  personal-accumulated information that 
the developers have maintained personally,  includ- 
ing memos, working notes, and unpublished re- 
ports (which often becomes lost when a developer 
leaves); the librarian can often recover this infor- 
mation by accessing a developer’s on-line data- 
bases, along with a  roadmap  on what can be found 
References-cross-referenced information, such as 
all the places where a procedure is called or where 
a variable is mentioned (which  is valuable for re- 
covering software structure,  but time-consuming 
and error-prone to maintain manually); the librar- 
ian can usually recover this information by using 
automated tools 
Tool-generated-diverse information produced by 
tools, including abstract syntax trees, call graphs, 
complexity metrics, test coverage results, and per- 
formance measurements (which  is often not well 
integrated from a presentation standpoint);  the li- 
brarian need not store this information in the book- 
shelf repository if it can be computed on demand 

The librarian organizes the  gathered information 
into  a useful and easily  navigable structure  to  the 
patron and forms links between associated pieces of 



Figure 1 A populated software bookshelf environment 
-~ ____. .~ 

information. The librarian must also reconcile con- 
flicting information, perhaps in  old documentation, 
with the software system as seen by its developers. 
Finding both implicit and explicit personal informa- 
tion  is  critical for complementing the tool-generated 
content. All these difficult processes involve  signif- 
icant application-domain knowledge, and thus the 
librarian must consult with the experienced devel- 
opers of the software to ensure accuracy. For the pa- 
tron,  the bookshelf contents will  only be used if they 
are perceived to  be accurate enough to  be useful. 
Moreover, the bookshelf environment will  only  have 
value to  the re-engineering effort if  it is  used. Con- 
sequently, the librarian must carefully maintain and 
control the bookshelf contents. 

The librarian has a few primary requirements. The 
librarian requires tools to populate  and  update  the 
bookshelf repository automatically with information 
for a specific software system (insofar as  that is pos- 
sible). These tools would reduce the time and effort 
of populating the repository, releasing valuable time 
for tasks that  the librarian must do manually (such 

terviews of customers). Finally, the librarian requires 
structuring and linking facilities to produce book- 
shelf content  that is organized and easily explored. 
The links need to be maintained outside of the orig- 
inal documents (e.g., the source code) to not intrude 
on the owners of those documents (e.g., the devel- 
opers). 

The patron. The patron is an end user who  directly 
uses the populated bookshelf environment to obtain 
more detail for a specific re-engineering or migra- 
tion task. This role may include the developers who 
have been maintaining the software system and have 
the task of re-engineering it. Some of these patrons 
may already have  significant experience with the sys- 
tem. Other patrons may be new to  the project and 
will access the bookshelf content to aid  in their un- 
derstanding of the software system before accept- 
ing  any re-engineering responsibilities. In any case, 
the  patron can view the bookshelf environment as 
providing several entities that can be explored or ac- 
cessed (see also Figure 1): 

as consulting developers) or semi-automatically 
(such as producing architectural diagrams). The li- Books-cohesive chunks of content, including  orig- 
brarian requires the bookshelf environment to han- inal, derived, and computed information relevant 
dle and allow uniform access to diverse  types of doc- to the software system and its application domain 
uments, including those not traditionally recorded (e.g., source code, visual descriptions, typeset doc- 
(e.g., electronic mail, brainstorming sessions, and in- uments, business policies) 
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Notes-annotations that  the  patron can attach to 
books or  other notes (e.g., reminders, audio clips) 
Links-relationships  within and among books and 
notes, which  provide structure for navigation  (e.g., 
guided tours) or which express semantic relation- 
ships  (e.g., between design diagrams and source 
code) 
Tools-software tools the  patron can use to search 
or compute task-specific information on demand 
Zndices-maps for the bookshelf content, which are 
organized according to some meaningful criteria 
(e.g., based on the software architecture) 
Cutulogs- hierarchically structured lists of all the 
available books, notes, tools, and indices 
Bookmurks-entry points produced by the indi- 
vidual patron  to particularly useful and frequently 
visited  bookshelf content 

For  the  patron,  the  populated bookshelf environ- 
ment provides value by unifying information and 
tools into an easily  accessible form that has been spe- 
cifically targeted to meet the needs of the re-engi- 
neering or migration project. The work of the librar- 
ian frees the  patron  to spend valuable time on more 
important task-specific concerns, such as rewriting 
a software module in a different language. Hence, 
the effort for the  patron  to adopt the bookshelf  envi- 
ronment is lowered. Newcomers to  the project can 
use the bookshelf content as a consolidated and log- 
ically organized reference of accurate, project-spe- 
cific software documentation. 

The  patron has a few major requirements. Most  im- 
portantly, the bookshelf content must pertain spe- 
cifically to the re-engineering project and be accu- 
rate, well organized, and easily  accessible (from 
possibly a different platform at a  remote site). The 
patron also requires the bookshelf environment to 
be easy to use  and  yet  flexible enough to assist  in 
diverse re-engineering or migration tasks. Finally, 
the  patron requires that  the bookshelf environment 
not  interfere with day-to-day activities, other  than 
to improve the ability to retrieve useful information 
more easily. In particular, the  patron should still be 
able to use tools already favored and in  use  today. 

Building the bookshelf 

With builder, librarian, and patron  requirements in 
mind, the builder designs and implements the archi- 
tecture of the bookshelf environment to satisfy those 
requirements. In this section we describe our expe- 
rience, from a bookshelf builder perspective, with a 
bookshelf architecture that we implemented as a 
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proof-of-concept. The architecture follows the  par- 
adigm proposed in Reference 5, where a system  is 
composed of a set of building blocks and compo- 
nents. 

Our client-server architecture consists of three ma- 
jor parts: a user interface, an information repository, 
and a collection of tools (see Figure 2). The client- 
side user interface is a Web browser, which  is  used 
to access  bookshelf content.  The server-side infor- 
mation repository stores  the bookshelf content,  or 
more accurately, stores pointers to diverse informa- 
tion sources. The repository is based on the Telos 
conceptual modeling l ang~age ,~  is implemented us- 
ing DB2* (DATABASE 2*), and is  accessed through an 
off-the-shelf  Web server. Client-side tools include 
parsers to extract information from a variety of 
sources, scripts to collect, transform, and synthesize 
information, as  well as reverse engineering and vi- 
sualization tools to recover and summarize informa- 
tion about software structure.  These major parts  are 
described in more detail later in the section. 

Our architecture uses Web technologies extensively 
(see Table 1 for acronyms and definitions). In par- 
ticular, these technologies include: a common pro- 
tocol (HTTP), integration mechanisms (CGI, Java**), 
a common  hypertext format (HTML),  multimedia data 
types (MIME), and unified  access to information re- 
sources (URL). These standards provide immediate 
benefits by partly addressing some requirements of 
the builder (i.e., tool integration, nonproprietary 
standards, and cross-platform capabilities), the li- 
brarian (i.e., uniform access to diverse documents 
and linking facilities), and the  patron (i.e., easy re- 
mote access).  Many nonproprietary components are 
available  off-the-shelf,  including Web browsers,  Web 
servers, document viewers, and HTML file convert- 
ers, which can reduce the effort of building a soft- 
ware bookshelf architecture. Consequently, the use 
of  Web technologies provides  significant  value to  the 
bookshelf builder. In addition, the Web browser  is 
easy to use and-we can  assume  today-immediately 
familiar to  the  patron. This lowers the  startup cost 
and training effort of the  patron in adopting the pop- 
ulated bookshelf environment. 

User interface. The  patron navigates through the 
bookshelf content using a Web browser, which  may 
transparently invoke a variety of tools and scripts. 
The  patron can  browse through books or notes by 
simply  clicking (a selection using a mouse button) 
on any  links. We implemented a hypermedia link 
mechanism to support relationships between vari- 

FINNIGAN ET AL. 569 



Figure 2 Builder  perspective of the  implemented  bookshelf  architecture 

I 
I NEMlORK I 

ous pieces of content. This mechanism allows the li- 
brarian to provide the  patron  a choice among pos- 
sible destinations. For instance, clicking on a 
procedure name in a source code file  may present 
a list of options, including the definition of the  pro- 
cedure in source code, its interface declaration, its 
position within a global call graph, the program lo- 
cations that call it, and its internal data and control 
flow graphs. Once  the  patron chooses an option, a 
particular view of the  procedure can be presented 
by the browser or by one of the integrated presen- 
tation tools in the bookshelf environment. This mul- 
tiheaded link mechanism thus offers the librarian 
added flexibility  in organizing and presenting access 
to bookshelf content. 

We chose Netscape Navigator** as the default Web 
browser for the bookshelf environment, but  any  com- 
parable browser should suffice. The browser must, 
however, support  Java8 directly since this is used as 
a client-side extension  mechanism. In particular, this 
mechanism enables any  browser that connects to the 
Web server to be transparently extended to handle 
various data objects in the information repository. 

Navigator also supports remote invocation features 
to allow tools to tell  it to follow a URL. In following 
the URL, Navigator accesses the Web server to  re- 
trieve requested content from the information re- 
pository. For example, a tool can present a map of 
the bookshelf content as a graph, where clicking on 
a  node would  invoke Navigator to go to the  corre- 
sponding book or note. These features also  allow, 
for example, a code editor  to request the browser 
to display details about a selected software artifact. 
This ability benefits the  patron by making the book- 
shelf content readily and transparently accessible 
from the patron’s development environment. 

Information repository. To track all the different in- 
formation sources and their cross references, the 
bookshelf environment contains an information re- 
pository that describes the content of the bookshelf. 
Access to  the information repository is through a 
Web server. A module of this server is an object 
server, which  is a mediator to  a persistent object 
store.  The object server and object store constitute 
the implementation of the repository. The  structure 
for the stored data is  specified  using an object-ori- 
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Table 1 Web technologies 

Item Description 

Common Protocol The Web is founded on a  client-server architecture. The clients and  servers run independently, 
on different  machines  in  different controt domains. They communicate through a  common 
protocol, the HyperTat Transfer Protocol (HTTP). The connections are stateless; once the 
transaction  with the client is completed, the server forgets the communication  context. 
Version 1.1 of the HTTP protocol supports persistent connections that allow multipie 
transfers before the connection closes. To be served,  a  client  issues  a request to one of the 
servers,  and the Server analyzes the request, performs the requested operation (e.g., GET, 
POST, PUT), and generates a response. 

accessed by clients via Iinks called m$om resource  locators (LJRLs) that designate the 
location  and the identity of the desired  resource. 

Unified  Access The servers  provide  controlred  access  to information resources they  manage. The resourdes are 

Multimedia Data Types The data associated  with requests and responses are typed  using the Multipurpose Internet Muil 
Ertensions (MIME). The unit of transfer between the client and the Sewer is a MIME 
document,  which is a typed sequence of octets. 

may contain references to other documents that are rendered in  line by the client (e.g., tags, 
pictures,  audio,  video). In addition to these, the document may contain links to external 
documents (or parts thereof). If the type of a document is text/HTML  and the document 
contains links to other documents,  each one of these is handled in a separate transfer, 

and  convey requests to arbitrary external programs. 

Common Hypertext Format The HyperTat Markup Language (HTML) defines  a  composite dacument model, The document 

Integration Mechanism The Common Gatemy Znter;Face (CGI) defines  a  mechanism that allows  a  Web server to launch 

ented conceptual modeling language. By using ob- 
ject-oriented database technology, the bookshelf 
builder can  provide the necessary capabilities to rep- 
resent and structure highly interrelated, fine-grained 
data.  The librarian especially needs these capabil- 
ities to express and organize software artifacts and 
dependencies. Furthermore,  our particular choice 
of technology supports dynamic updates to the data 
schema, to allow extension to new and unforeseen 
types of content. Consequently, our use of object- 
oriented database technology provides a major ben- 
efit by satisfying some requirements of the builder 
(i.e., powerful conceptual modeling and extensibil- 
ity to new  types of content) and the librarian (i.e., 
structuring and linking facilities). 

Metu-datu repositoly. The information repository  gen- 
erally stores descriptions about pieces of bookshelf 
content (such  as location) alongwith the links  among 
the pieces. Since these descriptions constitute data 
about other  data, they are called metu-datu.’ The  re- 
pository explicitly stores the  meta-data, not neces- 
sarily the  data themselves. The actual data  are left 
in  files, databases, physical  books, etc. This indirect 
approach is  necessary  since the actual data can be 
too large to store or too complex to fully model. Nev- 
ertheless, this detail only concerns the builder and 
librarian. The  patron perspective is that bookshelf 

content is  somehow delivered by the bookshelf re- 
pository. 

Our repository design provides three basic capabil- 
ities for the builder and librarian: an information 
model, global schema, and persistent storage. The 
information model provides facilities for modeling 
the  meta-data  and is analogous to a  data model for 
a database. The global  schema  consists of classes de- 
scribing the kinds of information to be stored. This 
schema serves as a foundation for modeling the soft- 
ware implementation domain (by the builder) and 
modeling the application domain (by the librarian). 
In addition, the shared nature of this  schema enables 
data integration for various  tools. The persistent stor- 
age contains a populated instantiation of the schema. 

Web server. The Web server provides an interface for 
accessing information in the repository. It does so 
by delivering the  appropriate  data  to  the requesting 
tool or acting  directly  as an information conduit. The 
Web server accepts HTTP requests and maps them 
using the repository meta-data  into  appropriate ac- 
tions for accessing the actual content. This approach 
allows the server to journal all requests. The server 
can  also cache requests, to allow  specific optimiza- 
tions for accessing distributed content. In our book- 
shelf implementation, we use the freely available 
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Figure 3 Bookshelf  repository  subsystems 
.~ 

Apache Web server. lo The only additional require- 
ment is that  the server support CGI. 

Object  sewer  and  store. The repository is implemented 
by an object  server  and  object store. The object  server 
is an in-memory facility that offers caching, query, 
and naming  services, built as an Apache Web server 
module for more efficient performance (see Figure 
3). (An earlier, slower prototype used CGI and Tcl 
scripts to connect the Web server and repository.) 
The object store provides persistence for content de- 
scription objects using DB2. The object server com- 
municates with the object store through messages 
implemented with UNIX" * sockets. The single com- 
munication channel between the object server and 
store ensures consistency. In addition, all queries and 
updates can be performed in the local workspace of 
the object server, thereby increasing performance. 
The object server can update  the  store according to 
whatever schedule is appropriate, depending on 
hardware availability, security issues, and usage pat- 
terns. 

Information  modeling. The information model is 
based on the conceptual modeling language T e l ~ s , ~  
which  offers facilities for organizing information in 
the repository  using generalization, aggregation, and 
classification. These facilities are all  necessary to sat- 
isfy the information structuring needs of the librar- 
ian. In  our experience, program-understanding and 

re-engineering tasks require  a high  level of flexibil- 
ity in structuring information and forming semantic 
associations. Telos also provides constructs for rep- 
resenting meta-data using metaclasses and meta-at- 
tributes. For example, links from a procedure to 
called procedures would be stored as part of the 
meta-description of a procedure. An  interpreter/ 
compiler for Telos is built into the object server. 

Schema. The repository does not impose a  pre- 
defined view  of the  data it  is representing. Rather, 
a customized schema needs to be built for each ap- 
plication domain. This customization is a significant 
task and it  is  necessary for the builder to reduce the 
work of the librarian. In our customization we have 
tried to prepare  a generally global schema that is ap- 
plicable to  a variety of program-understanding 

Figure 4 Schema  details  for  the  Design  level 

Metaclass  Design 

isa  Realization 
in Designclass 

with 
isRealizedByAttribute 

isPartOfAttribute 

hasPartsAttribute 

isRealized8y : Implementation 

ispartof : Design 

hasparts : Design 

isContalnedlnAttribute 

containsAttribute 
isContainedln : Design 

contains : Design 
end 

Metactass  System 
isa  Design 

end" 

MetaClass  Subsystem 

with 
isa  Design 

isPartofAttribute 

hasPartsAttribute 
ispartof : System 

hasparts : Subsystem 

end'' 

MetaClass  Algorithm 
with 
descriptiomlttribute 

pseudocode : PseudoCode 
specification : Specrticatlon 
text : AlgorithmText 

end" 
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I 

meta-classes  and arcs represent  is-a  relations. 

TextAnnotation 

Realization 4- Implementation 

DesignFile + - , I  t Statement 

subsystem 
system I 

projects. This schema mirrors the levels of software 
abstraction previously outlined and includes meta- 
classes  defining the kinds of objects that can reside 
in the object store. Figure 4 shows some of the  de- 
sign-level metaclass definitions. 

According to these design-level definitions, a 
System is a subclass of Design and may have Sub- 
systems as parts (with isPartOfAttribute). Design-level 
classes (Design and  its  subclasses) are realized by one 
or more program-level classes (Implementation and 
its subclasses). This is expressed by the isRealized- 
ByAttribute of Design. For example, a specific Sub- 
system is a design that could be realized as a  set of 
files.  Finally, an Algorithm can be described by 
Pseudocode, a Specification, or in AlgorithmText. 

Analogous definitions apply for the program and 
physical  levels. Relevant metaclasses for the program 
level include Implementation,  ProgrammingConstruct, 
and Statement. Similarly, Storage, Filesystem, Stor- 
agefile, and Directory are some of the classes for the 
physical  level. Figure 5 shows these different  levels 
of the schema. 

Link mechanism. A multiheaded hypermedia link  is 
implemented by accessing a repository object that 
describes possible destinations for the link. This de- 
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scription depends on the classes that  the object in- 
stantiates. The possible destinations can be differ- 
ent for different types of objects (e.g., procedures 
versus variables) and can be further individualized 
for particular objects. In Telos terms, these multi- 
headed links are  supported by multiple attributes 
within multiple attribute categories. For example, 
while  browsing a  procedure object, the  patron may 
want to see different views  of the procedure and its 
relationship to  the rest of the software. By accessing 
the attributes in the defaultview and availableview cat- 
egories, the patron can  navigate to a source code view 
of the  procedure  or  a text  file  explaining the imple- 
mented algorithm (see Figure 6). 

Name  translation service. The repository integrates 
the content found in disparate information sources. 
A particular procedure may be mentioned many 
times in different source code files and  other doc- 
umentation. For this procedure, there should only 
be a single object in the  store, with appropriate  at- 
tributes describing where the  procedure is defined, 
mentioned, called, etc. Consequently, one common 
problem of data integration is  reconciling the mul- 
tiple names used for the same entity. At one extreme, 
a tool  may  have an inflexible  mechanism that requires 
a unique name for each entity it manipulates. At  the 
other extreme, a tool may  simply manipulate the en- 
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Figure 6 Specific  detail of the repository  schema 
showing  how  attribution  is  used  to  represent 
hyperlinks 

with 
URL 

: “http://CSEWprojects/boundatyhtml” 
name 

: “proc-1 I’ 

defauttUb 

availableview 
HTMLSourceView : proc-1-1; 

Algorithmview : proc-1-3; 
//a1 orithm 

Proc8alledByView : proc-12; 
//called  procedures 

FullCallGraphview : proc-? -26; 
//entire  call  graph 

NearCallGraphView : proc-1-27; 
//neighborhood  call  graph 

FarCallGraphView : proc-1-28; 
//far call  graph 

ProcToVarView : proc-1-29 

end 
//accessed variables 

tities without any concern for their meaning. In ad- 
dition, the implementation domain may impose re- 
strictions on the names of entities. For example, the 
rules of a programming  language  usually require that 
all  global procedures have unique names. 

To deal with these needs, our repository provides 
an integrated name translation service for use by the 
bookshelf tools. This service  is implemented by  giv- 
ing each entity a unique object  identifier and by main- 
taining a mapping between this identifier and the 
form of name needed by a tool. This service  provides 
additional capabilities, aside from easing data inte- 
gration. In particular, this  service  is a basis for a gen- 

This query  service  is  used to support virtual links that 
implicitly connect entities or dynamic  links that  are 
created on demand. For example, consider a  patron 
reading through a text document that describes the 
major  algorithms  used  in a software  system.  This  doc- 
ument  predates  the creation of the software and has 
almost no explicit  hyperlinks. If the patron highlights 
a word representing the common name of an algo- 
rithm, the viewing tool could query the repository 
for all entities that use  this name. Using the result, 
the tool  can present the patron with a number of nav- 
igation options for further exploration of how this 
algorithm  is implemented in the software. These nav- 

I eral, name-based query service for use by the tools. 
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igation paths are dynamic. If it happens  that  these 
paths are useful,  they  can  be made explicit  and static, 
without changing the original document. 

Adding new  content. By design, the information re- 
pository is  easily extensible with  new data  or types 
of data. In the former case, the repository creates 
new objects describing the new data, with appropri- 
ate pointers to  the location of the  data.  The new data 
are immediately available to all tools. A tool can 
dynamically query the repository, fetch information 
about the new data,  and display them to the  patron. 
The  latter case for a new  type of data requires 
changes to the schema to describe the class of in- 
formation being added  to  the repository. 

The schema itself  is  dynamic. That is, the schema 
can  be extended, contracted, or modified without 
changing the representation of existing  objects or  the 
tools that manipulate those objects. This flexibility 
allows, for example, a new  type of  view to be added 
to  the  procedure class without affecting  any of the 
actual procedure instances or any  of the display tools 
that already operate on these instances. Another use 
of a dynamic schema is to create user-defined views 
to organize and capture implicit personal informa- 
tion. 

Tools. Our bookshelf environment is based on an 
open architecture, which  allows a variety of tools to 
be integrated. Tools that populate the bookshelf re- 
pository are generally independent, communicating 
with each other using  files and to the bookshelf Web 
server  using standard Web protocols. These common 
protocols also provide the necessary integration 
mechanism for the Web server to export meta-data 
or  data  to external tools. These tools may use this 
information to locate the  appropriate input files and 
derive new information that is stored either  sepa- 
rately as a file,  directly  in the repository, or in some 
combination of the two. For example, a code ana- 
lyzer  might scan the  intermediate  representation of 
a set of program files, and calculate various  complex- 
ity metrics. The results could be stored in a local file, 
with an entry made in the repository describing the 
new information and its location. In this example, 
the tool takes care of storing its output in a file, but 
updates to the repository are  sent to  the bookshelf 
Web server via Web protocols. 

Adding tools. A Web  browser provides only a single 
kind of access point into  the bookshelf contents. Ad- 
ditional presentation tools that also  access the  re- 
pository are needed and should be integrated within 
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the bookshelf architecture using Web protocols. For 
example, suppose that a patron wants to edit a source 
code segment while  also  viewing an  annotated ver- 
sion of the source in the Web  browser. The  patron 
clicks on a  button on the Web page to launch the 
patron's favorite code editor  to process the  appro- 
priate source code file. One way of implementing  this 
feature with Web protocols is the following. The  but- 
ton is tied to a URL which,  when  clicked, causes the 
Web server to run a CGI script. This script encap- 
sulates the name of the desired file  using a special 
MIME type. The encapsulated data  are sent from the 
server to  the browser  as a response. The browser rec- 
ognizes these data as  having a special type, and 
launches the  appropriate helper application on the 
data.  The helper application processes the  data as 
a file name, consults the patron's preferences, and 
launches the preferred code editor to process the de- 
sired file.  Such an approach relaxes the requirement 
for a detailed tool-modeling notation usually found 
in other software engineering environments. 'I In any 
case, a CGI script or helper application mediates be- 
tween a tool and  the repository, translating between 
the specific form required by the tool and the form 
required by the Web server. 

Tighter integration with the bookshelf environment 
can be achieved by making a tool fully  HTTP-aware 
(i.e., capable of sending and receiving HTTP requests 
and responses). If this  is done, the tool is able to com- 
municate with other tools and the repository more 
efficiently. An important  step for integrating a spe- 
cific tool is to describe  its  capabilities  in  terms of what 
kinds of  views  it can  display  (using MIME types) and 
what  kinds of information it supplies (using the  re- 
pository schema). 

Dynamic content. There is a need for live, special- 
ized, computed views  as  bookshelf content. It is 
not possible to prefabricate all the views one might 
want and  store them directly  as static HTML pages 
or graphic images. There  are  a number of server- 
side solutions for creating dynamic  pages. Web au- 
thors often use CGI scripts or Web server modules 
to construct content dynamically.  Also, a metalan- 
guage of preprocessing  and transformation directives 
can extend HTML to provide more dynamic pages. 
Server Side Includes (SSI) are  a primitive form of 
such a metalanguage. 

In addition to  the server-side approaches, there  are 
also client-side strategies that  operate from the Web 
browser,  including helper applications,  plug-ins,  Java 
applets, and JavaScript* * handlers. Helpers  are in- 
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dependent programs that can provide sophisticated 
views.  Plug-ins are software components that con- 
form to  an interface for communicating with the 
browser and drawing into its windows. Java applets 
are platform-neutral programs fetched over the net- 
work and  run on a Java-enabled browser. JavaScript 
handlers are scripts that  are triggered on certain 
events, such as the clicking of a link. These scripts 
are embedded in HTML pages and are  interpreted 
by JavaScript-enabled browsers. All of these strat- 
egies are flexible for presenting interactive views  of 
bookshelf data. However, some strategies may be 
easier to exploit than others. 

To gain experience with tool integration strategies, 
we decided to focus on two extremes: tight and loose 
integration. For tight integration, the tool is essen- 
tially reimplemented in the new setting (e.g., rewrit- 
ten as a Java applet). For loose integration, the tool 
needs to be programmable and customizable, to 
adapt  and plug into  the new setting. An annotated 
bibliography on different strategies for software en- 
gineering environment integration can  be found in 
Reference 14. In the past, we had developed soft- 
ware visualization tools that employed graph-ori- 
ented user interfaces (i.e., Landscape, lS Rigi,I6 and 
SHriMP17). Given our experience with these tools 
and the opportunity to compare these visualization 
techniques within the Web paradigm, we decided to 
integrate Landscape and Rigi into the bookshelf 
environment. 

Integrating Landscupe views. The Landscape tool l5 
produces diagrams, called landscapes, of the global 
architecture of the target system. In each diagram, 
there  are boxes that  represent software entities such 
as  subsystems, modules, or files. Arrows connecting 
the boxes represent dependencies, such as  calls to 
procedures or references to variables. These dia- 
grams are  created semi-automatically-based on 
software artifact information extracted automatically 
using parsers, together with  system decomposition 
information collected manually from the develop- 
ers through interviews. A  later section in this paper 
illustrates how a  patron uses these diagrams to ob- 
tain high-level  overviews of the target software. 

The original  version of the Landscape tool  was stand- 
alone. For  the bookshelf environment, a new land- 
scape tool was written as a Java applet. This applet 
displays landscape diagrams, to provide convenient 
navigation  through the structure of the software  from 
diagram to diagram, and to access related bookshelf 
content. 



Integrating Rigi views. Rigi  is a visualization tool for 
exploring and understanding large information 
spaces. The user interface is a graph editor  that is 
used to browse,  analyze,  and  modify a graph that rep- 
resents the target information space. The tool is end- 
user programmable and extensible using the Tcl 
scripting language, l9 allowing user-defined views  of 
graphs, integration with external tools, and automa- 
tion of graph editing operations.20 Also, Rigi  is de- 
signed to document software architecture and  to 
compose, manipulate, and  visualize  subsystem struc- 
tures according to various criteria. 

To exploit its reverse engineering and software anal- 
ysis capabilities, the Rigi tool was integrated into the 
bookshelf environment. The basic idea was to allow 
Rigi to  render views constructively, based on infor- 
mation stored in the repository. This is an advance 
over approaches that only retrieve static, ready-made 
images. By building  views  dynamically, the  patron 
can filter immaterial artifacts, emphasize relevant 
components, and customize the views to  the anal- 
ysis task at hand. The views are live and manipula- 
ble. Also, changes to  the software being re-engi- 
neered  are easily reflected without requiring batch 
updates to statically stored images. 

Like Landscape, the Rigi  system could be tightly  in- 
tegrated with the bookshelf environment by rewrit- 
ing the user interface in Java.  However, the program- 
mability of Rigi  allows for a loose integration strategy 
that requires no changes to the editor. Rigiwas con- 
nected to  the bookshelf environment using a CGI 
script and a helper application, both written in Perl.” 
Access to Rigi and its constructive views from the 
bookshelf Web browser had to be as simple as fol- 
lowing a URL. Consequently, we specified a special 
form of URL that invokes the CGI script with a se- 
quence of keywordlvalue pairs. These pairs specify 
required parameters, including project name, do- 
main model, database, version, user identification, 
session data, display host, computational host, re- 
quested view, and context. The CGI script parses the 
pairs and sends the  parameters to  the helper appli- 
cation as a custom MIME type. The helper converts 
the  parameters  into Tcl and generates a custom con- 
figuration file, as well as a  startup script that is used 
to launch Rigi to produce the view.  If Rigi is already 
running, then  the helper conveys the requested view 
in a file that Rigi periodically polls. 

In our experience, the time needed to convey the 
request to Rigi is short, compared to the time needed 
to compute and present the requested view in a win- 
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dow.  Since constructive views are computed by an- 
other process possibly on another machine, there are 
no memory problems or security limitations incurred 
by rendering these views  within the browser  using 
plug-in modules or Java applets. This integration 
strategy is generic and can be  readily adapted for 
any stand-alone analysis tool that is end-user  pro- 
grammable or provides a comprehensive application 
program interface. 

There  are many strategies for integrating a tool with 
a Web browser. We explored two  specific approach- 
es: loose integration using CGI scripts, which  allows 

The prototype brought 
together  a  diverse  set 
of reverse  engineering 
tools and techniques. 

for fast prototyping, and tight integration using Java 
applets, which  allows for a common “look-and-feel.” 

Pursers. The librarian requires tools to populate the 
bookshelf repository from existing information 
sources automatically, insofar as that is  possible. For 
example, the files that belong to  a software project 
are stored, typically,  in one  or more directories in 
a file  system. The process of converting these files 
to HTML can be automated by “walking” the direc- 
tory structure and converting the files based on their 
content types. Of particular interest are parsers, tools 
used to extract data  about software artifacts and de- 
pendencies automatically. Source code files are 
parsed at various levels  of detail according to pro- 
gram-understanding needs. For example, a simple 
parser might extract procedure calls and global var- 
iables, whereas a complete parser might generate en- 
tire abstract syntax trees. 

Our use of parsers is for program-understanding pur- 
poses rather  than code generation, and so the focus 
is primarily on extracting useful information, not all 
the details that would be needed for code compi- 
lation. Information useful for program understand- 
ing includes procedures (their definitions and calls) 
and data variables (their definitions and usage). In 
the implemented bookshelf environment, the parser 
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output is processed through further code analysis to 
establish links among related code fragments, com- 
pile cross references of procedures and global var- 
iables, drive visualization tools, generate archi- 
tectural diagrams, produce metrics on structural 
c o m p l e ~ i t y , ~ ~ , ~ ~  locate cloned fragments of code, and 
determine  data and control flow paths. Since the 
parsers collect the locations of the extracted artifacts, 
the detailed analyses can be linked to  the relevant 
fragments of code. 

A simple source code parser was developed using 
emacs macrosz5 and is currently used to parse pro- 
cedure definitions and calls, and variable declara- 
tions and references. Because this parser analyzes 
the program source, HTML tags can be inserted in 
the  annotated source code output  at  appropriate 
points, such as around  a  procedure definition. Hy- 
pertext links are generated automatically from these 
references using indirection (i.e., the repository 
maintains a mapping of references to tags), and 
HTML pages are  generated automatically with re- 
solved HTML tags. The parser can  be extended to  link 
the  annotated code to  other documentation. Sim- 
ilarly, external comments and notes can be attached 
to relevant code fragments. 

A series of prototype parsers were also developed 
to parse two alternative program representations 
generated by a compiler front-end processor we were 
using: the cross-reference listing and the  interme- 
diate language representation. As bookshelf build- 
ers, our goal  was to obtain some level of language 
independence by using these forms of input in some 
combination. In addition, parsers for these inputs 
are easier to write due to the limited  syntax. The cross 
reference listing requires only a simple parser, but 
the reported  data  are selective and the format of the 
listing  is language- and compiler-dependent. Some 
information is  also  missing,  such  as procedure-to- 
procedure calls. 

These problems can be overcome by parsing the in- 
termediate language representation. For a family of 
IBM compilers, this representation is shared across 
multiple languages, hardware, and operating system 
platforms. The  representation can provide detailed 
information to determine static control flow and,  to 
some degree, information to calculate complexity 
metrics. In particular, this information includes  vari- 
able type definitions, function parameter declara- 
tions, function return types, and active  local and 
global variables. Nevertheless, in our experience, 
parsing only this representation is not enough since 
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some of the information is lost. For example, the 
structure of file inclusions is not maintained and 
names of data elements generated by the  front-end 
processor may not accurately match the variables 
names from the original source. Still, the approach 
handles the  entire compiler family sharing the in- 
termediate  representation.  To  demonstrate this, we 
applied the parser to  the  intermediate  representa- 
tions of both PLII dialect and C source code. 

Shortcomings  and lessons learned. The initial pro- 
totype of the bookshelf environment served as a test- 
ing ground that helped us understand where Web 
technologies worked  well  (e.g., ready access, ease of 
use, and consistent presentation) and where more 
sophisticated approaches were needed.  The  proto- 
type became a vehicle for bringing together a diverse 
set of reverse engineering tools and techniques. 

Our experience with the prototype exposed several 
issues  with  building a bookshelf  using Web technol- 
ogies. First, the advantage of a universally under- 
stood Web browser interface degenerates rapidly as 
more interactive techniques are used to give the de- 
gree of control and flexibility required for sophis- 
ticated re-engineering needs. Second, the separation 
between the client  side and the server  side introduces 
sharp boundaries that must be dealt with to  create 
a seamless  bookshelf environment to  the patron. For 
example, since a client and the server run most of- 
ten on different machines and file  systems, there is 
a problem when mapping access rights between the 
client and server contexts. Third, the connections are 
stateless (as mentioned in Table 1). This creates a 
communication overhead when composing docu- 
ments for viewing  in the Web browser. Finally, no 
mechanism  is provided for session management and 
version control. 

The initial prototype has several limitations. First, 
adding a new tool required the builder to write a 
handcrafted CGI script, which takes some effort.  Sec- 
ond, repository access  was  slow for the  patron, be- 
cause of the communication mechanisms  used  (i.e., 
UNIX pipes and interpreted Tcl scripts). Third, there 
were no security provisions to  support selective ac- 
cess to  read and possibly edit bookshelf content 
among patrons, Finally, maintaining a  populated 
bookshelf repository in the face of multiple releases 
of the target software was another problem not  ad- 
dressed. Some support for multiple releases has been 
added to later versions of the prototype and this sup- 
port is  being evaluated. 
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Figure 7 Librarian  perspective of bookshelf  environment 
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Populating the bookshelf 

With patron requirements in  mind, the librarian pop- 
ulates the bookshelf repository with project-specific 
content  to suit the needs of the re-engineering or 
migration effort. In this section, from a librarian per- 
spective (see Figure 7), we describe our experience 
in populating the initial bookshelf prototype with a 
target software system. This target software is a leg- 
acy system that has evolved over twelve years, con- 
tains approximately 300K lines of highly optimized 
code written in a dialect of PL/I, and has an expe- 
rienced development team. This system  is the code 
optimization component of a family of compilers. In 
this paper,  the name used to refer to this system  is 
SIDOI. 

Gathering  information  manually. As with  many  leg- 
acy systems, important documentation for SIDOI ex- 
isted only  in hard-copy versions that were filed at 
the back of some developer’s shelf. One major need 
was to discover these documents and transform them 
into  an electronic form for  the software bookshelf. 
Consequently, over a one-year period, the members 
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of the bookshelf project interviewed members of the 
development team, developed tools to extract soft- 
ware artifacts and synthesize  knowledge, collected 
relevant documentation, and converted documents 
to more usable formats. 

Most of the information for the bookshelf reposi- 
tory  was gathered or derived automatically from ex- 
isting on-line information sources, such as source 
code, design documents, and documentation. How- 
ever, some of the most valuable content was pro- 
duced by interviewing members of the development 
team. 

Recovering architectures. The initial view  of the leg- 
acy  system  was centered around an  informal  diagram 
drawn by one of the early developers. This diagram 
showed  how the legacy  system interfaced with 
roughly 20 other major software systems.  We refined 
this architectural diagram and collected short de- 
scriptions of the functions of each of these software 
systems. The resulting diagram documented the ex- 
ternal architecture of the legacy  system. At roughly 
the same time, the chief architect was interviewed, 
resulting in several additional informal  diagrams that 
documented the high-level, conceptual architecture 
(i.e., the system as conceived by its owners). Each 
of these diagrams was drawn formally as a software 
landscape. 

The first of these diagrams was simple, showing the 
legacy  system  as  composed of three major  subsystems 
that  are responsible for the  three phases of the over- 
all computation. The diagram also  showed that there 
are service routines to support these three phases, 
and that  the  data  structure is  globally  accessed and 
shared by all three phases. There were also more de- 
tailed  diagrams  showing the nested  subsystems  within 
each of the major phases. Using these diagrams,  with 
a preliminary description of the various phases and 
subsystems,  we extracted a terse but useful set of hi- 
erarchical views  of the abstract architecture. 

After some exploration with  trying to extract the con- 
crete architecture (i.e., the physical  file and direc- 
tory structure of the source code), we found it more 
effective to work bottom-up, collecting  files into 
subsystems, and collecting subsystems into phases, 
reflecting closely the abstract architecture. This ex- 
ercise was  difficult. For example, file-naming con- 
ventions could not always be used to collect  files into 
subsystems;  roughly 35 percent of the files could not 
be classified. The developers were consulted to de- 
termine a set of concrete subsystems that included 
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nearly  all of the files. The concrete architecture con- 
tained many more subsystems than the abstract ar- 
chitecture. 

In a subsequent, ongoing experiment, we are recov- 
ering the architecture of another large system (250K 
lines of code). In this  work we have found that  the 
effort is much reduced by initially  consulting  with the 
architects of the system to find their detailed decom- 
position of the system into subsystems  and those sub- 
systems into files. 

ILIdutu structure. The intermediate language imple- 
mentation (ILI) data  structure  represents  the  pro- 
gram  being optimized. The abstract architecture 
showed that understanding ILI would  be fundamen- 
tal to gaining a  better understanding of the whole 
system. As a result, we interviewed the developers 
to get an overview of this data  structure and to cap- 
ture example diagrams of its substructures. This in- 
formation is documented as a bookshelf  book that 
evolved  with  successive feedback from the develop- 
ers (see Figure 8). This book provides descriptions 
and diagrams of ILI substructures. The developers 
had repeatedly asked for a list of frequently  asked 
questions about the ILI data structure, and so one was 
created for the book. 

Effort. In addition to  the initial work of extracting 
the architectural structure of the target system, one 
significant  task  was getting the developers to write 
a short overview of each subsystem. These descrip- 
tions were converted to H I ”  and linked with the 
corresponding architectural diagrams for browsing. 
Since there  are over 70 subsystems, this work re- 
quired more than an elapsed month of a develop- 
er’s time. We collected relevant existing documents 
and linked them to the browsable concrete architec- 
ture diagrams. In some cases, such as  when deter- 
mining the concrete architecture, we required 
developers to invent structures and  subsystem bound- 
aries that had not previously  existed.  Such invention 
is challenging. 

In our experience, the bookshelf librarian would 
need to acquire some application-domain expertise. 
In many  legacy software projects, the developers are 
so busy implementing new features  that no time or 
energy  is left to maintain the documentation. Also, 
the developers often overlook parts of the software 
that require careful attention. Thus, the librarian 
must become familiar with the target software and 
verify  new information for the bookshelf repository 
with the developer. 
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Reducing  effort. We were constantly aware, while 
manually extracting the information, that this  work 
is inherently time consuming and costly. We evolved 
our tools and approaches to maximize the value of 
our bookshelf environment for a given amount of 
manual work. It is advantageous to be selective and 
load only the most essential information, such  as the 
documentation for critical  system parts, while defer- 
ring the consideration of parts  that  are relatively sta- 
ble. The bookshelf contents can be refined and im- 
proved incrementally as needed. 

In a subsequent experiment with another target sys- 
tem, we  have been able to do the initial population 
of its bookshelf  much faster. Our support tools had 
matured and  our experience allowed  us to ignore a 
large number of unprofitable information extraction 
approaches from the first target system. 

Gathering  information  automatically. Several soft- 
ware tools were used to help create and document 
the concrete architecture. To facilitate this  effort, the 
parser output uses a general and simple file format. 
This format is called  Rigi Standard Format (RSF) and 
consists of tuples representing software artifacts and 
relationships (e.g., procedure P calls procedure Q, 
file F includes file G). These tuple files were the  ba- 
sis  of the diagrams of the concrete architecture. A 
relational calculator called Grok was developed to 
manipulate the tuples. To gain  insights into the struc- 
ture of this information, the Star was  used 
to produce various diagram layouts. The diagrams 
were  manually manipulated to provide a more aes- 
thetic or acceptable appearance for the patrons. 

Valuable information about the software was found 
in  its version control and defect management sys- 
tem. In particular, it provided build-related data that 
were used to  create  an array of metrics about the 
build  history of the project. These metrics included 
change frequency, a weighted defect density, and 
other measurements relating to the evolution of each 
release. A set of scripts was written that queried the 
version control system, parsed the responses, and 
gathered the desired metrics. The metrics files can 
be used by different tools to generate views  of the 
evolution of the software. 

Using the bookshelf 

Re-engineering or migration  tasks are generally  goal- 
driven. Based on a desired goal  (e.g., reducing costs, 
adding features,  or resolving defects) and the spe- 
cific task (e.g., simplifying code, increasing perfor- 
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Figure 8 Bookshielf  view  representing  documentation  on  the  key ILI data  structure 
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mance, or  fwng a bug), the  patron poses pertinent 
questions about the software and answers them in 
part by consulting the bookshelf environment data 
(see Figure 9). To illustrate the use of the software 
bookshelf, we introduce a scenario drawn from our 
experience  with the SIDOI target system. The scenario 
illustrates the use of the bookshelf environment dur- 
ing a  structural complexity  analysis task by a  patron 
who  is an experienced developer. 

In this scenario, the  patron wishes to find  complex 
portions of the code that can be re-engineered to 
decrease maintenance costs. In particular, one sub- 
system called DS has been difficult to understand be- 
cause it  is written in an unusually different style. 
Other past developers have been reluctant to change 
DS because of its apparent complexity (despite re- 
ports of suspected performance problems). Also, 
there may be portions of DS that can be rewritten 
to use routines elsewhere that serve the same or sim- 
ilar function. Reducing the number of such cloned 
or  redundant routines could  simplify the  structure 
of DS and ease future maintenance work. The infor- 
mation gathered, while  studying the complexity of 
Ds, will help to estimate the required effort to revise 
the subsystem. 

Obtaining an overview. The patron is  unfamiliar  with 
DS and decides to use the bookshelf environment to 
obtain some overview information about  the sub- 
system,  such  as  its purpose and high-level interac- 
tions  with other subsystems.  Starting  at the high-level, 
architectural diagram of SIDOI (see Figure lo), the 
patron can see where DS fits into the system. This 
diagram was produced semi-automatically using the 
Landscape tool, based on the automatically gener- 
ated  output of various parsers. Since nested boxes 
express containment, the diagram (in details not 
shown here) indicates that DS is contained in the op- 
timizer  subsystem. For clarity, the procedure call and 
variable access  arcs  have been filtered from this di- 
agram. 

The  patron can click on  a subsystem  box  in  this di- 
agram or a link  in the subsystem  list  in the left-hand 
frame to obtain information about a specific sub- 
system. For example, clicking on the DS subsystem 
link retrieves a page with a description about what 
DS performs, a list  of  what source files or modules 
implement Ds, and a diagram of what  subsystems  use 
or  are used by DS (see Figure 11). The diagram  shows 
that DS is  relatively modular and is invoked  only from 
one  or more procedures in the PL/I file optimize.pl 
through one  or more procedures in the file ds.pl. 
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Figure 9 Patron  perspective of a  populated  bookshelf 
environment 

The page  also  offers  links to other pages that describe 
the algorithms and local data  structures used by DS. 
The algorithm description outlines three main 
phases. The first phase initializes a local data struc- 
ture,  the second phase performs a live variable anal- 
ysis, and the third phase emits code where unnec- 
essary stores to variables are eliminated. The  data 
structure description is both textual and graphical, 
with “clickable” areas on the graphical image that 
take  the  patron to more detailed descriptions of a 
specific substructure. These descriptions are aug- 
mented by important information about  the  central 
ILI data structure of SIDOI. 

After considering potential entry points into  the DS 
subsystem, the  patron decides to navigate system- 
atically along the next  level of files  in the subsystem: 
dsinit.pl, dslvbb.pl,  dslvrg.pl, and dselim.pl. 

Obtaining more detail. The  patron can  click on a 
file  box  in the previous diagram or  a file  link in the 
list on the left-hand frame  to retrieve further details 
about a particular source file of DS. For example, 
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Figure 10 High-level  architectural  view of the SlDOl system 
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Figure 11 Architectural  view of the DS subsystem 
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clicking on the dsinit.pl file  link provides a list of the 
available information specific to this  file and specific 
to the DS subsystem (see Figure 12). 

The available  views for a given  file are outlined be- 
low. 

Code  redundancy view. This view  shows  exact 
matches for code in the file  with other  parts  of  the 
system,  which  is useful for determining instances 
of cut-and-paste reuse and finding areas where 
common code can be factored into  separate  pro- 
cedures. 
Complexity metrics view. This view  shows a variety 
of metrics in a bar graph that compares this  file 
with other files  in the subsystem of interest. 
Files included view. This view provides a list of the 
files that  are included in the file. 
Hypertext  source view. This view provides a hyper- 
text view  of the source file  with procedures, var- 
iables, and included files appearing as links. 
Procs declared view. This view provides a list of pro- 
cedures declared in the file. 
Vars  fetched  and vars stored views. These views pro- 
vide a list  of variables fetched or updated in the 
file. 

In general, clicking on  a file, procedure,  or variable 
in the diagram or set of links produces a list  of the 
available  views  specific to  that entity. Views appear 
either as lists  in the left-hand frame, as diagrams in 
the right-hand frame, or as diagrams controlled and 
rendered by other tools in separate windows.  Fig- 
ure 13 shows a diagram generated by Rigi  with the 
neighboring procedures of procedure dsinit. The  pa- 
tron can rearrange  the software artifacts in the di- 
agrams and apply suitable filters to hide cluttering 
information. The capabilities of the Rigi tool are fully 
available for handling these diagrams. 

Other, more flexible  navigation capabilities are  pro- 
vided. For instance, the  patron can enter  the  name 
of a software artifact in the query entry field of the 
left-hand frame. This search-based approach is use- 
ful for accessing arbitrary artifacts in the system that 
are  not directly accessible through predefined links 
on the  current page. Also, the Web  browser can be 
used to return to  previously  visited pages or  to cre- 
ate bookmarks to particularly useful information. 

Analyzing structural complexity. While  focusing on 
the DS module, the  patron decides that some pro- 
cedure-specific complexity measures on the module 
would be useful for determining areas of complex 
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logic or potentially difficult-to-maintain code (see 
Figure 14).  Such static information is useful to help 
isolate error-prone  code.23~28-30  The bookshelf  envi- 
ronment offers a procedure-level complexity metrics 
view that includes data- and control-flow-related 
metrics, measures of code size  (i.e., number of equiv- 
alent assembly instructions, indentation levels), and 
fanout (i.e., number of individual procedure calls). 

To examine areas of complex, intraprocedural  con- 
trol flow, the cyclomatic  complexity metric can be 
used. This metric measures the number of indepen- 
dent paths through the control flow graph of a  pro- 
cedure.  The  patron decides to consider all the  pro- 
cedures in DS and compare their cyclomatic 
complexity values. This analysis  shows that dselim, 
initialize,  dslvbb, and dslvrg have values 75, 169,  64, 
and 49,  respectively. 

Finding redundancies. Using the code redundancy 
and source code views  in the bookshelf environment, 
the  patron discovers and verifies that procedures 
dselim and dslvbb are nearly copies of each other. 
Also, procedure dslvrg and dslvbb contain similar al- 
gorithmic patterns. Code segments are  often cloned 
through textual cut-and-paste edits on  the source 
code. Some of the clones may be worth replacing by 
a common routine if future maintenance can  be  sim- 
plified. The amount of effort needed  depends on the 
complexity measures of the cloned code. With a  per- 
tinent set of bookshelf  views, the re-engineering 
group can  weigh the benefits  and  costs of implement- 
ing the revised code. 

After completing the whole investigation, it  is use- 
ful to store links to the discoveries  in  some form, such 
as  Web  browser bookmarks, guided tour books, foot- 
prints on visited  pages, and analysis objects in the 
repository. Such historical information may help 
other developers with a similar investigation in the 
future. 

Related work 

In this section, we discuss related work on integrated 
software environments, parsing and analysis tools, 
software repositories, and knowledge engineering. 

Integrated software environments. Tool integration 
encompasses three major dimensions: data (i.e., ex- 
changing and sharing of information), control (i.e., 
communication and coordination of tools), and pre- 
sentation (i.e., user interface metaph~r).~'  Data in- 
tegration is  usually based on  a common schema that 
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Figure 13 Call  graph  with  the  neighboring  procedures of procedure  dsinit 
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Figure 14 Procedure-specific  metrics  for  the DS subsystem 
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models software artifacts and analysis results to be 
shared among different tools. For example, in the 
PCTE system,32 data integration is achieved with a 
physically distributed and replicated object base. 
Forming a suitable common  schema requires a study 
of functional aspects related to specific tool capa- 
bilities and organizational aspects in the domain of 
discourse. Control integration involves the mechan- 
ics of allowing different tools to  cooperate and pro- 
vide a common service. In environments such as 
Field33 and S ~ f t B e n c h , ~ ~  tools are coordinated by 
broadcast technology, while environments based on 
the Common Object Request Broker Architecture 
(CORBA) standard35 use point-to-point message  pass- 
ing. Furthermore, control integration involves  issues 
related to process modeling and enactment sup- 
port,36 computer-supported cooperative work,37 co- 
operative information systems, 38 and distributed 
computing. Presentation integration involves look- 
and-feel and metaphor consistency  issues. 

The software bookshelf tries to achieve data  inte- 
gration through  a  meta-data repository and Telos 
conceptual model, control integration through Web 
protocols and scripting, and presentation integration 
through the Web browser hypertext metaphor. Kai- 
ser  et al. recently introduced an architecture for 
World Wide Web-based software engineering envi- 
r o n m e n t ~ . ~ ~  Their OzWeb system implements data 
integration through subweb repositories and control 
integration by means of groupspace services. In ad- 
dition, there  are several existing commercial prod- 
ucts such  as McCabe's Visual Reengineering Tool- 
set  BattleMap**,40 which  offers a variety of reverse 
engineering and analysis tools, visualization  aids,  and 
a  meta-data repository. By and large, these environ- 
ments are not based on the technologies selected for 
our bookshelf implementation. In particular, our 
work is distinguished through an  open and exten- 
sible architecture, Web  technologywith multiheaded 
hypermedia links, a powerful and extensible concep- 
tual model, and the use of off-the-shelf  software  com- 
ponents. 

Parsing tools. Many parsing tools and reverse en- 
gineering environments have been developed to ex- 
tract software artifacts from source files.41 The Soft- 
ware Refinery4* parses the source and populates an 
object repository with an abstract syntax tree  that 
conforms to  a user-specified domain model. Once 
populated,  the user can access, analyze, and trans- 
form the  tree using a full programming and query 
language. PcCTS is a compiler construction toolkit 
that can be used to develop a  parser.43  The  output 
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of this parser is an abstract syntax tree  represented 
by C+ + objects. Analysis tools can be written using 
a Set  of c+ + utility functions. GENOA provides a lan- 
guage-independent abstract syntax tree  to ease ar- 
tifact extraction and analysis.44 Lightweight parsers 
have emerged that can be tailored to extract selected 
artifacts from software systems rather  than  the full 
abstract syntax tree.45,46  For  the software bookshelf, 
our parsers convert the source to HTML for viewing 
or extract the artifacts in a language-independent way 
by processing the  intermediate language represen- 
tation  emitted by the compiler front-end processor. 

Analysis tools. To  understand  and manipulate the 
extracted artifacts, many tools have been developed 
to analyze, search, navigate, and display the vast in- 
formation space effectively.  Slicing tools subset the 
system to show  only the  statements  that may  affect 
a particular variable. 47 Constructive views, 48 visual 
queries,49 Landscapes, l5 and end-user programma- 
ble tools'' are effective  visual approaches to custom- 
ize exploration of the information space to individ- 
ual needs. Several strategies have emerged to match 
software patterns. GRASPR recognizes  program  plans, 
such as a sorting algorithm, with a graph parsing ap- 
proach that involves a library of stereotypical algo- 
rithms  and data structures (~Zichh).~O Other plan  rec- 
ognition approaches include concept assignment 5' 

and constraint-based recognition. 52 Tools have been 
developed for specific  analyses,  such as data  depen- 
dencies, 53 coupling and cohesion measurements, 54 

control flow properties, and clone detection. 55-57 

On the commercial front, several products have been 
introduced to analyze and visualize the architecture 
of large software ~ystems.~' 

Software repositories. Modeling every aspect of a 
software system from source code  to application do- 
main information is a hard and elusive problem. Soft- 
ware repositories have been developed for a variety 
of specialized uses, including software development 
environments, CASE tools, reuse libraries,  and  reverse 
engineering systems. The information model, index- 
ing approach, and retrieval strategies differ consid- 
erably among these uses. The knowledge-based 
LaSSIE system provides domain, architectural, and 
code views  of a software system. 59 Description logic 
rules6' relate  the different views and the knowledge 
base is  accessed  via  classification rules, graphical 
browsing,  and a natural language interface. The Soft- 
ware Information Base  uses a conceptual knowledge 
base and a flexible  user interface to support software 
development with reuse.61 This knowledge base is 
organized using Telos' and contains information 
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about requirements, design, and implementation. 
The knowledge  base  can be queried through a graph- 
ical interface to support the traversal of semantic 
links. The REGINA software library project builds an 
information system to support the reuse of commer- 
cial  off-the-shelf software components. Their pro- 
posed architecture also exploits Web technology. 

Knowledge engineering. Related areas in  knowledge 
engineering include knowledge sharing, O3 ontolo- 
gies,'j4 data repo~itories,~~ data warehouses,66 and 
similarity-based queries.67@ Meta-data have  received 
considerable attention (e.g., Reference 69) as a way 
to  integrate  disparate information s o ~ r c e s . ~  Solving 
this problem is particularly important for building 
distributed multimedia systems for the World  Wide 
Web.7" Atlas is a distributed hyperlink database sys- 
tem that works  with traditional servers.71 Other ap- 
proaches to  the same problem focus on  a generic ar- 
chitecture (e.g., through  mediator^^^). The software 
bookshelf  uses multiheaded links and  an underlying 
meta-data repository to offer a more flexible, distrib- 
uted hypermedia system. 

In general, the representational frameworks used  in 
knowledge engineering are richer in structure and 
in supported inferences than those in databases, but 
those in databases are less demanding on resources 
and also scale up more gracefully. The bookshelf re- 
pository falls between these extremes in represen- 
tational power and in resource demands. Also, the 
bookshelf repository is particularly strong in the 

tion, aggregation, classification, and contexts) and 
in the way these are integrated into  a coherent rep- 
resentational framework. 

I 

b structuring mechanisms it supports (i.e., generaliza- 

Conclusions 

This paper introduces the concept of a software 
bookshelf to  recapture, redocument, and access rel- 
evant information about a legacy software system for 
re-engineering or migration purposes. The novelty 
of the concept is the technologies that it combines, 
including an extensible, Web-based architecture, tool 
integration mechanisms, an expressive information 
model, a  meta-data repository, and state-of-the-art 
analysis  tools. The paper describes these components 
from the perspectives of three, increasingly project- 
specific roles involved  in  directly constructing, pop- 
ulating, and using a software bookshelf the builder, 
the librarian, and the patron. Moreover, we outline 
a prototype implementation and discuss  design deci- 
sions  as  well as early experiences. In addition, the 

B 

paper reports  on  our experiences from a substantial 
case study  with  an  existing  legacy software system. 

The software bookshelf has several major advan- 
tages. First, its main user interface is based on an 
off-the-shelf Web browser, making  it familiar, easy- 
to-use, and readily  accessible from any desktop. This 
aspect provides an attractive and consistent presen- 
tation of all information relevant to a software sys- 
tem and facilitates end-user  adoption. Second, the 
bookshelf is a one-stop, structured reference of proj- 
ect-specific software documentation. By incorporat- 
ing application-specific domain knowledge based on 
the needs of the migration effort, the librarian adds 
value to  the information generated by the automatic 
tools. Third, reverse engineering and software anal- 
ysis tools can be easily connected to  the bookshelf 
using standard Web protocols. Through these tools, 
the bookshelf  provides a collection of diverse redocu- 
mentation techniques to extract information that is 
often lacking or inconsistent for legacy  systems. 
Fourth,  the bookshelf environment is based on ob- 
ject-oriented,  meta-data repository technology and 
can scale up  to accommodate large legacy  systems. 
Finally, the overall bookshelf implementation is 
based on platform-independent Web standards that 
offer potential portability for the bookshelf. Using 
a client-server architecture, the bookshelf  is central- 
ized for straightforward updates yet is highly  avail- 
able to remote patrons. 

We consider the software bookshelf  useful because 
it can collect and present in a  coherent form differ- 
ent kinds of relevant information about a legacy soft- 
ware system for re-engineering and migration pur- 
poses. We  also demonstrated  that it  is a viable 
technique, because the creation of a large software 
bookshelf can be completed within a few months by 
librarians who  have  access to parsers, converters, and 
analysis tools. Moreover, the viability of the tech- 
nique is strengthened in that  the bookshelf environ- 
ment requires little additional software and exper- 
tise for its use, thanks to adopting ubiquitous Web 
technology. 

Despite some encouraging results, there  are addi- 
tional research tasks to be completed to finish  eval- 
uating the bookshelf technique. First, we are cur- 
rently validating the generality of the technique by 
applying  it to  a second legacy software system. Such 
a study will also provide a  better estimate of the ef- 
fort required in developing new bookshelves  and pro- 
vide  useful  insight to bookshelf builders. Second, we 
wish to study techniques that would  allow  bookshelf 
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patrons to extend and update bookshelf contents, 
as well  as adding annotations at public, private, and 
group levels. This study  would ensure  that  the tech- 
nology does indeed support the evolution of a book- 
shelf by its  owners and end users. Third, we are work- 
ing on mechanisms for maintaining consistency of 
the bookshelf contents  and for managing the  prop- 
agation of changes from one  point,  for example, a 
source code file, to all other points that  relate to it. 
Fourth,  the bookshelf user interface is  sufficiently 
complex to justify a user experiment to evaluate its 
usability and effectiveness.  Finally,  we are currently 
studying extensions to  the functionality of the book- 
shelf  environment so that it supports not only  redocu- 
mentation and access, but also  specific software mi- 
gration tasks. 
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