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IBM's  Repository  Manager"  enables  specifications  in- 
volved  in the program  application  development  proc- 
ess to be managed. On the basis of the technology, 
the Repository  ManagerfMVS"  was  developed  as  a 
product.  The  primary  concepts  and  services of the 
technology are introduced, and  specific aspects of the 
product  and  its  operation  are  discussed. A discussion 
of what is  involved in designing  and  implementing  a 
tool is also  included. 

R epository  Manager'" (RM) provides  a  system 
approach to managing  specifications.  In IBM's 

Systems  Application  Architecture'" ( s A A ~ ~ )  strategy, 
Repository  Manager  is  a  system to support the de- 
velopment and execution of softyare engineering 
tools  for  application  development, computer and 
network  system management, and other application 
families. It uses an extended  three-schema approach 
to enable the specification, transformation, and ex- 
ecution of tool  systems,  while  enforcing  specified 
corporate standards. 

In the first four sections of this paper, the primary 
concepts and services  comprising  Repository  Man- 
ager  technology in Repository  ManagerfMVS"  Re- 
lease 1 (RM/MVS) are introduced. In the next  two 
sections, the concepts and facilities that are provided 
for  tool  development  productivity are explained. 
Next, the relationship  between the RM/MVS product 
and the Repository  Manager portion of the SAA 
Common Programming  Interface  (repository CPI) is 
shown.  Finally,  some  implementation-specific  char- 
acteristics of the RM/MVS product are mentioned and 
current and future work  is outlined. 

The concepts and facilities  described in this paper 
are introduced in the manual,2 Repository Man- 
agerfMVS: General Information, where the empha- 
sis  is on the RM/MVS product. The intent of this  paper 
is to emphasize the basic  technology  of  Repository 
Manager. 

The  architecture of Repository  Manager 

The Repository  Manager architecture has two major 
domains:  (1)  specification and (2) run-time services. 
The specification domain encompasses the concepts 
supporting machine-readable  specifications of tool 
structure and behavior,  as well  as end-user tools and 
program-callable functions for  creating and main- 
taining these  specifications. The role of run-time 
services  is to enable  execution of the specifications 
and to enforce  global standards stated in the specifi- 
cations. 

Specification  domain. RM manages  specification  by 
grouping  assertions into related  models of data and 
function. These  models arf further grouped into 
three  categories  called views: (1) the conceptual view 
(cv), which  is  global, or common, across  all tools 
and systems, (2) the storage  view (sv), which  models 
dependencies on system environments and services, 
and (3) the logical  view (LV), which  is  specific to a 
tool. The views are depicted in Figure 1. 
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Figure 1 Architecture  components 

SPECIFICATIONS 

* I I 

SPECIFICATIONS RUN-TIME SERVICES 

The conceptual  view data model. Data are modeled 
in the conceptual view as entities, attributes, and 
relationships.  These data representations are based 
on the work of Peter Chen.435 Data value constraints, 
called integrity policies, are included in the model. 
Entities and relationships  can  be  grouped  together 
and modeled as entity aggregations. Entity aggrega- 
tions are  similar to the IBM Database/Data Com- 
munications (DBIDC) Data Dictionary 
and t$e  aggregation  concepts of John and Diane 
Smith and Dennis M ~ L e o d . ~ , ~  More abstract groups 
can  be  modeled as “objects.” RM objects are similar 
to objects of OOPS (object-oriented  programming 

but with  some important differences. RM 
objects  can  be abstractions for  managing data in 

entity-relationship (ER) form and in files or other 
external forms. RM objects are managed  with com- 
posite data locks,  which  persist  across  system  restarts, 
whereas  typical OOPS systems do not have  such  mul- 
tiuser  locks. The RM-managed data that are locked 
can reside in multiple database management system 
(DBMS) table  rows in multiple  tables. 

All entities,  relationships, entity aggregations, and 
objects are classified  by “type,” and are known to 
RM as  instances of a specific  type. 

The conceptual  view function model. Function is 
modeled in the conceptual view as  policies on entities 
and relationships, and as methods for objects. 
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Four types of specifications,  called policies, can be 
specified on constructs in the conceptual view.  Integ- 
rity  policies, introduced in the previous subsection, 
are part of the data model,  whereas the other three 
types of policies are part of the function model. 
Security  policies  are  rules  for authorized access to 
entities, attributes, and relationships.  Trigger  policies 
specify execution of processes on the basis  of the 
states of entity attributes and relationships.  Deriva- 

The  logical  view  should be regarded 
as  a  database of tool functional 

specifications. 

tion policies  specify algorithms for creating entity 
attribute values.  Policies  are written as  expressions 
in the IBM procedures  language (REXX). Conceptual 
view  policies are specified  for enforcement when data 
are read from the repository or written to it. 

In the function model there are object-type  depen- 
dent operators called methods. The role of the 
method is to encapsulate the object. The name, 
parameters, and description of a method are globally 
specified.  However, the detailed semantics of a 
method are determined by the object type that in- 
cludes it. 

The storage  view data model. Data are modeled in 
the storage view as constructs that are dependent on 
the underlying  system. For example,  these constructs 

Multiple Virtual Storage (MVS) operating system and 
Structured Query  Language/Data  System (SQL/DS) in 
the virtual machine (VM) operating system.  They are 
concerned with  tables and columns for  storing in- 
stances of entities, attributes, and relationships.  Per- 
formance-oriented constructs are also  modeled, as 
for  example,  indexes on combinations of table  col- 
umns. 

differ  Slightly  between DATABASE 2" (DBZ'") in the 

The dependencies  between the cv constructs and sv 
constructs are known and managed by RM. An  ex- 
ample might  be instances of the entity type PROGRAM 
stored in the D B ~  table, Table Y. 

The storage  view function model. Function also  is 
modeled in the storage view as constructs that are 
dependent on the underlying  system. For example, 
transactions making up the implementation of a tool 
are fyxtions that would  be  modeled in the storage 
view. 

The logical  view RM function. The logical  view 
should be  regarded  as  a database of tool functional 
specifications, and in the logical  view, the basic con- 
struct is the RM function. The RM function is  a 
package  of  specification, comprising the tool-specific 
data model and function model. 

The logical  view data model. The RM function data 
model is  specified as a  logical data view with its 
dependencies on the conceptual view, panels, and 
processing. The logical data view is  composed of 
logical  records,  called templates, which are structures 
of  fields. Template fields are used  for parameters, 
views  of entity attributes, views  of Dialog  Manager 
panel fields, and tool local  storage. Templates are 
combined in hierarchic structures to view relation- 
ships,  providing  a  general and powerful form of 
name "scoping."  Integrity  policies  may  be  specified 
on a template field. 

The logical  view function model. Function is mod- 
eled in the logical view  by RM function policies, 
which  are nonprocedural, and by RM function pro- 
cedural  logic,  which  may  be  coded in a traditional 
programming language, such as c or COBOL. Security 
policies  specify the authority by which  a  user can 
call the RM function or use a template field.  Trigger 
policies  specify  template-field  value-dependent con- 
ditions for automatically calling other RM functions. 
Derivation  policies are algorithms for  creating tem- 
plate-field  values. Just as in the conceptual view, 
policies in the logical  view are written as  expressions 
in REXX. They are specified  for enforcement at RM 
function initiation or termination, reading or writing 
RM-managed data, or reading from or writing to a 
display panel. 

The tool  group. The logical  view includes the tool 
group construct. It is a  packaging concept that allows 
specifications in the conceptual view, storage view, 
and logical  view to be  aggregated into a  single group. 
Therefore, the tool group is the construct represent- 
ing  a complete tool system. The tool group is  used 
to establish the scope of names during specification 
and to facilitate export and import of all the specifi- 
cations for  a tool. By utilizing the aggregation con- 
cept, the RM functions that support tool groups pro- 
vide a  methodology  for tool installation. 

SAGAWA 21 1 IBM SYSTEMS JOURNAL,  VOL 29, NO 2, 1990 



Figure 2 RM function and  data  model 
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The elements making up the data and function 
models in the specification domain are depicted in 
Figure 2. 

RM provides  program-callable functions and inter- 
active tools to perform query, update, and reporting 
on all  specifications in the conceptual view,  logical 
view, and storage view. 

Run-time services domain. Run-time services are 
invoked by tools for  access to RM-managed data  (data 
services),  dialog management (user  services), and 
system  facilities  (system As shown in 
Figure 1, run-time services can be regarded as being 
vertical  slices through specifications. RM run-time 
services  executes and enforces the data and function 
specifications in the conceptual view, storage view, 
and logical  view. 

Run-time services can be implemented in a number 
of  ways, ranging from fully interpretive to fully com- 
piled. The current implementation in RM/MVS is  a 

semicompilation approach, where some functions 
are in executable form and other units require tool 
procedures to call run-time services. 

Data services. Data services supports actions such as 
the reading and writing of entities, entity attributes, 
and relationships through the tool logical data view. 
Also provided are built-in functions that support the 
reading and writing of entities and relationships 
through template trees or groups of template trees, 
with  a  single  call. Data services supports locking of 
entity aggregations on a  long-term  basis on behalf of 
a  user,  where the lock is persistent  across  system 
restarts. Entity aggregations can also  be exported and 
imported between instances of RM. Commitment 
and restoration of  RM-managed data are supported 
by internal use  of SQL commit and rollback mecha- 
nisms. Data services  enforces  policies  specified in the 
conceptual view and logical  view  for  reading and 
writing RM-managed data. Enforcement includes 
checking the authority of  users and tools to access 
RM-rnanaged data, as well as executing derivation, 
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trigger, and integrity  policies on  the basis of the 
values  of entity attributes and relationships. 

User  services. User  services supports automatic map- 
ping  from template fields to Dialog  Manager panel 
fields. Automatic mapping greatly improves the pro- 
ductivity for development of tools that use the IBM 
Dialog  Manager (Interactive System Productivity Fa- 
cility, or ISPF, on System/370). It also  provides  mes- 
sage management and diagnostic log  services,  with 
substitution of RM variables.  User  services  enforces 
security, integrity, derivation, and trigger  policies 
specified in the logical  view  for  Dialog  Manager I/O 
operations. 

System services. System  services  provides such serv- 
ices  as the open and close  of RM function, call  of 
integrated RM function, method RM function, and 
built-in RM function. It also supports dynamic bind- 
ing of templates to entity sets and relationship sets, 
tracing and timing services, query of system-specific 
information such as the version and release numbers 
of the RM system, and system-specific support for 
services that may not be available in a particular tool 
development language.  An  example  is the service 
that allows  a REXX program to call  a third-generation 
language program, passing parameters to it. System 
services  enforces  policies  specified in the logical  view 
for the invocation of RM functions of all  types. This 
includes checking the authority of  users and tools to 
execute an RM function, as well as executing  deriva- 
tion, trigger, and integrity  policies on parameters. 

Entity-relationship  concepts  in RM 

Entities are representations of perfons, places,  things, 
events, and concepts in general. Entities are often 
nouns. Entity attributes are representations of prop- 
erties of entities and are often adjectives. Relation- 
ships are associations of entities and  are often verbs 
or role  descriptions. In RM, relationships can also  be 
associations of relationships.  Such relationships are 
often  gerunds. In RM, entities and relationships may 
be  categorized into higher-level  groups,  called entity 
 aggregation^."^ These  aggregations often are more 
abstract nouns or role  descriptions.  Persistent  locks 
can be applied on those entities which are instances 
of entity aggregations.  Extended composite object 
management is  provided by utilizing entity aggrega- 
tions and is  explained in the next major section of 
this paper. 

In RM, generalized constraints can be  specified for 
entities, entity attributes, and relationships.  These 

IBM SYSTEMS JOURNAL, VOL 29, NO 2, 19% 

Figure 3 Entity examples 

ENTITY 
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INSTANCE 
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constraints are the RM policies,  which  were intro- 
duced  earlier. 

Entities and their attributes. Entities are instances of 
an entity type. The entity type  defines  characteristics 
common to all of the instances, including their attri- 
butes and policies. Groups of instances of an entity 
type are called an entity set. The set may be all 
instances of the type, or may  be ad hoc groupings 
based on selection  clauses or scoping  specified in 
tool-specific  logical data views. In the example in 
Figure  3, the entity set is those PERSONS whose last 
name is “Doe.” Logical data views are explained 
later in the section on the RM function. 

An entity type  has  a name and a description. It has 
a  set of attributes, where one attribute, the “entity 
key,” uniquely identifies the entity instance. RM sup- 
ports “nonkeyed” entities, where data services auto- 
matically  generates  a surrogate key for  each entity 
instance. It can be  specified that the entity instances 
must be  locked  before they can be written. Trigger 
policies can be  specified  for the entity type,  which 
cause RM functions to be  scheduled  for  execution. 
The triggering conditions ire checked at the  time  the 
entity is  read or written. These RM functions are 



Figure 4 Relationships 

executed  when the tool issues an RM commit request, 
and RM restore  processing  will  discard them. Security 
policies can be  specified  for  read  or  write authority 
to the entities and attributes. 

An entity attribute type  has a name and description. 
It  has  default  characteristics,  such as data type and 
maximum length,  which are used by generators of 
reports,  panels, and tools, but are not necessarily the 
format of data stored in the RM-managed data store. 
The DBMS data format is  specified in the storage 
view. Security,  integrity, and derivation policies  may 
be  specified  for entity attributes. 

Relationships. In RM, relationships are “binary and 
directed.” A binary relationship associates  exactly 
two  things,  which  can  be entities or relationships. 
These relationships are  depicted in Figure 4, where 
the boxes are entities, and the arrows are relation- 
ships. “Directed” means that each direction is  given 
a name. Queries can be made using just the name in 
the right direction, and RM determines the character- 
istics of the relationship source and target. Relation- 
ship integrity is dynamically maintained: The exis- 
tence of the source and target instances are auto- 

matically  verified at relationship instantiation, and 
relationship instances are automatically deleted 
when their source or target instances are deleted. 

A relationship has a description and two type names, 
one for  each direction. One direction is  called the 
primary, the other the inverse. No preference is  given 
to one direction over the other. These terms are used 
to provide  concreteness to the specification of the 
“source” and “target” of the primary direction 
(which are respectively the “target” and “source” of 
the inverse direction). The source and target  may  be 
entities or relationships. There are four kinds of 
semantic constraints on instances of the relationship 
type: cardinality, mandatory, controlling, and or- 
dered  set. 

Cardinality-Cardinality semantics specifies that 
sources and targets can be  related many-to-many, 
one-to-one, one-to-many, and many-to-one. For ex- 
ample, one-to-many allows one source instance to 
be related to multiple target instances via the subject 
relationship type,  whereas any one of those targets 
can  only be related to a single  source  instance.  Spec- 
ification of cardinality for one direction implies that 
the inverse direction takes on the inverse cardinality. 
This means that the inverse of one-to-many is many- 
to-one. 

Mandatory-The mandatory semantic means that 
when a target instance is created, the relationship 
instance must also be created. This rule  is  enforced 
at RM commit time. Each direction can indepen- 
dently be mandatory for its target. 

Controlling-The controlling semantic means that 
when the relationship instance is  deleted, the target 
instance is also  deleted.  These automatic deletions 
are  performed  recursively,  when relationship integ- 
rity is  being maintained. Each direction can inde- 
pendently  be controlling for its target. 

Ordered set-The ordered set semantic means that 
the tools or users that instantiate the relationships 
can control the order in which instances are delivered 
at later read  requests. Either the primary or inverse 
direction can be an ordered set, but they cannot both 
be  ordered  sets. The data services ER data manipu- 
lation language (DML) of RM allows the tool to ma- 
nipulate the relationship order through use  of the 

relationship  types  may  be  defined  with a common 
target,  where  some or all of the relationship types 
are independently ordered. 

commands A D D  BEFORE and A D D  AFTER. Multiple 
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SCcurity and integrity  policies  can  be  defined  for 
instances of the relationship  type.  Security  policies 
are enforced at read or write,  where  write  is  relation- 
ship instantiation or deletion.  Relationships  are not 
updated.  Integrity  policies are enforced at instantia- 
tion. 

In RM, relationships do not have data attributes. 
Although  there are cases  where data attributes on 
relationships are useful-and  we are doing  work in 
this area-our  focus  has  been on semantic control, 
where this is not vital. The function of relationship 
data attributes is  modeled by dependent entities 
whose  owner’s  source  is the subject  relationship. 
Dependent  entities are explained in the next  subsec- 
tion. 

The modeling of events or other concepts  which 
require the association of more than two  entities, 
commonly  called n-ary  relationships, is done by 
relationships  between  relationships, or by modeling 
the association  itself  by an entity. The reduction of 
all  interdependencies to binary  relationships  allows 
specification  of  semantics at a fine  level  of  granular- 
ity. 

In the example  shown  in  Figure 5 ,  the entity PERSON 
is  related to the entity PERSON by the relationship 
WORKSFOR. The inverse  of WORKSFOR is MAN- 
AGES. One PERSON WORKSFOR, at most, one PER- 
SON, but one PERSON MANAGES potentially  many 
PERSONS. The entity PERSON is  also  related to the 
entity PROGRAM by the relationship CODES. The in- 
verse  of CODES is CODED-BY. One PERSON CODES 
potentially  many PROGRAMS, and one PROGRAM is 
CODED-BY at most One PERSON. 

Dependent  entities.  Entities that occur in natural 
hierarchies  can be designated  as dependent entities. 
A dependent  entity is similar to a normal entity but 
with the following  differences. It is  specified to be 
dependent on one, and only one, relationship  type, 
for  which  it  is the target. That relationship  is  called 
the owning relationship. The relationship  source  is 
called the owner. A dependent entity may  be  part  of 
a chain, where the source of the owning  relationship 
is  itself a dependent entity. The dependent entity can 
occur in the chain only  once; that is,  it cannot be its 
own  owner. The “backward chain” must  eventually 
terminate in an owner  which  is not a dependent 
entity.  For a dependent entity, instances of its entity 
key  need  only  be unique in the context of the owner 
keys. Thus, dependent entities are a hierarchic  form 
of name scoping.  Access to the dependent entity 
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Figure 5 Two example relationships 

instance  can  only  be done in the context of the 
owner  keys.  Selection  clauses in templates can refer 
to owner  keys, so queries  can  be  composed to dis- 
cover the owners of a dependent entity instance. The 
owning  relationship  automatically  has  semantics of 
mandatory and controlling.  It  can  have  cardinality 
semantics of either one-to-one or one-to-many but 
can  be neither many-to-one nor many-to-many. It 
can  also  be an ordered  set, but only  with  ordering 
on the target (the dependent entity). 

In the example  shown in Figure 6 ,  a PROGRAM may 
CONTAIN internal SUB-PROCEDURES. The nameS Of 
the SUB-PROCEDURES are only unique in the context 
of the PROGRAM; therefore,  they are modeled  as 
dependent on CONTAIN. The graphic notation “ D  
at the upper  left corner of the box  for SUB-PROCE- 
DURE indicates that it  is a dependent entity. 

Entity  aggregations.  Entity  aggregation  is a grouping 
concept,  allowing entities of  different  types to be 
dealt  with  as a unit. An entity aggregation  is  hier- 
archic,  with a root entity and a set  of  relationships 
arranged  as  branches in a tree structure. The hier- 
archy  may  be  of  any depth and any width. 

An entity aggregation  type  has a name and descrip- 
tion. It has a specified root entity  type and optional 
relationship  types  with their positions in the hier- 
archy. RM functions can  be  specified to be  executed 
before or after the export, import, lock, or unlock of 
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Figure 6 A dependent entity 
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Figure 7 An entity aggregation 

PROGRAM-CODER 

1. PROGRAM-CODER ENTITY AGGREGATION 
ENCOMPASSES PROGRAM,  CODED-BY,  PERSON. 

2. IT IS HIERARCHIC, WITH PROGRAM AS THE ROOT, 
E.G..  AGGREGATION CAN BE LIKE THIS: 

entity aggregations.  An example could be: For the 
TOOL SPECIFICATION aggregation  type, after successful 
import, execute the TOOL INSTALL NOTIFICATION 
function. Entity aggregations can overlap, in that 
more than one entity aggregation type can contain 
the same entity or relationship type. 

Data services  provides a callable RM function to do 
persistent  lock management on entity instances 
which constitute an entity aggregation.  Lock  levels 
supported are no-update, update, add, and delete. 
No-update, also  known  as stable read, can concur- 
rently  be  held by multiple users, but they must all 
be requesters of the no-update lock  level. This is a 
nonexclusive  lock, but  it cannot be shared with 
holders of the higher-level  locks (update, add, delete). 
The higher-level  locks are exclusive; there cannot be 
any other user  holding any lock on the instance.  At 
lock  request, data services  checks that the requester 
has the authority to operate on the underlying entity 
instances at the requested  level. These entity aggre- 
gation  locks are enforced by data services  when any 
user or tool attempts an operation on the underlying 
entities. Data services entity aggregation  lock man- 
agement  cooperates  with  system  services  object 
method routing such that run-time reduction of 
object method call  overhead is  possible.  See the next 
section  for an explanation of object control. 

In the example  shown in Figure 7, PROGRAM-CO- 
DER is an entity aggregation  type,  which  is  used  for 
showing  which  person  codes a given  program. 

RM object  concepts 

My experience  has  been that it is relatively  easy to 
explain RM entity-relationship (ER) concepts and es- 
tablish  some level  of understanding with  most audi- 
ences. It is less straightforward  with RM object  serv- 
ices. In this section, I will attempt to establish the 
motivation for RM object  services, and at the same 
time introduce the concepts and facilities. 

The object concept in RM provides  for a common 
set of management facilities  for RM-managed data 
that represent  real-world items with a complex struc- 
ture that often have information stored in nonho- 
mogeneous media. For example,  complex  work 
products that are shared by multiple users are good 
candidates for management as RM objects. The object 
can  be  composite in nature. That is, it can span 
many database tables and media and can be  very 
large. The object can have its data encapsulated by 
methods,  which are object-type dependent functions. 
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Figure 8 Methods, inheritance, and  bodies 
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The object  can  be  a  subtype or a  supertype of other 
objects,  where the subtype inherits the methods of 
the supertype.  Object method support is the basis  for 
providing  a  single  interface to multiple products 
performing the same function. The relationships of 
an object to entities, other relationships, and other 
objects  are  managed  through  use  of data services 
relationship  management. The object  is the means 
by  which RM provides  consistent authorization sup- 
port for  composite data of  mixed  media. The object 
is the basis  for  managing  versions of composite data. 
The object  provides common attributes that tools 
can  query and update to keep  track of data move- 
ment between the host and the programmer  work- 
stations. 

Composite data. If the data of an object are totally 
in entities and relationships, the object  is  said to have 
an “internal body.” If its data are  totally in some 
form  not  in  entities and relationships,  it  is  said to 
have an “external  body.” An example  is  a document 
composed of BookMaster  source  files, in a parti- 
tioned data set  library. A mixture  is  said to have  a 
“mixed  body.” See  Figure 8 for  examples of mixed 
media  object data bodies. 

In  all  cases, the control information about an object 
is in entities and relationships. The conceptual view 
for the object control information is  shown  later in 
Figure 10. 

Type-dependent  encapsulation. The definition of an 
object (the “object type”) can include a  list  of  names 
of “object  methods.” An object  method  is an RM 
function; therefore, it has  a  globally unique name, 
description, and input and output parameters with 
policies.  Every RM function which  is an object 

method h”;S4 at least the object name as an  input 
parameter.  Regardless  of  which  object  type in- 
cludes an object method, that method always  has 
the same  set of parameters. A method can  have  a 
different implementation for  each  object  type  where 
it  is  used. The method  semantics are dependent on 
the method implementations (MIS), but, to be  most 
useful, the MIS for  a particular method  should  provide 
similar  semantics. As an (admittedly  extreme) ex- 
ample,  it  would  be  confusing  for one implementa- 
tion of the create method to do instantiation and 
another to erase  files.  See  Figure 9 for an example of 
scheduling an MI for  a method call. The object  can 
be  a  subtype or a  supertype of other objects,  where 
the subtype inherits the methods of the supertype. 
See relationship SUPERTYPE in Figure 10. Also  see 
Figure 8 for an example of method inheritance. 
Object support is the basis  for  providing  a  single 
interface to multiple products performing the same 
function. 

Object  relationships. The object instance is  repre- 
sented by the instance of the object edition entity 
type. The relationships of an object to entities,  rela- 
tionships, and other objects are defined  as  relation- 
ships  from the object  edition  (Figure 10). These 
relationships are instantiated through  use  of the nor- 
mal data services ER DML. 

Object  access  authorization. RM object  services  pro- 
vides  consistent authorization support for composite 
data. Every  object  type must have an entity aggre- 
gation  type  defined  for it to be  used  for  locking and 
method  access  purposes.  Such an entity aggregation 
always  has  object edition as the root entity. Object 
lock-level requirements are defined  for  each  object 
method. The levels are those  lock states supported 
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Figure 9 Method  implementation  routing 
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for  entity  aggregation  locks. If the object  is  locked at 
the level  required  for the method (or at a  higher 
level)  for the requesting  user, the method  may be 
called.  Otherwise the object  method  call  is  rejected. 

Version  control. The object  provides the base  for 
common  version  control  services  (Figure 10). Object 
instances  with  the  same  collection,  type, and part 
name  can  have  different  object  edition key values, 
thus being  different  “versions” of the “same  thing.” 
Object  editions, and collections of object  editions, 
can be  made into different  versions  relative to each 
other by  use  of the relationships COLLECTION  BASED 
ON COLLECTION and EDITION BASED ON EDITION. This 
is  sometimes  referred to as “heritage  versioning,” 
since  if the tools  properly maintain instances of the 
... BASED ON ... relationships, it is  possible to query 
where the object  “came  from.” 

Object  data  location. The object  is the basis  for data 
movement  between the host  repository and the host- 

connected  workstation.  Method implementations do 
the actual data movement, but the common attri- 
butes  in the object  edition  can  be  used to hold 
information  such as identifying  which  workstation 
and which  file at that workstation  holds  a  copy  of 
the  object data body. 

The RM function 

It is important to understand  the RM function  con- 
struct  because it is the basic unit of tool  functional 
specification.  It  is  similar to the  Ada@  package  spec- 
ification,  in that it is intended to be  used as an 
interface  description,  which  describes  the  outside 
of a  black  bo^.'^,'^ RM functions are  “understood” by 
the RM system.  Tools  are  made up of a  network of 
RM functions. 

Four types of RM function. An RM function  has  a 
name and description.  It  is  classified into one of the 
following  four  types. 
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Figure 10 Object control, conceptual view (CV) 
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Openlclose. An open/close RM function  is just a 
package  of  templates. The RM function  is  opened; 
the  templates  are used to access  RM-managed data 
and services; and then the RM function is  closed. The 
RM function  has no procedural  logic,  but it can  have 
any  type of  logical  view  policy. For  example,  security 
policies  prevent  unauthorized  users and tools  from 
opening an RM function. 

Integrated. The integrated RM function, in contrast, 
does  have  procedural  logic.  It  need not be associated 

with  any  object  type, and no object-type  dependent 
implementations can be  specified.  It  can  be  called  by 
tools (other RM functions) and policies,  with  param- 
eters  passed  through its parameter  template  fields.  It 
can  have  any  type of logical view  policy. For exam- 
ple,  any  violation of integrity  policies on input pa- 
rameters will  cause the RM function  call  request to 
be rejected.  Its  procedural  logic  is  executed at the 
time it is  called and can be  coded in third-generation 
language or REXX programs.  It  accesses ER data 
through its own  tailored view,  which is specified  by 
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templates. See the following  subsection on  the logical 
data view for more detail about templates. The in- 
tegrated RM function can have optional dialog  dis- 
play  panels,  with automatic mapping  between  panel 
110 fields and template fields. 

Method. The method RM function can be  called, but 
it has  no  procedural  logic. It is the interface  from  a 
tool to the MI (method implementation). Its param- 
eter template must  have at least the fields  for the 
object  name. It can have any type  of  logical  view 
policy. This type  of RM function can be  called,  with 
object  lock control enforcement and with routing to 
the object-type dependent implementation (MI). 
The example of method-tom routing is  shown in 
Figure 9. 

Integrated and method RM functions can  be  called 
by conceptual view  policies,  logical  view  policies, 
procedural  logic, and end-user command. 

Method  implementation. The MI RM function has 
procedural  logic, but it cannot be  called  directly  by 
tools. It can  only  be  invoked via  method-MI routing. 
It can  have any type of  logical  view  policy. For 
example, an  input parameter could  be  synthesized 
by a  derivation  policy  which  includes the calling  of 
an integrated RM function that solicits additional 
input from the end user. In most  respects, the MI RM 
function is the same as an integrated RM function, 
except that its parameter template must have  fields 
for the object  name. 

RM function  logical data view. The logical data view 
in  an RM function is  comprised of templates. The 
template  is  a group of  fields; it  is  a  logical  record. A 
template field  is  a  view  of one or more of the follow- 
ing: entity attribute, parameter, interactive  panel 
field, and local  storage. The fields in a template may 
view a  subset  of the attributes of an entity. The 
template-field data type,  precision, and length can 
differ  from the ER data stored in the DBMS. If they 
differ, the field  value  is  converted at run time. 

Templates  can  be  arranged in trees,  where  a template 
tree  is  a  hierarchic view  of the entity-relationship 
network  of the conceptual view. A branch of the 
template tree maps to a  relationship in the concep- 
tual view. A template mapping to a dependent entity 
has  a  field  for  each owner’s  key attribute. 

Retrieval  selection  clauses can be  specified on a 
template. For the example in Figure 3, a template 
for  reading PERSONS based on last name would  have 
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a  selection  clause  similar to PERSON.LASTNM = LLAST, 
where LLAST is  assigned the value  of the last name, 
“Doe.” 

A template can  be  arrayed so that a  large  set  of entity 
and relationship instances can  be  read or written in 
a  single operation. A template array is  a  table in 
main  storage; it can  have any number of  rows, and 
retrievals  can  be under the control of a  selection 
clause. 

A field in a template can be  synthesized  by derivation 
policies, so the fields in a template can be  a  superset 
of the attributes of an entity. 

Logical  view  policies are subordinate to conceptual 
view policies, in that conceptual view policies are 
always  enforced  before ER data are changed. 

ER data reads and writes  can  be  issued on a template, 
or the data access  can  be done in fewer  calls  by  using 
RM built-in  functions.  Built-in functions operate on 
template trees or groups of trees in a  single operation. 
The RM logical data view provides  a  simple but 
powerful  form of data access. The run-time syntax 
is  very  simple, but the semantics in the specification 
are  comprehensive. It provides  a  form of hierarchic 
name scoping on data which  can  be  overlapping  sets. 
It supports a  means of nonprocedural processing that 
is  driven by the occurrence  of  events and changes in 
the data state.  Defined  events are ER read, ER write, 
RM function initiation, RM function termination, 
display  read, and display  write. 

Display  specification.  Interactive  display  panel  spec- 
ifications are held in RM as  part of the RM function 
specification. For example,  included are logical  field 
display coordinates and default  highlight control. 
The display and the logical data view are related, but 
are  separate components of the RM function specifi- 
cation.I6 

RM tool  development  and  execution  method 

The intent of this  section  is to give an intuitive 
understanding of what  is  involved in designing and 
implementing a tool, and  to provide an integrated 
view  of the concepts and facilities  described so far. 

A tool designer  will  usually  perform the following 
steps  (illustrated in Figure 11): 

1. Define  a conceptual view-This step is optional, 
in that the existing conceptual view  may  be com- 
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Figure 11 Tool development steps 
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plete  enough  for the purposes of the new tool. 3. Define one or more RM functions in the logical 
This step is “data modeling,” that is,  design  of  view-A mapping of the logical  view to the stor- 
the ER model.  Usually,  design  consists  of  exten-  age view may  be done, depending on the RM 
sions to the IBM-supplied ER model. New object 
types and their object  methods  can  be  defined. 

2. Define  tailored  storage view for the conceptual 
view-This step  is optional, since  it  obviously  is 
only  necessary  if the conceptual view  was 
changed.  Also,  a  default  storage  view  will  be 
provided by RM. This default  is  suitable  for pro- 
totyping the tool, and the conceptual view 
changes. 

1 
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implementation and the user’s  needs. The RM 
function can  be  a  simple data view (open/close), 
an integrated RM function, a method, or a method 
implementation. 

4. For each RM function, write one or more pro- 
grams--nM provides  productivity  facilities  for 

gramming  language^,'^ including  generation of 
source  code,  such  as the procedure parameter list, 

the PL/AS, PL/X-86, PL/I, COBOL, c, and REXX pro- 
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template declaration structures, return code con- pending  definition of SAA security. The CPI includes 
stants, and invocation macros. aggregation,  object  with method, and supertype  for 

ation language  logic  accesses  RM-managed data 
and services  via the logical data view in its RM The CPI logical  view includes RM function, with 
function. These  accesses are under the control of  logical data view and integrity, derivation, and trig- 
the logical  view  policies in the RM function and ger  policies. The RM function types  of Open/ClOSe, 
the global conceptual view  policies. The policies integrated, method, and method implementation are 
and data semantics are enforced by RM run-time 
services. 

5. Execute the tool RM function-The  third-gener- method inheritance. 

D 

Repository  Manager  in  relational  DBMS 

RM uses the services of the IBM SAA DBMS, through its 
implementations in D B ~  and SQLIDS. Interactive dia- 
logs are  provided for database specification and for 
mapping the conceptual view to the storage view. 
SQL DDL (data description  language) is generated 

generation of  useful  indexes. Static SQL application 
source  code is generated to improve performance of 
common execution  paths. Dynamic SQL is  used 
where appropriate. RM provides  extensive instrumen- 
tation for  system and tool diagnostics and tuning. 

A simplified  example illustrating the roles  of the 
three parts of the specification domain is  shown in 
Figure  12,  with  a D B ~  storage view. 

Repository  Manager  within SAA 

b from the RM-managed data, including automatic 

1 The main concepts and facilities in the Repository 
Manager/MVS  Version  1  Release 1 product are de- 
picted in Figure 13. This is a  superset of the SAA 
repository CPI, which  is  shown in Figure  14.  Some 
specific  non-cpI  facilities  available are reliability, 
availability, and serviceability (RAS) services  for trac- 
ing and logging, interactive dialogs  for  specification 
maintenance and prototyping, and utility  tools for 
product installation and customization. 

SAA repository CPI. The functions that ultimately 
will  be supported by the Repository  Manager portion 
of the SAA CPI (repository CPI) are shown in Figure 

of ER data manipulation language (DML). The speci- 
fication domain is an extended two-schema  architec- 
ture, which includes the conceptual view and logical 
view, but not the storage view,  which is specific to 
System/370. 

The CPI conceptual view includes entity and rela- 
tionship with  integrity, derivation, and trigger  policy 
types.  Security  policy  capability  is not included, 

b 14. The first  level of the CPI only supports the syntax 

I 
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A Repository  Manager 
data  load  facility  is 

part of the RM product. 

supported. Logical  view  security  policies  have  been 
excluded. Tool group (to group definitions of objects, 
entities, relationships,  aggregations, and RM func- 
tions) is included. 

Run-time services in the repository CPI are data 
services and a  subset of  system  services but not user 
services. Data services includes ER logical data view 
management and data access (DML), including built- 
in functions, ER and object  specification (DDL), and 
object instance access (DML). System  services in- 
cluded are the open/close RM function, call RM func- 
tion with method call routing to object-type depend- 
ent implementations, and DDL verbs  for  all RM func- 
tion types.  Also included are bind, unbind, and 
system information query. Not included in the CPI 
are  system  services  for timing and diagnostic  tracing. 

RM  implementation 

RM is implemented in RM means that important 
elements of RMIMVS are specified in RM-managed 
data via a conceptual view  of RM itself.  Examples  of 
system elements moFled in RM-managed data are 
tool groups, entities, relationships, entity aggrega- 
tions, objects, RM functions, system control blocks, 
buffers and  data areas,  system commands, system 
return codes, and system  messages.  Some  benefits 
observed  for this approach have  been: Interactive 
maintenance tools are quickly implemented and eas- 
ily maintained; documentation is to a  large extent 
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Figure 13 Repository ManagerIMVS V1 R1 
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automatically generated; and source  code  for con- chooses.  Such support has  been implemented for 
stants and data structure declarations are automati- PL/AS, PL/X, PL/I, COBOL, and C. 
cally  generated. 

A Repository  Manager data load  facility (RM loader) 
Since RM function specifications are held in RM- is part of the RM product. It populates the RM- 
managed data, it is  straightforward to generate  source  managed data stores from files created by programs 
code  fragments in the language the tool developer or users outside RM. An example of this is the Dic- 



Figure 14 Repository CPI structure, strategy 
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tionary Model Transformer (DMT) product offering. 
DMT reads data from the IBM DB/DC Data Dictionary 
and writes it to a file,  which can be  read by the RM 
loader. 

RM provides  integrated support for the Query Man- 
agement  Facility (QMF") for reports and queries on 
ER data. 

Future directions 

The repository CPI will be  extended in functional 
scope  as well as in support of other host and coop- 
erative environments. We continue to work on ex- 
tending the conceptual view data modeling con- 
structs to be semantically  richer, while not neglecting 
opportunities for  fully  utilizing the underlying op- 
erating systems and DBMS by extending the storage 
view architecture. The concepts of entity, entity ag- 
gregation, and object will continue to converge,  with 

eventual integration with the general concepts of 
entity genera~ization.~ 

Further research  needs to be done on structural 
aspects of the RM architecture, such as  peer-con- 
nected  Repository  Managers and hierarchically con- 
nected  Repository  Managers,  which are aware  of 
each other and cooperate in solving the problems of 
distributed semantic management, with  acceptable 
performance. 

Summary 

Repository  Manager  is  a  system  for  managing  spec- 
ifications. In the IBM SAA strategy, it is  also  a  system 
to support the development and execution of soft- 
ware engineering tools for application development 
and other strategic requirements. It enables tools to 
be specified through an extended  three-schema ar- 
chitecture which  models data  and function. It trans- 
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forms these  specifications into systems of tools and 
executes the tools while  enforcing corporate stan- 
dards. Repository CPI is an additional component in 
the IBM Systems  Application Architecture Common 
Programming Interface.  Repository  ManagerIMVS 
is implemented using its own  technology. 
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