AD/Cycle strategy and
architecture

Over the years, IBM has made progress in resolving
many of the issues that deal with improving applica-
tion development (AD) productivity and quality. Sys-
tems Application Architecture™, together with IBM’s re-
cently announced AD/Cycle™ direction, provides a
platform for even greater progress. This paper ad-
dresses the IBM strategy that supports AD/Cycle and
gives an overview of the major components of the
AD/Cycle architecture. This paper is an introduction to
other papers that follow in this issue.

he requirement for significant improvements in

productivity in the application development
process has been present for several years. The im-
portance of this requirement has been the subject of
much attention, as evidenced by a recent joint proj-
ect chartered by the five major international IBM user
groups,1 a top concern from the GUIDE organization,2
a GUIDE strategy paper on integration of develop-
ment tools,3 and a SHARE task force,4 as well as
numerous research and development efforts in in-
dustry,s_” academia,'” and government.13 A recent
survey5 of over 1000 businesses indicated that the
backlog for mainframe applications is approximately
four years, with the demand for mini- and personal
computer applications being somewhat less. In ad-
dition to large backlogs of applications, businesses
are also faced with the high costs of maintaining
existing inventories of applications and a shortage of
experienced programming skills. Businesses are frus-
trated with the current state of application develop-
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ment and are confronted with an inability to generate
the applications needed to support their business
processes on a timely basis. This inability, accom-
panied by increasing dependency on data processing
applications, puts businesses at a potential disadvan-
tage in the marketplace and becomes an inhibitor to
their data processing growth.

The approach to improving application development
productivity that evolved in the late 1970s and 1980s
with the emergence of computer-aided software en-
gineering (CASE) tools, has been to focus on individ-
ual tools to process specific activities within each
phase of the application development life cycle. Fig-
ure 1 is a representation of the traditional application
development life cycle that groups specific applica-
tion development activities conceptually into five
phases: requirements, analysis and design, produce,
build and test, and production and maintenance.
The activities in each phase are dependent upon the
completion of activities in the previous phase. For
example, requirements gathering is followed by
analysis, analysis by design, design by produce, pro-
duce by build and test, and so on. In addition to the
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Figure 1 Application development life cycle
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activities within the five life-cycle phases, there is
another set of activities referred to as “cross life-cycle
activities” that span or are common to multiple life-
cycle phases.

The approach of focusing on individual tools to
accomplish specific activities has resulted in a prolif-
eration of unrelated tools and methodologies that
have provided only incremental improvements,
none of which has been significant enough to effec-
tively reduce the backlog of customer applications.
Some of the reasons for this follow:

¢ The methodologies and tools to support the life-
cycle activities usually do not share data.

¢ A lack of consensus on standards has made it
difficult for tools to be integrated.

e Where tools have been integrated into application
development systems, the systems have typically
been built on closed architectures with private data
interfaces, making it difficult to add tools or extend
existing tools to accommodate different method-
ologies or technologies.

The management of the application development
life-cycle process usually requires that each phase be
near completion before the next phase begins. Pro-
totypes are seldom used to provide early views of the
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product, and requirements and specifications are
passed on paper from product planners to designers
and from designers to coders, often requiring manual
intervention between phases and activities. This pro-
liferation of unrelated tools, methodologies, and
manual data transformations results in a develop-
ment process consisting of a series of discrete steps,
with the boundaries of each step characterized by a
manual or paper transfer from step to step, as shown
in Figure 2. This process is very inefficient and
requires intensive use of people and paper.

To address the need for significant improvement in
the productivity, quality, and manageability of the
application development (AD) process, a collection of
offerings called AD/Cycle™ '* was developed at 1BM.
Based on Systems Application Architecture™
(saa™)" and supported by a staged implementation
of integrated tools, data storage facilities, and an
open architecture for interfaces, AD/Cycle follows
an application development strategy that is intended
to enhance customers’ ability to better meet their
data processing business needs. The goals of
AD/Cycle are to:

* Bring the latest application development technol-
ogy to customers through 1BM- and vendor-sup-
plied tools

MERCURIO, MEYERS, NISBET, AND RADIN 171




Figure 2 Application development today
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* Enable centralized control and management of
customer application development data

e Establish an open architecture and a base set of
tool services for integration of application devel-
opment tools across the life cycle

e Complement and extend SAA

Conceptually, AD/Cycle can be thought of as a
framework for, and a set of, application development
tools. The framework is provided by an AD platform
designed to support the integration of tools through
a consistent user interface, workstation services, an
AD information model, tool services, Repository
Services, and Library Services that provide control
for defining and sharing application development
data. AD tools will offer solutions for the application
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development life cycle. Over time, it is planned that
AD/Cycle tools will conform to the architecture as
is technically appropriate for the function of each
tool.

The application development tools can be from sev-
eral sources: from 1BM, from vendors, and from the
customers themselves. 1BM has entered into relation-
ships with Bachman Information Systems, Index
Technology Corporation, and KnowledgeWare, Inc.
wherein selected products from these vendors will be
marketed through an 1BM complementary marketing
program to provide offerings that will help to achieve
complete life-cycle coverage.

This paper discusses requirements for AD/Cycle tool
function and the AD/Cycle tools strategy that IBM
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has developed to satisfy these requirements. It also
describes the architecture of the AD/Cycle infra-
structure and its interfaces, how it fits into saA, and
the technical constraints that have affected its design.
This paper serves as an introduction to two sets of
papers that follow in this issue of the iBM Systems
Journal. One set provides more detailed discussions
of some of the architectural components; the other
set discusses specific AD/Cycle tools.

Application development tool technology

AD/Cycle will provide the capability for application
development to focus on enterprise modeling and
analysis and design—that is, toward the front end of
the application development life cycle. At the same
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time, AD/Cycle will continue to provide continuous
and enhanced tool function across the traditional
application development life-cycle phases through a
staged set of 1BM- and vendor-supplied tools. These
tools, while supporting many different technologies,
including application generators, traditional third-
generation languages, and knowledge-based systems,
should provide significant improvements in appli-
cation development productivity through integration
with the AD platform. This section highlights parts
of the development life cycle to indicate the tool
technology direction and some recommended tool
solutions.

Enterprise modeling. When businesses first started
using computers, they typically automated their
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processes on an application-by-application basis,
with each application being a stand-alone entity
having its own private set of input and output data
files. As the state of data processing evolved, busi-
nesses continued to automate more and more of
their processes; however, in many cases, they failed
to step back and look at the overall company or
enterprise structure to focus on how data are used

Early prototyping enables
end-user interfaces and
functionality to be evaluated.

and how data could be shared by multiple processes
within the enterprise. This lack of focus has resulted
in enterprises having to maintain multiple copies of
the same data and maintain applications whose data
underpinnings and process requirements have grown
obscure over the years. Not only does this practice
lead to inconsistent and unreliable values for the
same data item used across different areas of a busi-
ness, it also creates a situation where it is almost
impossible to enhance, modify, and maintain exist-
ing applications.

For the above problem, AD/Cycle offers an enter-
prise modeling approach supported by tools that will
assist in the creation of an enterprise model to be
validated, analyzed, and then used to generate appli-
cations. Enterprise modeling is a technique that en-
ables business professionals and business analysts to
define, relate, and validate the data and processes
that are used. As changes occur in the enterprise, the
model can be updated or related applications can be
viewed, and change can be effectively managed. In
the AD/Cycle implementation of enterprise model-
ing, the enterprise model data, i.e., data and process
requirements, are centrally stored as entity-relation-
ship data by the Repository Manager™ (discussed
below), thus making that data available for subse-
quent life-cycle tools. This activity also provides a
permanent record of the process requirements and
the data underpinnings for each application to facil-
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itate future enhancements needed to support a grow-
Ing enterprise.

The enterprise modeling method of defining proc-
esses also enables prototyping of those processes early
in the development life cycle. Early prototyping en-
ables end-user interfaces and functionality to be
evaluated at the beginning of the life cycle, eliminat-
ing much of the rework that characteristically faces
developers after code has been developed and an
application is in an executable state. Rework at this
later stage is many times more costly and time-
consuming than at the prototype stage.

The enterprise modeling information is created by
business professionals and analysts rather than data
processing professionals such as programmers and
systems analysts. These business professionals are
the experts in their respective processes, €.g., ac-
counts receivable, finance, billing, order entry, pay-
roll, etc. This role change in application development
provides two major benefits:

» Knowledge of business processes does not have to
be transferred to data processing professionals to
initiate the application development process.
Costs are reduced significantly and errors resulting
from insufficient business process knowledge are
minimized.

e Cycle time for application development can be
reduced through the direct initiation of application
development and changes.

Additionally, assimilation of a process into a se-
quence of processes that includes input, process
steps, and output—as in a payroll calculation and
check statement printer operation—requires signifi-
cant transformation and automation from the enter-
prise model definition steps to production applica-
tion generation. Transformations will initially in-
volve discrete steps of function requiring the
collective effort of both business and data processing
professionals; however, as the integrated tools base
develops, more of the transformation should be re-
placed by automatic tool function.

Figure 3 shows the evolution of programming tech-
nology from the use of machine language technology
when computers were first introduced, to the current
leading edge technology incorporating enterprise
models.

AD/Cycle tools offered by 1BM that can be used for

defining enterprise models and for validating models
through prototyping are:
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Figure 3 Evolution of programming technology
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s 1BMs DevelopMate™ that focuses on the defini-
tion, refinement, and validation of an enterprise
model through prototyping

¢ Information Engineering Workbench®/Planning
Workstation from KnowledgeWare, Inc., for cap-
turing, modeling, and analyzing data about an
organization and its use of information

s pC PRISM™ from Index Technology Corporation
for helping organizations develop and analyze en-
terprise models and other planning models so that
they can better align their business and systems
objectives

Additional information on enterprise modeling can
be found in Reference 16.

Analysis and design. In the analysis and design
phase, business requirements defined in enterprise
modeling can be used to help develop application
design information.
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The selection of analysis and design tools is depen-
dent on the design methodology established by an
enterprise. The AD/Cycle open framework supports
the integration of analysis and design tools that use
current software engineering principles, modern de-
sign methodologies, and common diagramming
techniques. AD/Cycle tools offered by 1BM that can
be used for analysis and design are:

o Information Engineering Workbench/Analysis
Workstation and Design Workstation products
from KnowledgeWare, Inc., for refining and ana-
lyzing end-user requirements and for logically de-
fining information systems based on the analysis
of end-user requirements

¢ Excelerator® from Index Technology Corporation
for developing process and data models, validating
design information, prototyping screens and re-
ports, and generating system documentation

MERCURIO, MEYERS, NiSBET, AND RaDN 175




~ The BACHMAN Re-Engineering Product Set™ from
Bachman Information Systems that includes tools
for advanced data modeling and database design

Generators. The use of a generator is frequently seen
as a more productive way to produce an application.
Applications created by generators may not be as
error prone as coding in a procedural language, and
the level of application specification is often less
detailed. Whereas 1BM’s Cross System Prod-
uct/Application Development (CSP/AD) is the stra-
tegic SAA application generator, it is planned that
AD/Cycle evolve to provide more automatic crea-
tion of generator input. An initial step in this direc-
tion is provided by the external source format func-
tion of csp/AD that allows CSP/AD to be used along
with other application development tools such as
Index Technology’s Excelerator and Knowledge-
Ware’s Information Engineering Workbench/
Analysis Workstation and Design Workstation prod-
ucts.

See Reference 17 for additional information about
CSP/AD.

Languages. Today’s application development world
has significant financial investments in procedural
languages, sometimes called third-generation lan-
guages. The vast majority of existing customer code
has been written using third-generation languages,
and recent use of the C programming language in-
dicates the continuing importance of procedural lan-
guages for developing sophisticated software.

In AD/Cycle, third-generation language products
will be enhanced to provide integrated functions to
increase the productivity of the development pro-
grammer. Increased programmer productivity
should be achieved through integration of language-
sensitive editors, preprocessors, compilers, front-end
tools, static and dynamic debuggers, and other sup-
port functions. This integrated function should give
cohesive edit/compile/debug capability and will fa-
cilitate the integration of code from generators and
knowledge-based applications with traditionally pro-
duced code. It is planned that information captured
from the front-end analysis and design tools, such as
prototypes, code skeletons, data structures, screen
definitions, and report formats, will be accessible by
users of tools supporting the third-generation lan-
guages.

Most large third-generation development projects
rely heavily on library management systems to con-
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trol source code versions and synchronize program-
mer access to code. In AD/Cycle, Library Services
will provide the function of library management as
well as the function of configuration management
that automatically keeps track of module interde-
pendences and synchronizes compilations and link-
edits when necessary.

Integration will extend to the execution environ-
ment. A common run-time environment would
streamline calls between programs written in differ-
ent languages. With communication among lan-
guages, customers will be able to take advantage of
the special strengths of each programming language,

Process management is one of the
key functions provided in AD/Cycle.

without having to write function all in one language.
It is also planned that language debugging and test
analysis tools will be integrated with editors and
compilers to provide a consistent context for pro-
grammers as they test applications.

This capability will evolve to take full advantage of
the productivity of the programmable workstation,
from program creation through unit testing. Over
time, it is planned that AD/Cycle will give the de-
velopment programmer the capability to edit/com-
pile/debug and unit test applications on the worksta-
tion, thus offering improved productivity and usa-
bility. The sAA languages will continue to support
system test and execution on the host for worksta-
tion-developed applications.

Knowledge-based systems. Strategic application-
enabling tools for knowledge-based systems will
participate in the AD/Cycle tools strategy. Many
application solutions can be developed with knowl-
edge-based systems alone, but many can be more
effectively developed using a combination of knowl-
edge-based systems and other approaches such as
procedural code. The intent is that developers of
procedural and knowledge-based code applications
will be able to develop entire applications with tools
that work consistently and that provide for seamless
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tool-to-tool transition. (iBM’s The Integrated Reason-
ing Shell, Expert System Environment, and Knowl-
edgeTool™ are application-enabling tools for knowl-
edge-based systems.)

Reference 18 describes the role knowledge-based
systems will play in AD/Cycle.

Testing and maintenance. Testing new applications
and maintaining existing ones are key activities in
the development life cycle, along with the process
management facilities to manage and control these
activities. It is our plan that new tools for analysis,
creation, management, and coverage of test data will
be provided as part of a comprehensive verification
environment. IBM will provide aids such as the COBOL
Structuring Facility to help users understand and
maintain existing applications. Additional integrated
tools will help programmers assess the impact of
making changes to existing systems, which is the
most time-consuming part of application mainte-
nance.

Support for program testing and debugging is aided
by IBM’s INSPECT for C/370 and PL/I. INSPECT is a single
product that allows application developers to control
the execution of C and PL/1 programs, inspecting and
modifying variables as they execute. INSPECT runs in
either an interactive mode with multiple windows
and extensive on-line help or it will operate in a
batch mode. Over time, it is planned that program
debugging will be extended to support all of the SAA
languages from a single source-level debugging tool.

IBM also provides the Software Analysis Test Tool
for test coverage analysis of PL/1 and COBOL pro-
grams, and the Workstation Interactive Test Tool
for regression testing support of interactive applica-
tions in SAA environments.

Cross life-cycle tools. Whereas some application de-
velopment tools provide functional support for a
single phase of the application development life
cycle, management of projects, the process itself,
documentation, and changes (impact analysis) ex-
tend across all phases.

Process management (discussed in Reference 19) is
one of the key functions provided in AD/Cycle. This
function, implemented as an AD/Cycle tool itself, is
based on the 1BM product, Application Development
Project Support. The product enables the user to
define a model of the application development proc-
ess, to save that model, and then to guide the process
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Figure 4 AD/Cycle architecture
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by execution of the activities defined in the model.
Control over the application development process is
expected to improve the quality, as well as decrease
the time required for development.

The direction of AD/Cycle is to also provide the
ability to identify and locate components across the
life cycle (for example, enterprise models, designs,
programs, etc.) that can or must be integrated in new
application definitions.

AD/Cycle architecture

The AD/Cycle architecture has been defined as an
infrastructure of services and interfaces to enable
integration of application development tools across
the life cycle. Figure 4 illustrates the layered archi-
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tecture of AD/Cycle. The technical objectives, re-
quirements, and constraints that influenced this ar-

Having consistency and integration
at the end-user interface is a major
factor in the structure of the
AD/Cycle architecture.

chitecture are discussed first. Following this discus-
sion, each of the architectural components is
described.

AD/Cycle technical objectives. Meeting the objective
of accelerating and improving the delivery of appli-
cation systems requires not only a full complement
of AD tools that apply existing and emerging devel-
opment techniques and methodologies to activities
across the development life cycle; it also requires a
supporting architecture that delivers and fully uti-
lizes both well-established and evolving technologies
and facilities within the operating systems and their
application-enabling components. The technical ob-
jectives that influenced the design of the AD/Cycle
architecture are now discussed. Many of these objec-
tives and architectural fundamentals are identified
in Reference 9, which is a description of the internal
IBM application development architecture that
evolved into AD/Cycle.

A major objective for AD/Cycle is to provide the
user or tool developer with the capability to incre-
mentally extend functional capabilities and to allow
selective substitution of existing functions. This ob-
jective dictated that the architecture would clearly
define interfaces to be published so that others could
become part of our solution. The Repository Inter-
face provides the functional interface to the Reposi-
tory Manager, and the AD information model pro-
vides the model of shared data so that an AD tool
conforming to the architecture can work in concert
with other conforming AD tools.

The architecture must define the central control
facility for enterprise administration. The scope of
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such a facility is necessarily larger than just applica-
tion development. The Repository Services, which
uses the recovery, integrity, and data-sharing capa-
bilities of an underlying relational database manage-
ment system (DBMS), and the Library Services, which
controls storage of multiple versions of flat file data,
provide this facility for data used by AD/Cycle tools.

A set of generic and reusable AD services that will be
used by AD/Cycle tools and developers is required
in order to ensure consistency in AD tool implemen-
tation and semantics, and to avoid redundant pro-
gramming. The AD tool services and AD workstation
services provide this capability.

The objective of having consistency and integration
at the end-user interface is a major factor in the
structure of the AD/Cycle architecture. It is neces-
sary to give a common “look and feel” to the various
AD tools. Consistency is especially important because
AD tools from various sources will become part of
the solution. Initially, AD/Cycle user interface con-
sistency is based on the use of Presentation Man-
ager™ of Operating System/2™ Extended Edition
(0s/2® EE)—the operating system on a workstation—
and the graphical model guidelines of the Common
User Access (CUA).20 This is the base from which the
user interface will evolve into a common workplace
model. This user interface component will be ex-
tendable so as to make tools accessible in a consistent
way by using work management.” A significant pro-
totyping activity developed the user interface’' and
ensured that the interface would be well-designed
from the human factors point of view.

Technical requirements and constraints. In addition
to the major objectives discussed above, several other
technical requirements and constraints affected the
design of the AD/Cycle architecture.

Cooperative SAA development environment. A re-
quirement of the architecture of AD/Cycle was to
merge the advanced graphical presentation and in-
teractive characteristics of the intelligent workstation
with the ability of mainframe facilities that centrally
control and share application development re-
sources. The Personal System/2® (ps/2®), with its
supporting software in 0s/2 EE, provides the appli-
cation developer with an interactive, graphical user
interface and provides AD tools with a multiwin-
dowed, concurrent activity display needed to inte-
grate multiple AD tool functions at the end-user level.
The Repository Services and the Library Services
will provide the ability to centrally control, admin-
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ister, share, and recover application development
data across the enterprise. Additionally, merging the
workstation and host capabilities permits optimizing
the activities of an individual developer (such as
editing a single source program) and the activities of
an administrator (such as building a complete appli-
cation system comprised of numerous parts).

To support a cooperative environment between the
ps/2 workstation and the Application System/400®
(As/400™) or System/370 hosts, the AD/Cycle archi-
tecture permits optimum placement of data and
function between the processors. In other words, the
architecture has the ability to route function requests
to data location, bring data to the function location,
and route single data requests from the workstation
to the host. Additionally, these facilities are designed
so that the location of function and data, on work-
station or host, will be transparent to the end user.

It was required that the AD/Cycle architecture spec-
ify the application development solution for SAA.
This requirement led to a cooperative structure with
a Ps/2 workstation running 0s;2 EE as a front end and
an SAA host—either the Multiple Virtual Storage/
Time Sharing Option-Extensions (Mvs/TSO-E) or Vir-
tual Machine/Conversational Monitor System
(vM/CMS) operating system on the System/370 hard-
ware architecture, or Operating System/400™
(08/400™) on the AS/400 hardware architecture—as a
back end.

Multiple data storage facilities. To support shared,
centrally controlled data, the AD/Cycle architecture
was required to support application development
data, within a single framework, with a wide range
of storage requirements. Data captured at the front
end of the development cycle, such as enterprise or
design models, can be most naturally structured into
entities and relationships between the data elements.
Much of the data at the back end of the development
cycle, such as source programs, are typically stored
in flat file forms. The AD/Cycle architecture sup-
ports both storage forms with control information
and relationships between the data being maintained
with the entity-relationship model.

Data integrity and library management functions.
The AD/Cycle architecture was required to merge
the data integrity and recovery requirements tradi-
tionally supported by database management systems
with the version, configuration, and build facilities
traditionally offered by library control systems. The
AD/Cycle data handling architecture addresses these
requirements with a mixture of protocols that will
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be provided by the underlying relational database
managers, the Repository Services, and the Library
Services. Over time, it is planned to have enhance-
ments defined and delivered to improve the level of
consistency among protocols regardless of the storage
form of the data.

Software technology. The AD/Cycle architecture was
itself required to use, as well as allow AD tools to
fully utilize, currently existing software technology
S0 as to bring it to bear on the problem of improving

Each component of the AD/Cycle
architecture plays a role in
enabling tool integration.

both productivity and quality within application de-
velopment. The existing technologies thus supported
include advances in graphical displays, interactive
techniques, connectivity and networking capabili-
ties, database management and control facilities,
configuration and library control functions, and
mainframe capacity and performance. In addition
to these technologies, it also implements other im-
portant technologies such as the entity-relationship
(ER) model’” and the object-oriented paradigm for
persistent data.

Technology extensions. Finally, the AD/Cycle archi-
tecture was required to provide an infrastructure that
is extendable and able to accommodate advances in
technology within the AD/Cycle structure itself,
within the underlying SAA enterprise system, and
within the AD tools and methodologies that operate
within this environment. AD/Cycle architecture is
required, for example, to be extendable to a local
area network (LAN) server and fully distributed con-
figurations, incorporate artificial intelligence tech-
nology, and enable the use of extensions to SAA.

Components of the AD/Cycle architecture

Each component of the AD/Cycle architecture plays
a role in enabling tool integration. The totality of
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the base consisting of the user interface, workstation
services, AD information model, tool services, and
Repository Services is referred to as the AD platform.
AD tools, which supply specific AD function, are built
using the services of this platform. The following
discussion parallels Figure 4 from the top to the
bottom, giving a descriptive overview of the AD
platform and AD tools and relating their roles in the
AD/Cycle architecture. More detailed descriptions
of some of these components are found in other
papers in this issue to which the reader is referred.

User interface. The AD/Cycle user interface imple-
ments the CUA rules and guidelines and will evolve
to the workplace model”® as the consistent point of
display integration for all AD tools and support func-
tions needed by an application developer using the
workstation. CUA, complemented by work manage-
ment facilities discussed below, will result in these
independently developed AD tools presenting a rea-
sonably consistent interface to application devel-
opers.

More information on the use of cua in AD/Cycle
can be found in Reference 21.

Workstation services. Code running on the worksta-
tion requires the availability of services for displaying
information on the screen and for providing access
to application development data. The workstation
services component uses the SAA Presentation
Manager23 for screen display and a set of user inter-
face services’ that enhances tool builder productiv-
ity in building displays and consistent display for-
mats. Workstation services also provides 0s/2 serv-
ices that allow Repository Manager data and library
data to be accessed by workstation-resident AD tools.
They materialize the data on the workstation either
as a flat file or in entity-relationship structures.
Workstation services also allows routing function
invocation to a host function and direct Repository
Manager access by workstation-resident AD tools.

Work management. Work management is the facility
in the AD/Cycle architecture that provides for con-
sistency of AD tool invocation for all AD/Cycle tools.
This facility is a common one that allows the user to
list possible activities and to select one on which to
work. This consistent task invocation capability in-
cludes how lists are displayed, selected from, manip-
ulated, updated, and refreshed.

In a given enterprise, the methodology preferred to
develop applications may be encoded using a process
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manager. Such a methodology will embrace a pre-
ferred set of AD tools for application development
and a specific sequence of process steps. The process
management facilities of work management can be
used to encode the methodology to accomplish AD
tool initiation automatically. The use of process
management within application development is
given in Reference 9.

Architecturally, work management is classified
within AD tools. It is in the tool category known as

Repository Services provides
centralized, shared management of
all application development data.

cross life-cycle tools, since it is used across the entire
AD life cycle. However, it has a special architectural
role since it controls the invocation of the other tools
and has thus been singled out here.

More information about work management can be
found in Reference 19.

AD tools. On the AD platform base, 1BM and 1BM’s
Business Partners are developing AD tools that either
are applicable across all of the development tasks or
are specific to a single activity. In addition, 1BM
encourages vendors to enable their AD/Cycle tools
to operate with this architecture to complement the
1BM offerings. AD tool function can be delivered as a
combination of 0s/2 programs, objects, Repository
Manager functions, and host programs. These tools,
and the categories into which they have been classi-
fied in AD/Cycle, were discussed above.

Tool services. Tool services is common function that
multiple tools require regardless of whether they
execute on the host, the workstation, or coopera-
tively. Examples are profile and error message serv-
ices. Tool services can be implemented as a combi-
nation of 0s/2 programs, objects, Repository Man-
ager functions, and host programs. Definition and
delivery will be staged over time.
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Repository Services and Library Services. The Re-
pository Services component provides centralized,
shared management of all application development
data. It is the point-of-control for defining, admin-
istering, and controlling access to AD data shared by
users through multiple workstations. It is built on
top of the sAA relational pBMS, which provides facil-
ities for safe, shared access to all of the data that
define applications in the enterprise. It extends the
saA Common Programming Interface (Cp1) by means
of the sAA Repository Interface. On Mvs, Repository
Manager/MVS™ is the product that implements Re-
pository Services.

Repository Services presents an entity-relationship
(ER) model of these data. The ER services allows the
specification of relationships among these defini-
tional data, constraints on the data and on the rela-
tionships, and views that different programs may
have of these data.

For example, an entity called PROGRAM and another
called PROGRAMMER can be defined, with a set of
attributes on each. A relationship called OWNS be-
tween PROGRAMMER and PROGRAM (and an inverse
relationship called OWNED._BY) can be defined. It
can be specified that a PROGRAM may be owned by
only one PROGRAMMER, but that it must always have
an owner. (So, if an attempt is made to delete a
PROGRAMMER, it is prevented if either he or she owns
any PROGRAMS or these PROGRAMS are deleted.) It
can be specified that if an attempt is made to update
the SALARY attribute of PROGRAMMER so that it ex-
ceeds a specified amount, a message is to be sent,
and an authority check is to be made. A view avail-
able to a set of AD tools that does not include the
SALARY attribute can be defined.

Some uses of the Repository Services require manip-
ulation of many entities and relationships. Because
of this, a need for a higher-level interface to
AD/Cycle data has been identified. To address these
problems, the Repository Services has provided ob-
ject capability whereby a set of programs, called
methods, can be registered in the Repository Man-
ager to present a high-level abstraction of the data to
the aD tools. If objects are used, the AD tool code
need not see the data model directly, but rather see
a set of object types and the method programming
interfaces for these types. Note that objects can be
used by tool services as well as by individual tools
that want the benefits of the higher level of abstrac-
tion provided by objects.
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Figure 5 Example of a library hierarchy
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More information about the Repository Services
component is found in Reference 24.

AD/Cycle has populated the Repository Manager
with a set of entities, relationships, and constraint
definitions that represent the data that may be shared
between AD tools at various stages in the develop-
ment life cycle. A standard model specifying, for
example, the representation of COBOL data structures
and Information Management System (1MS) database
definitions necessary in building an application has
been created. This model of AD/Cycle data that may
be shared is the AD information model. As enterprise
modeling, design, generator, and editor AD tools
populate the Repository Manager with these ele-
ments, the tool data from each tool will be integrated
with data from other tools.

It is planned to have the interfaces to the Repository
Services available to AD tools whether they execute
on the host or on an attached workstation.

Library Services provides support for versioning and
automatic application build. It allows an installation
to set up a project database in which data reside in
flat file data sets. The project database is organized
into groups, each group being subordinate to the one
above it. This form of data organization is known as
a hierarchy. Hierarchies are allocated from bottom
to top, each level being a different version of the
application. Thus, when data is referenced, the lower
positions in the hierarchy take precedence over
members at a higher position. Figure 5 shows an
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Figure 6 Application development under AD/Cycle
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example of a library hierarchy, with the root PRO-
DUCTION. When a user wants to edit a file that is not
currently at the USER level of the hierarchy, the file
is brought down to the USER level and locked at the
PRODUCTION level. When the USER level has com-
pleted its changes, it is moved back up the tree, one
level at a time (e.g., USER 10 TEST, TEST t0 PRODUC-
TION). The upward process is called promote. Library
functions allow the user to browse, create, update,
delete, compile, link, build, promote up the hier-
archy, and report on data stored in the database of a
project. The build function, sometimes called config-
uration management, ensures project integrity by
verifying that all components are present and com-
plete. It keeps track of data set interdependences and
will automatically perform necessary compilations
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and links so that out-of-date components are re-
placed with up-to-date ones.

On Mvs, Library Services is implemented by the
Software Configuration and Library Manager
(SCLM),25 which is a component of the Interactive
System Productivity Facility/Program Development
Facility (1SPF/PDF) Version 3.

Over time, it is planned that AD/Cycle define and
deliver additional support to enhance the integration
of tool services, Repository Services, and Library
Services with the goal of providing consistent ver-
sioning across all AD/Cycle data, maintaining rela-
tionships between modeled and file data, and ensur-
ing a single point of control for all operations.
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ENVIRONMENT

The AD information model: the data architecture of
AD/Cycle. One key to both opening the AD/Cycle
architecture to other vendors’ and customers’ functions
and providing an integrated solution is delivering and
publishing consistent data specifications used across
the life cycle. These data specifications can capture the
structure of data used by applications and the appli-
cation specification itself. As discussed above, the
AD/Cycle architecture defines the data specifications
that will be populated and used by AD/Cycle tools
throughout the development of applications. It con-
tains definitions of the entities, attributes, and relation-
ships of the Repository Manager data.

The data architecture is also characterized by three
points of data integration:
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1. An enterprise model, which represents the point
of data integration after an enterprise-modeling
AD tool has compieted its task. A good industry
consensus on this model has been obtained, and
its implementation and use are planned by var-
ious enterprise-modeling tools from 1BM and its
Business Partners.

2. A design model, which represents the point of
data integration after a design AD tool has com-
pleted its task. Initially, there is no industry agree-
ment on a common design model; so, although it
is part of the architecture, it will not be standard-
ized in early versions of AD/Cycle.

3. A technology model, which represents the point
of data integration after a “produce” AD tool has
completed execution. (“Produce” AD tools consist
of such things as compiler, generator, and knowl-
edge-based system AD tools, i.e., AD tools that
“produce” user application code.) The technology
model reflects the types of tools that use it, and
thus it is expected to grow over time as new tools
are added.

It is planned to have these points of integration met
by all applicable AD/Cycle tools in an AD/Cycle
system, thus allowing data to be shared among AD
tools from many different sources, both within and
outside of 1BM. They are used regardless of the meth-
odology being followed or the style of user interac-
tion being offered.

More information about the AD data architecture
can be found in Reference 26.

AD/Cycle complements and extends SAA

AD/Cycle is based on 1BM’s Systems Application
Architecture and will evolve using the same ele-
ments. The functions provided by AD/Cycle will be
saa-conforming applications and will support the
range of SAA environments. An example is the in-
corporation into AD/Cycle of the graphical model
of the SAA Common User Access support19 provided
by the 0s/2 Extended Edition Presentation Manager
for use by the AD/Cycle application development
tools and tool services.

With AD/Cycle based on saa, the skills learned in
one implementation of AD/Cycle will be transferable
to the other saA environments. Training costs and
migration costs to move to a new application devel-
opment environment, to add tools to an existing
one, or to change methodologies will be substantially
reduced.
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An example of sAA extension introduced by
AD/Cycle is the programming interface to Reposi-
tory Manager, defined as a new element of the sAaa

AD/Cycle tools conform to
Common User Access guidelines.

Common Programming Interface (cp1). This com-
ponent of the saa cP1 will be important to AD/Cycle
by providing for controlled communications and
sharing of data between the tools.

AD/Cycle utilizes an evolutionary strategy. It is de-
signed to build upon existing 1BM and vendor prod-
ucts in a staged manner, allowing users to develop
their own timetable for moving into new application
development technologies and methodologies. The
AD/Cycle implementation is based on enhance-
ments to existing application development tools and
on the introduction of new tools by IBM, customers,
and software vendors. Existing capabilities will be
enhanced and new functions will be added in stages
in the different SAA environments. This evolution
will result in consistent, integrated application de-
velopment tools and services across the SAA environ-
ments.

Application development under AD/Cycle

The key difference in application development as it
emerges under AD/Cycle (portrayed in Figure 6), as
opposed to application development today (see Fig-
ure 2), is in the following four areas unique to
AD/Cycle:

1. AD tools share data through common use of the
AD information model.

2. Tool-to-tool user transition will be simplified as
a result of having AD/Cycle tools conform to the
cuA guidelines and the standards associated with
a tool developer’s guide to be published for appli-
cation development.

3. Reduction in the necessity for unique skills is
achieved in the application development process
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by enabling application development through re-
finements of the enterprise model. The analysis
and refinement tools can be invoked by the same
individual who creates the application model, and
this individual is assisted by automated transfor-
mation operations that create the executable ap-
plication from the refined application design.
These transformations occur by using tools such
as application generators or compilers.

4. The open architecture of the AD platform pro-
vides a mechanism through services and standard
definitions to enable 1BM, customers, and tool
vendors to add and extend the capability of the
application development process. For example,
new technology emerging in user interface facili-
ties can be easily enhanced through ongoing tool
additions to this foundation.

Figure 7 shows the AD/Cycle application develop-
ment function model that provides the foundation
for an integrated and efficient application develop-
ment process. At the top of the figure, SAA is shown
as the umbrella under which AD/Cycle serves as an
sAaA application and the 1BM sAA solution for appli-
cation development. The AD/Cycle tools encom-
passing the application development life-cycle model
will provide support for the entire application devel-
opment life cycle. They can be provided by IBM,
customer-written, or vendor-supplied because of the
openness of AD/Cycle established by the AD infor-
mation model. Supporting the life-cycle tools at the
bottom of the figure, the AD platform provides access
to the Repository Manager for application develop-
ment data, an interface to the Repository Manager
for the access and manipulation of the data, and an
information model that defines the structure and
format of the data. The platform also provides a
cuA-conforming user interface and a tool invocation
and execution environment located at the worksta-
tion. This function model defines the key tool areas
required for full life-cycle support of application
development. It also includes the key AD platform
services that provide the base for all tools and ensures
their integration and sharing of appropriate appli-
cation development data, processes, and parts.

Summary

The application development process under
AD/Cycle is markedly different from current appli-
cation development processes. Tool integration, both
data and functional, along with the relationships
established between parts of applications and the
successive stages of application refinement, combine
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Figure 7 AD/Cycle life-cycle function model
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to enhance and simplify application construction
and control. Figure 8 portrays this simplified appli-
cation development environment. (Contrast Figure
8 with Figure 2, showing the current application
development process as an inefficient people- and
paper-intensive process characterized by manual in-
tervention and paper transfers of information from
step to step.) Integration and efficiency are supported
by AD/Cycle, which provides multiple methodol-
ogies and enables tools to share data throughout the
life cycle, and by the centralized Repository Services
for the control and management of application de-
velopment data.

Although the AD/Cycle tools strategy and architec-
ture has focused on tool integration and tool tech-
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nology, the overall net effect is a strategy that will
eliminate the application development inhibitors to
customer data processing and overall customer
growth. Tool builders are able to focus more on tool
specifics without having to be concerned about im-
plementing underlying data facilities. Thus they can
provide a wealth of high-quality, integrated tools for
tool users. Tool users in turn are able to move easily
from tool to tool and are assured of a high degree of
integration and data sharing. Application data can
be defined and entered once and can be easily shared
and reused at different steps along the development
process. Applications can now be defined at the
source of the requirements to improve responsive-
ness to end-user requirements; they can be evaluated
earlier, reducing costly and time-consuming rework
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Figure 8 Application development is simplified under AD/Cycle
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at later stages. As information concerning the under-
lying processing and data requirements of an appli-
cation are stored in the Repository Manager, appli-
cations are able to grow as customers’ businesses
grow.
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