


how a  computer  ought  to  talk  to people. My main job  as an editor is to 
playact: to imagine myself as  the computer user, to  imagine how users 
will respond to a  program  and  its  documentation. I try  to expect what 
users will expect and  to notice the  patterns they are likely to form (or 
not be able  to  form). I try  to spot passages people will probably have 
to  re-read,  and I register any  empathetic feelings of uncertainty. 

My experiences have suggested sode ideas about how to produce 
good messages. In this essay, I formulate some conclusions and  share 
them with you. I hope you  will  find them useful. 

I have noticed how programmers usually try  to  create good messages. 
After  their programs are practically finished, they  get someone to 
edit  and reword the messages that have sprung  up like weeds during 
program or system development. Thus,  they  try  to  ensure  that 
essentially unplanned messages are concise, grammatical,  consistent, 
and  understandable. But these  qualities do not guarantee  that  the 
messages are also relevant, specific, timely, and helpful. I have 
concluded that you cannot  edit  and reword the second set of qualities 
into messages that already exist. 

To create messages with both sets of qualities,  there are a  number of 
things that have to be done. In the rest of this essay, let us consider 
them, roughly in the  order they should be done: 

Set human goals for messages. 
Apply psychology  in writing messages. 
Write messages that accommodate intended users and  their 

Playact to evaluate  the messages for usability before coding. 
Edit  the messages for appropriate  language. 
Design the  computer  program or system to produce the messages. 
Test  the messages along with the  running code. 

situations. 

Set human  goals for messages 

People want the  computer  to  accommodate them-not  vice versa. 
Accordingly, what messages should a  particular  program  send? I 
recommend that you answer that question before you build the 
program; decide what messages to send, what information to put in 
them,  and how to present that information.  To design a  program 
whose messages are relevant, specific, timely, and helpful, I believe 
we must commit ourselves to 

Being tolerant of “user errors.” 
Helping people correct  errors as easily as they  make  them. 
Giving people control over the messages they receive. 
Not making messages arbitrarily  short. 
Identifying  the messages that people need. 
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Be  tolerant  of  “user  errors” 

In  their book on humanized  input,  Gilb  and Weinberg’ argue  that 
programs should correct user errors for which corrections are safe 
and highly probable. I agree with the  authors  that programs should 
be much more tolerant  than  they usually are of errors we make when 
we try  to  communicate with a  computer.  Gilb  and  Weinberg identify 
several levels of program reaction to  human  input: 

levelsof Immediately  usable  input. The  authors note that, of course, the 
computer program goes ahead  and processes such  input. 

reaction to 
human input Input that  is usable after an obvious, or highly  probable, correction. 

The  authors recommend that  the program  correct  the  input, option- 
ally inform the person, then go ahead  and process the  corrected  input. 
(The program should probably ask for a  go-ahead when processing 
will have results that  are difficult or impossible to undo.) 

Input that is  usable after an  unreliable correction. The program 
should correct the input,  ask the person for a go-ahead or alteration, 
then go ahead  and process the  corrected  input (or not if the person 
says  not).  (The person’s response might be to choose among possible 
alternatives  the  program  has identified, or reject  them  all, or propose 
another  alternative.) 

Unusable input. When the  input is unintelligible or clearly wrong and 
uncorrectable,  the  program should tell the person why it  cannot 
proceed, and suggest something helpful. 

Where  the designer draws the line along this scale becomes a design 
point for the  program.  I have noticed that often  the line seems to be 
drawn between “immediately usable” and  “usable  after obvious 
correction.” That is, input not immediately  usable is rejected for the 1 
person to  correct. For example, assume that  the input  to  a  program is 
supposed to be a  measurement rounded off to  the  nearest whole 
number.  Let us say we measured 10.3 and  therefore  entered “10.0”. 
The program,  instead of accepting “10.0”, tells us 

Incorrect  syntax. Reenter  the number. 

The program does not  even say how to make the syntax  correct. It 
probably has not investigated precisely what is “wrong” with “10.0”. 
If it  had,  it  might have ignored the “.O”. 

I have heard two objections to  undertaking  to build error-correcting 
programs: “It is often impossible to know what  the user intended,” 
and  “Correcting user errors would double the  amount of code.” These 
objections are serious; the problems are difficult. But they are being 
tackled. For example, three  Carnegie-Mellon  researchers have 
described their  attempts  to build a “tool-independent system which 
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can serve as the user interface for a variety of functional subsys- 
After  standard  error-correcting  program modules are writ- 

ten,  programmers will not  have to do error-correction anew for each 
program. 

Help  people  correct  errors as easily as they  make  them 

In the  auditorium in one of the buildings at  IBM’s Poughkeepsie 
location there is a lectern which can have the incline of its top surface, 
or desk, electrically raised or lowered. There is only one button for a 
speaker  to push, and pushing it may either  raise or lower the incline of 
the desk. But the desk, once started,  must go all  the way before 
reversing direction. 

Once when I spoke at this  lectern,  I wanted the incline of the desk 
raised, so I pushed the  button. Of course, the desk started lowering. I 
held the  button down for ten seconds or so while the incline of the 
desk was first lowered, then raised to  about where I wanted it. But I 
had “erred” by holding the button down a split second too long, so 
that  the desk was now a  little higher than I wanted it. 

I would have liked a second button  to press for a split second of 
corrective lowering. But, instead,  I had to hold the one button down 
for another ten seconds while it rose fully, then lowered to . . . about 
where I wanted it! 

Ideally, we should be able  to  correct an error with no more effort than 
it took us to make  the  error in the first place. When  a  program  cannot 
let us correct  an  error literally as easily as making the  error,  it should 
at least help us out. For example, we can usually modify what we said 
more easily than resaying the whole thing, hence the popularity of 
terminal keys that redisplay previous input.  Why not design a 
program to give back the input for modification and  indicate some- 
how where the modification seems to be needed? In any case, we can 
show the  input in error along with the message that refers to  it. 

Or perhaps  a program can  think of three things we may have meant. 
Does the program engage us in a  dialogue  to find out which we meant, 
if any? Possibly. Possibly not. It may be easier for us to resay 
something  short than to “discuss” the problem with the computer. 

Give people  control  over  the messages they  receive 

From interactive  programs, different people want different amounts 
of information,  and  the  same people want different amounts at 
different times. 

Certain messages for information-defaults assumed  and  correc- 
tions made by the program-are most useful when we are learning. 
These messages lose their usefulness with repetition. We become so 
familiar with a  program  after  a while that we do not read  the 
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messages anymore.  Why doesn’t the  program let us turn  these 
messages off and  turn  them back on  when we want?  And, because we 

program might let us turn messages off selectively by program 
function. 

One reason for not letting us turn messages off is that occasionally an 
unpredictable message shows up. But if  we are ignoring messages, we 
will  not see it anyway unless the message strikes us as being different. 
Maybe  a  program whose messages are turned off could alert us when 
there is an unusual message, or deliver the message anyway. (“Un- 
usual” is relative to the “usual” messages we have become insensitive 
to; the  program would have to remember  what messages it  has been 
sending.) 

impractical or even unacceptable  to us for an interactive  program  to 
always provide the  entire message immediately. Our acceptance  can 
vary with the speed of our  terminal  and  its method of display and with 
our expertise. A  program  might let us choose a  detail level  for 
messages generally (for example, it could give us the option of a  short 
form or a long form).  then let us get more information when we need 

though their helpfulness is often limited because help panels usually 
give general reference information  rather  than specific advice for the 
given situation,  and  they  obliterate  the screen that contains the input 
that is in error. 

of additional information that  (a)  are specific and relevant to  the 
inmt  that is  in error  and  (b)  can be displayed along with the input. I 
Though  “brief”  and “concise” mean “no longer than necessary,” I 
often hear  programmers  talk as though they mean “no longer than 
some arbitrary  length.” But some useful messages simply will  not  fit 

I them in, you have to omit something essential. I 

necessarv. it would  exDand temDorarily to  accommodate two or more I 

to  me that “actually, none is more than five or six lines long.” 

For messages to survive an  arbitrarily  short limit (such as one  line), 
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wrong, why, and  what  to  do. You should write these messages and 
document them in your specifications. (You probably cannot 
anticipate all user errors.  Some you  will discover only during 
coding. But if  you have a  strategy for responding to user errors,  the 
messages for unanticipated  errors too can be relevant, specific, 
timely, and helpful.) 
Of course, you cannot  predict  all  the system errors  and adverse 
conditions that can  occur;  they will result from the unique 
complexity of your program’s logic. But you can establish in 
advance a  strategy for what  the  program will tell (a) users, (b) 
people responsible for keeping the system available,  and  (c) 
program diagnosticians responsible for investigating and fixing 
errors. 

Summary of setting human goals 

We have discussed the need to  set  human goals for messages in order 
to commit ourselves to being tolerant of “user errors,” helping people 
correct  errors as easily as they  make  them, giving people control over 
the messages they receive, not making messages arbitrarily  short,  and 
identifying the messages that people need. Now, let us look at some 
psychology  for writing messages. 

Apply psychology in  writing  messages 

A message that is delivered to  the  right person on time  can still fail for 
many reasons: the words are unfamiliar, something is missing, there 
is too much detail, the program’s point of  view  is not the  same  as  the 
person’s, the  facts  are vague. It is essential to learn as much as you 
can  about  the people who  will use your program.  They  may not share 
your interests in computers  and  programming.  Their vocabulary may 
be smaller  than yours or, if it is larger,  they still may not know the 
meaning of specialized words such as “byte.” 

basic I have read a number of psychology textbooks and  practical books 
lessons about how to read, how to  study, how to  remember, how to  think 

visually, how to solve problems. This reading has  strengthened some 
lessons of  my  own experience about how people think  and feel: 

Our expectations govern the way we react in various situations. 
We need to see how all the pieces  fit together. 
We do not want  to have to re-read something to figure out what it 

We learn  about  and use a  computer more effectively when we feel 
means. 

at ease. 

As I see  it,  the  job of the  program designer and message writer is to 
apply these principles to their designing and writing. The following 
observations about how to  do that  are  adapted from a  recent  article of 
mine.4 
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Anticipate  people’s  expectations 

We are disposed by our expectations to  act  a  certain way  in a given 
situation. When a message does not match  our  expectations,  interfer- 
ence results. 

Expectations result from our past experiences and  our  future needs. 
Our past experiences include our  training (or our lack of training) in 
the use of computers  and  computer vocabulary. They include our 
previous use of a  program, reading the  manuals  about it, receiving 
previous messages. They include what we have just now been doing or 
attending to. 

Our past experiences also include our  cultural backgrounds. One 
implication of this is that American messages should not simply be 
translated literally into  Italian, or Japanese, or Pakistani.  Cultural 
differences may call for message redesign by someone who  not  only 
knows how to use a  foreign-language  dictionary,  but  also  understands 
the two cultures in question. 

Our  future needs are what we would like to do next. They are 
essentially our desire to accomplish the  task for which we are using 
the  computer. A message that overlooks our  practical  situation forces 
us to  determine how it applies to  what we are trying  to do. 

People who can easily write good messages do not necessarily know 
how they do it. In an  attempt to  understand why these people are 
successful, I have discovered that they are sensitive to  three  aspects of 
a message when they are trying  to  make  it  match people’s expecta- 
tions: (1) the meaning to be conveyed, (2) the information selected to 
convey that meaning, and (3) the language chosen to present that 
information. 

For example, a sign at  a  botanical  garden might need to convey to 
people wandering off the  path the meaning: “DO not pick the 
flowers!” To convey this meaning, the sign might include the infor- 
mation that  “the plants are  rare  and hard  to replace,” or that “pickers 
are subject to a $500 fine.” As to  language, the sign might  actually 
say: 

The flowers are not  for picking.  Picking can result in a $500 fine. 

or 

Do not pick the flowers, or you will be fined $500. 

For a message to match people’s expectations: 

The meaning to be  conveyed must be relevant to  their  situation. If 
it is not, either  do not formulate  the message at all, or else identify 
the people to whom it is relevant. (The botanical  garden really 
only wants to dissuade potential pickers; it does not want to 
distract nonpickers from enjoying the garden.) 
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The information selected to convey the  meaning  must also be 
relevant to  the people’s background and needs. If it is not, add 
what is required,  and  get rid of what is extra.  (The information 
about  the  rarity of the flowers might suffice  for people simply 
unaware of their value, but only the  threat of a fine might  dissuade 
those who do not care whether or not the flowers are valuable.) 
The language chosen to present the information must also be 
appropriate. The words, and  the way they are put together, must 
be familiar. If they are not,  change  the vocabulary, rearrange, 
rewrite. (A practiced writer  can help here. If you have a relevant 
meaning and have selected the needed information,  a wordsmith 
can help you  find the  appropriate  language.) 

A message that results from a person’s action must relate  to  that 
action. But what  about something like this: We have entered  a 
command whose operands are supposed to be separated by commas 
and ended with a period, like items listed in a sentence. But we have 
ended the list with a comma: 

copy  fromfile, tofile, truncate, 

What is wrong with the following message? 

Missing operand in the COPY command. 

From the program’s point of view, this is one way to understand  what 
is wrong with the  input. But we do not understand  it that way; the 
message does not conform to  what we expect. 

A message can make us act in a way that is different from usual by 
changing  our expectations. Unfortunately,  the  change  can be for the 
worse, as well as for the  better. Because the message in the preceding 
example mismatches our expectation (to end a  list),  it  distracts us; we 
may begin now to look for something missing. The following  revision 
allows for the  fact that, despite  the final comma,  the  input makes 
sense and is reasonable: 

“copy fromfile, tofile, truncate,” is interpreted as 
“copy fromfile, tofile, truncate.” 
Proceed or modify? Type “p” or “m,” then press ENTER. 

Below is another  example of misdirection by a message. A “little 
white lie” is the culprit;  can you detect it? 

DISPLAY not processed, because file DEPTROLE not  found. 
Use the correct name, or get authorization to see DEPTROLE. 

The phrase “not found” is a  distortion. For, as  the message implies, 
the file we want to display may have been found,  but we do not have 
the authority  to look at it.  This message would confuse some of us. 

I have seen enough examples of such distortions in messages to  think 
they must be fairly common. We ought  to  make  them less common. 
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Help people fit the  pieces  together 

People try to fit things together  to  make sense of them.  We want to 
form a single idea or pattern from all  the pieces, the best pattern we 
can form under  the  circumstances. To do this, we group pieces that 
have affinities. For example, we often assume at  first glance that 
because one thing looks like another,  the two things are really alike. 
Or, we may overlook something extraneous: 

The meaning of a message is the point the 
the message makes 

or invent something: 

P W m 9  

Raw facts are less important  than  the meaning they  add  up to. That 
this is true we can see from the observation that other  facts would do 
as well, so long as they convey the  same  meaning. Do not just give 
people raw facts  and leave it to  them  to guess what  the  facts  mean, 
especially when people might guess wrong. (By the way, did you 
make “pregrooming” out of “p gr m g”?) For example, what  might 
this message mean? 

You have been logged on 28 minutes. 

It might mean that you are going to be forced off in two minutes, 
unless you  log off voluntarily. Of course, people who are  aware  that 
they cannot  stay logged on for more than 30 minutes  may  understand 
that. But not everyone is aware of this  curious  practice. 

Here  are some proven ways to  help people fit the pieces together: 

Proceed from the general to the specijk. For example, look at  the 
sentence that leads into these paragraphs  (“Here  are some proven 
ways. . .”). It announces that  the specifics to follow are instances of 
“proven ways.” A message with an unannounced-or poorly 
announced-list would confuse some people: 

ABCOOOI [list of parameters] 

People may not see the significance of the list, or how the items are 
related.  Here is the list again, with a headline to shed some light on 
the significance of the list: 

ABCOOOI Data could not be  read. 
[list of parameters] 

Proceed in  paraIIe2, treating  like  ideas alike. That is,  be consistent 
within a message and  among messages. Information presented one 
way sets up  an expectation that similar information will be presented 
the  same way in the  future. For example, if I  see several error 
messages that first explain my error,  then say what  to do, I come to 
expect the  order:  explanation followed by suggested action. A mes- 
sage with the reverse order will thwart my expectations. 
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Indicate when an action isfinished. People like to know that they 
have been heard and  what  the result of their action was. They do not 
want  to be left hanging. Their  input is  not an isolated action. It is an 
attempt to  communicate,  and it is not finished until  they know they 
have been successful. Do not leave them in limbo. Let  them know 
what is happening as a result of their action. 

Do not force people to re-read 

When we read, we have to  make sense of words, phrases, clauses, 
sentences, and  paragraphs  as we go along. We would like to  get  the 
meaning of a message the first time  through. But sometimes we 
cannot, because we get overloaded by too many words or phrases 
whose interconnections we cannot  understand. Consequently we are 
not able  to fit them all  together  into  a single idea; we have to 
re-read: 

The operand that  has  three  positional  parameters  (“a”,  “b”, and 
“c”), any one, but only one, of which  can be  omitted  by coding  a 
lone comma for it (“a,b,,”, “a,,c”, or “,b,c”), can itself  be  omitted 
by.. . 

There seems to be a very small  limit  (about five’) to the number of 
words, phrases, and clauses whose meaning we can leave unresolved 
at one time. If that number is exceeded before we figure out the 
meaning of a  sentence or a  paragraph, we may have to re-read  it  to 
put  the pieces together. 

When we re-read because too many unresolved items are dangling, 
we try to combine some items; this reduces the  number of items 
we have to  deal with. For example,  a dozen binary  digits 
(“010011110101”) are too many to remember in one pass. In 
subsequent passes, we can  group the bits (“0100 1111 0101”)  and 
represent each group with a single placeholder (“4F5”).  The infor- 
mation content is the same,  but more efficiently represented. 

proven But why leave this  sort of thing  to our readers? As writers, we can  do 
ways to it for them when it seems to pose a problem. Here  are some proven 

avoid ways to help readers avoid having to  re-read: 
re-reading 

Write in terms of the familiar. Refer as much as possible to things 
people know about, in terms  they are used to seeing. They  can 
interpret  and combine familiar things more readily than  unfamiliar 
ones. For example, if I have requested “convert osfile to dosfile,” the 
progress message, “Constructing  header labels,” may not mean much 
if I am not familiar with the  internal  substeps of conversion. And if 
much time  has gone by, I may not remember I was converting. Better: 
“Conversion in progress: step 2 of 5 complete (header labels have 
been constructed).” 

Provide concrete specijics. We  are most comfortable with concrete 
specifics; we immediately respond to things we can  actually see, 
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touch, or  hear, or can easily imagine. We may not be able  to do this 
for an  abstract  term  (“performance  degradation”).  Or if we can, we 
may imagine something different from what was meant.  (We may 
imagine that “performance  degradation” means “errors in process- 
ing,” whereas the writer intended “twice as long to respond.”)  These 
uncertainties prevent us from speedily resolving meanings and fitting 
all  the pieces together. So, write concretely and, when exactitude is 
important, be precise. 

Show the relationship among things. When we cannot see the 
relationship among things, we cannot combine them to reduce the 
number of items we have to  deal with. When the  relationship is  not 
evident, a single idea cannot  emerge. For example, what is wrong 
with this message? 

No space available to sort; press the PF1 key. 

You probably understand “no space  available  to  sort”  and you may 
know which is the PF1 key, but you probably do not see the 
connection. Will pressing the key get space, or cancel your sort 
request,  or  what? 

When our  readers feel secure-because we use familiar  and  concrete 
terms  and show the  relationship among them-they can speedily 
resolve meanings and fit all the pieces together.  They probably will 
not have to  re-read. 

Put  people  at  ease 

We  learn  about  and use a  computer more effectively when we feel 
secure  and experience success with it.  What helps us feel at  ease with 
a  computer  program or system? 

For me and for most people that I have talked with, the most useful 
thing is to have a reliable,  stable concept of the  program  or  system, 
with little  uncertainty  about  what  it will do (it is predictable), or at  
least a high expectation that it will  not do us in (it is benevolent). 

People are going to form some concept or other of our  program.  We 
should help them form a helpful one. How? 

The  program should provide adequate information about itself, such 
as  defaults  it is assuming, corrections it is making in input,  and  any 
other assumptions it is making about  the  input  (that is, about people’s 
intent). Showing defaults that  are assumed, for example, lets people 
know what options govern an operation.  This  reminds  them indirectly 
that they will have to specify different options whenever they want 
the  operation to go differently. Showing corrections the  prograp has 
made can teach people how to  prepare input correctly. 

Friendliness also helps people feel at ease. And it is  not difficult to be 
‘‘friendly.”6 It does not require special gestures  or mannerisms. Just 
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provide a helpful message-one that lets people  know what is 
happening now so they  can predict what will happen next, or one that 
lets people actually control what will happen next by their response to 
the message. 

The main way  we are unfriendly to  other people is to ignore them. 
Another way  we are unfriendly is to give an obscure message, because 
it  can  threaten people  who are already insecure. They may think  they 
are incapable of understanding (when, in fact,  the message cannot be 
understood). 

Various negative tones or actions are unfriendly: being manipulative, 
not giving a second chance,  talking down, using fashionable slang, 
blaming.  We must not seem to blame the person. We should avoid 
suggesting that  the person is inadequate.  Phrases like “you forgot” 
may seem harmless, but what if a  computer said this  to you four or 
five times in two minutes? Anyway, the person may disagree, so why 
risk offense? 

Nothing succeeds in overcoming uncertainty like success. Early 
successes make for effective and efficient learning.  They build our 
confidence. 

Ideally a  program should make  it  hard for us to  fail in using it, which 
is another reason for Gilb  and Weinberg’s recommendation to make 
programs more tolerant of human mistakes.’ If a  program itself 
corrects people’s mistakes, persons learning  the  program will experi- 
ence fewer failures; they may feel more competent and  learn more 
quickly. 

Summary of psychology for writing messages 

We should make use of what we  know about how people think  and 
feel when they use computers:  Their expectations determine how they 
react in various situations.  They need to see how all  the pieces  fit 
together.  They  do not want  to  re-read  anything. They learn  about  and 
use a  computer  better when they feel at  ease. With  this in mind, we 
are ready to consider the  actual writing of messages in particular 
situations. 

Write messages for the audience and the situation 

How are we to discuss specific types of messages? What  are  the 
“types”? 

I have observed that programmers use terms  such  as  the following 
when they identify types of messages: confirmations, prompts, infor- 
mation messages, warnings, interrogations,  operator messages, and 
error messages. These  terms primarily reflect different purposes. The 
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sole exception is the “operator message,” which is an example of a 
message categorized according  to who gets it. 

Categorizing messages by audience  has its place; it  indicates where 
we should send them. For example, a  program  might  generate more 
than  one message: one for the  primary user and  a  related message for 
a system administrator, console operator, system auditor, or program 
diagnostician. Audience categorization also reminds us to notice 
individual differences among people. For example, the reading ability 
of one audience, or its familiarity with vocabulary, may be signifi- 
cantly different from that of another  audience. If so, we should 
certainly  write messages accordingly. 

But I think that distinguishing by purpose is more helpful for writing 
messages, because what we say in a message depends first on its 
purpose. What is a  particular message supposed to  accomplish?  Why 
should a person receive it in the first place? This way of putting  it 
directs  our  attention  to  the need of the person who  will receive the 
message. First we identify the need, then figure out how to satisfy it. 

I believe that people  who interact with a  program need messages of 
the following types: 

Report on the program’s reaction to input. Tells us (a)  that process- 
ing is finished and what the results  are,  (b) that progress is being 
made, or (c)  that input is rejected (for some reason beyond our 
control). 

Report on the program’s assumptions about input. Tells us, for 
example, defaults the program  has assumed, corrections  the  program 
has made in our input, or the program’s interpretations of our 
intention. 

Report on a program error  or adverse condition. Alerts us that our 
processing is, or may be, adversely affected. 

Request for a go-ahead. Gives us a  chance  to  say, “No, do not do 
that.” 

Request to choose  among alternatives. Lets us choose, for example, 
among actions the  program might take, options that will govern 
processing, possible corrections to  input, or possible interpretations of 
ambiguous information. 

Request for missing information. Lets us explicitly indicate  informa- 
tion the program is to use. 

Request for correction or clarijcation of input. Gives us responsibil- 
ity for correction when the program cannot  understand  input well 
enough to interpret it confidently. 
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In planning to write  a message of any type, first analyze  the person’s 
precise information needs in the situation-what should the message 
tell the person? What pieces of information must  the person have? 

Then, for each piece of information, identify a reliable source for the 
person. Does the person already know the  information? Does the 
context supply it?  Must  the message supply it explicitly? Can  the 
person infer  it from the message? 

Not everyone can  get  the  information from context  or by inference. 
To  write  a message, you must be aware of the differences among 
individuals who  will receive it: people new to  the  program versus 
people quite  familiar with it; people new to  computers versus people 
who have used them  a lot. It is  wise to be generously explicit in the 
first draft of a message; it is much easier  to  subtract information from 
a message later  than  to  add  it. 

Now, for each type of message, let us see how  we analyze  the 
information need and identify reliable sources. 

Reports  on  the  program’s  reaction to input 

A program should always acknowledge human  input, so that people 
are not left wondering whether the  program  heard  them. Upon 
receiving valid input,  a  program  might:  (a) process it  and produce 
results  immediately,  (b) have to delay processing it, or begin process- 
ing it  but  take  a long time, or (c) be unable  to  deal with it  then.  Let us 
examine  the messages for each of these three reactions. 

Processing  isjinished. In this  situation, people need to verify that the 
results are what they intended, so they  can complete the  transaction 
psychologically and go on to  the next thing. 

Sometimes  the context provides this  information well enough. For 
example, when I tell a  program that I want to use a  certain  text editor 
to  edit data, what immediately happens is this: The first nine lines of 
my data  appear on the screen, with a highlighted line across the top 
that includes among other things the  name of the  data. Without 
receiving a message, I have “gotten  the message”; I can see that what 
I requested has been done, and I know to proceed. But conceivably a 
novice might not see this  and might wait until  it seemed safe  to 
proceed. In this case, “processing” is not so much finished as begun. 
A message like this would help the novice: 

Proceed with editing. 

To end the editing session I enter “file.” I do not see  what is 
happening, but in a few seconds I receive a message, “R,” which  in 
itself is unilluminating. But, from reading the  manual, I have learned ( 

that  “R”  stands for “Ready.”  And, because I have ended an editing 
session many times  (and my data has always been  filed before), I take 
“Ready” in this  situation  to mean that  the  data has been filed. 
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The message does not tell how to give an answer. All  of a 
program’s go-ahead messages should follow the  same  practice on 
this point. They might include “ ‘y’ or ‘n’ ” or “ ‘y’ to. . .; ‘n’ 
to. . .” 

Requests  to  choose  among  alternatives 

Listing alternatives shows people what is possible. The program 
analyzes a  situation  into its practical components for  people and 
directs  their  attention  to  them.  A program might give a choice among 
alternative actions the program  can  take, or alternative options that 
govern the requested processing, or alternative corrections of errone- 
ous input, or alternative  interpretations of ambiguous  information. 
People should be able  to reject all  the  stated  alternatives, possibly in 
favor of another  alternative, which they can specify. 

In all of these situations, people need to know 

What is being done, or has  already been done? 
Among what alternatives are people being given a choice? 
Why  are they being given a  choice? 
What  are  the consequences of each  alternative? 
What  are  the consequences of rejecting them all? 
How do people signify their  answer? 

Let us look at an  example of a request to choose among alternatives: choosing 

Choose the routine you want: 

List  project  titles 
Delete a project 
Modify  a project  title 
Resequence projects 
Quit 

Type a letter (I, d, m, r, or q), then press ENTER. 

The message has  a headline that gives the significance of the list as 
routines from which to choose. The message ends with a  recapitula- 
tion of what is to be done; it  translates “choose the  routine”  into 
precise how-to instructions. (Note  that  the instructions are not 
“Enter  a  letter”;  “enter” is our  jargon for “press the ENTER key.” 
This may confuse the novice.) Alternative Q is a “none of the above,” 
which efficiently lets people reject all of the “positive” alternatives. 

among 
alternatives 

This message leaves to  the  context  and  to inference the answers to 
“What is being done?”  and  “Why are people being given a choice?” 
And we might say it leaves “to  faith”  the questions about conse- 
quences. (The consequences do not seem to be harmful. However, 
users might wonder whether there is any backing out from the choice 
to  delete, or modify, or resequence. Of course, there should be.) 
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Requests  for  missing  information 

The program  may not understand the input well enough to ask for a 
go-ahead, such as 

Should I send the report to Jones? 

or to give a choice among  alternatives, such as 

Do I  send the report to Jones, Smith, or Williams? 

Yet  it  may be able  to  describe the missing information  it needs: 

To whom should I send the report? 

When  the  program  asks for missing information, people need to 
know 

What is being done, or has already been done? 
What information are people being asked to give? 
What will happen if they give it,  and  what will happen if they  do 

How do they give it? 

Because people may be unable, or unwilling, to give information, they 
should always have the opportunity not to give it.  The consequences 
of not giving it  might be for the program  to  drop  the  transaction,  to 
make  do  without the information, or to provide a  default. Or, perhaps 
people can  query  the program for possible answers (in this  case, the 
program  might have requested  a choice among  alternatives in the 
first place). 

Requests  for  correction  or  clarification of input 

These  are out-and-out  “error messages.” They should be issued only 
as a last resort. If a  program can confidently correct or clarify the 
input,  then no message of this  type is needed. Or, with less confidence, 
the program  might  ask for a  go-ahead. Or, it  might give a choice 
among two or three  alternative  corrections or clarifications  it  can 
identify. 

But sometimes the program does not understand the meaning of the 
input well enough to interpret it confidently. It cannot even  confi- 
dently  phrase  its difficulty as a  request for missing information. The 
program’s only recourse is to discuss syntax or other conventions of 
how people give input.  Programmers  do not usually think of this as a 
last  resort.  They are comfortable with syntax;  it is the way they view a 
large  part of their professional world. 

not? 

I 

problems But  nonprogrammers are often uncomfortable with syntax, even the 
of syntax syntax of their native language.  They are impatient, for example, 

with the explanation that in the sentence, “The audience  applauded 
the pianist  and I,” the pronoun should be “me,” not “I,” because the 
verb  takes  a pronoun in the accusative  case, not in the  nominative. 

1 
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If possible, phrase messages in terms of meaning rather  than in terms 
of syntax. For example, we enter “display,” thinking  the  computer 
will display the file we have just been working on. Here  the  program 
asks for correction in terms of syntax: 

Missing operand in the DISPLAY command; add  the name of the 
file. 

The program  talks of syntax even though it seems to  “understand” 
what is going on and could have asked more naturally, in terms of 
meaning: 

What file do you want to display? 

This is  not an  error message! It is friendlier because it does not 
suggest that we failed to supply an operand. 

As much as  anything,  I  am recommending that we issue fewer error 
messages, and  instead issue messages that request a  go-ahead, or give 
a choice among alternatives, or ask for missing information. 

But when  none of those choices is possible, and  the  program must ask 
for correction or clarification of input, people  need to know 

What is being done, or has  already been done? 
What is wrong with, or unclear  about,  the  input? 
What will happen if people do not correct or clarify it? 
How do they correct or clarify  it? 

A particular problem in writing this  type of message seems to be 
deciding how explicit to be. For example: 

COMPARE is not processed,  because record 101 does not have  the 
same number of characters  as record 247.  Make  the number of 
characters equal. 

Probably anyone could infer the corrective action from the  explana- 
tion, or the explanation from the corrective action. In fact, if the 
results of a comparison are usually displayed, people can probably 
infer from getting  the message, with no display, that no comparison 
was done. Therefore, how about 

The number of characters in record 101 is unequal to the number in 
record 247. 

or 

Make record 101 and record 247  have  the same number of 
characters. 

The first of these is negative. People process positive sentences 
significantly faster  than they process negative sentences.’ Thus,  the 
second version may be the  better choice. 
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Ideally, the program should identify the precise one thing wrong with, 
or unclear about, the input.  Having identified one error, the program 
can issue a specific message. 

When it  cannot possibly identify only one error,  the message should 
state each possibility (so long as  there  are no more than  three)  and 
clearly associate each possible error with its corresponding corrective 
action.  (Why  three? I cannot prove what  the limit should be, but even 
five possible causes seem to  me to  be excessive in a message. When 
the number of possibilities exceeds three, it seems to me to be time not 
just to  write  the message differently, but to redesign the  program.) 

Summary of how to write messages 

To determine  what information to  put in a message in a given 
situation, we first analyze what things people  will  need to know, then 
we determine whether they  already know or can learn those things 
from the  context. If not, the message must provide them,  either 
explicitly or implicitly. 

In deciding whether people can learn from the  context or by inference 
from the message, we must respect novices as well as people familiar 
with our  program. Novices do not get  the  same meanings from a 
context as experts do, nor do they infer as readily. 

Playact to evaluate  messages for usability before cod- 
ing 

After goals are set and messages written, we are ready  to  evaluate 
messages before we finish designing the program or system and begin 
coding. We would like to spot weaknesses in messages early enough to 
keep them  out of the program in the first place. 

Evaluating messages for usability is not the  same  as evaluating  them 
for program function. Rather, it is to determine  whether  each 
message is relevant, specific, timely, and helpful. All of these 
qualities are relative to the people who receive a message and to the 
context in  which they receive it.  We  cannot reliably evaluate 
messages for usability unless we consider the following: Who is the 
person receiving them-how experienced? how familiar with termi- 
nology? what reading  ability?  What is the person trying  to  do? How 
does the person understand  the  situation? 

Before we start coding we are primarily  interested in 

What messages are going to be sent?  Are  they  the  right messages? 

Do messages give the  right information?  Are  they specific 
Will users need additional  ones? 

enough? 
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To evaluate  at this  stage, we are going to have to rely a lot on 
playacting. We can  playact  entirely from a  script, like actors  sitting 
around  and  reading  their  parts at  the first rehearsal. Or we can build 
a  prototype of the  program to make  playacting  a bit more realistic, as 
when the actors  practice scenes on stage without having the  script in 
their  hands  any longer. 

Playacting from a  script is not new-we have scenarios and walk- 
throughs.  We  can even have someone “play the program”  and 
interact with someone else playing the user.  This method is cheaper 
than building a  prototype  and  can be very effective. We should do  it, 
whatever else we do. 

If  we build a  prototype or a  driver, we can  simulate  program  reactions 
to  anticipated  human  input (so no one  has  to “play the  program”). 

You should seriously consider finding people like those you expect 
will use the program  and having them  “use” the prototype. If real 
users might have big surprises for you, wouldn’t you rather be 
surprised while you are designing the program  than after you have 
worked hard to get the program working? 

It  may be easier  to test a working program  than to test  a model, but  it 
is harder  to fix bad things in a working program  than it is to fix them 
in a model. 

Human  factors  departments have the facilities for testing prototypes. 
For one project I worked on, the  human  factors  department in San 
Jose evaluated  competitive prototypes. They  hired  representative 
people through  a local employment  agency  and  brought  them in to 
participate in carefully controlled experiments. 

Edit the messages for appropriate language 

Editing messages is  not the  same  as  testing  them for usability, 
although  a sensitive, empathetic  editor who  is also a  computer user 
will see many ways to improve messages to make the program  easier 
to use. But an  editor who  is  not intimately  familiar with the use of a 
program  cannot  adequately  judge, for example,  whether message and 
context  together meet the information needs of both novices and 
experts. To make that  judgment,  the editor  must know a lot about  the 
context.  I have edited  many messages in  my time,  and  I know  how 
frustrating  it is to  try to imagine  contexts  without  adequate  informa- 
tion. 

But an editor  can  certainly check messages on the following points (in 
approximate  order of importance)  and  correct messages as neces- 
sary: 
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Are messages well written? 
Is the terminology accessible to  the intended audience? 
Is standard conversational language  used? 
Are messages consistent? 
Is punctuation standard? 

Good writing. Of course, messages should be well-written-as any- 
thing should be that people will read. An editor typically finds I 
numerous ways to  shorten writing, but not for the sake of making it 
shorter,  rather  to  make it clearer  and easier to  read. For that reason, 
the editor may very  well want to lengthen messages that have been 
over-shortened by excessive use of such devices as abbreviation, 
contraction, symbols, and omission of small  but useful words. These 
devices seldom improve communication; they are shorthand for the 
program or programmer’s convenience. 

~ 

i 
1 

Vocabulary that is familiar. The goal of editing messages for 
terminology is primarily to weed out technical terms  and  jargon that 
the users of the  program probably will  not understand  (and should 
not be expected to). An editor is usually more sensitive to intrusive 
language  than  a  programmer is, but  frequently less sensitive than  the 
real user. For this reason, editing  cannot  replace  testing with repre- 
sentative users, who  will have valuable  comments  about how mes- 
sages affect them. 

Standard conversational language. This is the  language we use when 
we talk with a  banker  about  a loan, or to  a  teacher  about  a child’s 
progress in school. It is a respectful way  of talking,  though not stuffy. 
We  say, or imply, “you” in referring  to the person we are addressing 
(second person). We  speak in the present tense predominantly. (We 
also say “please” and  “thank you” and  refer  to ourselves as r‘I.rrlo) 

I Consistent messages. The messages a person sees in performing a set 
of related tasks should be consistent as a  group. People expect certain 
things  to be like other  things  they have experienced. Everyone on a 
project should agree on conventions beforehand and follow them in all 
messages they write, even though editing must be done later  to ensure 
consistency. The order of parts in a message should generally be the 
same in all messages of that type. Exceptions must serve the higher 
goal of greater  clarity or naturalness in particular messages. If 
messages are  to have labels on each  part  (“status,”  “error,” “action,” 
or whatever),  either all should have them or none should have them. 

Standardpunctuation. Standard punctuation is the punctuation used 
in business letters  and professional journals.  Statements end with a 
period, and questions end with a question mark. Dashes and semico- 
lons are used sparingly.  These practices are  appropriate for mes- 
sages. 
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Do you mean, “send pmreport to tom”? 

My point is that  the  part of the  program in the best position to know 
the person (to know what is “going on outside”)  must do the 
communicating with the person. I do not mean that it should act  as  a 
mere  switchboard, routing messages that originate elsewhere. This 
part of the program must relate events inside the program to events 
outside. It must make probable assumptions about what the person is 
doing and issue messages accordingly. It cannot  do these things if it is 
buried inside. It must be outward. 

Plan for usability improvement 

One way to pinpoint weak human aspects of a  program  and its 
messages is to monitor what happens during  interactions between 
people and  program.  One can create  an  audit  trail of messages that 
indicate when people seem to be having a  hard  time.  This log  will 
show 

When the  program asks for a  go-ahead or gives a choice among 

When the  program asks for missing information because of 

9 When the program’s last resort is to ask for correction or clarifica- 

alternatives because of incomplete or ambiguous  input. 

incomplete input. 

tion of input. 

An auditor probably needs more information  than  just  a record of 
what people and  program say to  each  other.  Some information (such 
as  the  time of occurrence)  might be appended  to  each record saved, 
but  other  information might call for messages written especially for 
the  auditor.  These messages might include a profile of the person 
(how much experience?),  a  sketch of the system (its load, the mix of 
applications),  and  a  summary of  how much time  the  computer  and 
the person are taking to interact. 

Test the messages along with the  running code 

Testing  a working program or system for usability is different from 
testing  it for function. To  test function, the  tester “exercises the 

set  up artificial test cases that  anticipate what the code does. This is 
done from the point of  view  of the code. 

usability Usability  testing  has goals different from function testing,  and must 
testing be done accordingly. Rather  than exercise the code, the  tester must 

either  assume  the user’s point of  view and use the  program as a tool to 
do realistic tasks, or observe representative people using the pro- 
gram. 

Testing the usability of a working program should be  less imaginary 
than  testing  the design, even if testing is done by programmers who 
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prototype while we observe them.  This exercise in imagination is a 
must. 

Edit the messages for  appropriate language. Wording of messages is 
secondary  to the point they make  and  to the information that is 
selected to  make the point. But the  language of messages must be 
edited for appropriate  language: good writing,  familiar terminology, 
standard conversational English, similarity  among messages of the 
same type, standard  punctuation. 

Design the  computer  program or system  to  produce  the  messages. 
With messages written  and  evaluated, we can design the program or 
system to produce them  and avoid the  trap of compromising human 
requirements for the  sake of program convenience. Perhaps  the more 
challenging problems of computer science today lie not in inventing 
new function,  but in making existing function easier  to use. 

Test  the messages  along with  the running code. Messages should be 
evaluated for usability again  after the program or system is working. 
People actually use it in realistic  situations  and observe what’s what. 
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