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The IBM JBIG-ABIC Verification Suite is a
newly designed verification suite that contains

more than 5000 correctly encoded test images.

Previously existing verification images in total
and consolidated in an ad hoc suite tested
only a small fraction of the algorithm and were
inadequate. The IBM JBIG-ABIC Verification
Suite provides compatibility testing reference
data for the ITU-T/ISO JBIG sequential mode
and IBM ABIC image compression standards.
In this paper, the test images are described
and related to the JBIG and ABIC compression
standards and options. The verification

suite was used to debug and verify the
algorithms in the IBM JBIG-ABIC core that is
integrated into the Xionics XipChip imaging
microcontrollers.

Introduction
JBIG is the Joint Bi-level Image Experts Group [1] image
compression standard, and ABIC is the IBM Adaptive
Bilevel Image Compression [2] standard. The JBIG and
the ABIC image compression standards are reversible and
lossless. Therefore, each correctly decoded image is
identical to the corresponding original source image. Also,
each correctly encoded test image will be identical to the
reference encoded image in the verification suite.

Correct implementation of the JBIG and ABIC
algorithms is critical. Garbled, unrecognizable, and

possibly uncorrectable reconstructed images result from
incorrect encoding or incorrect decoding. If the algorithm
implementation has an error, and the original source
image is unchanged, attempts to re-encode the source
image would also fail. Also, if the original source image is
not available, an encoding error could result in lost data,
since the decoding algorithm requires correctly encoded
data.

In combination, the IBM JBIG-ABIC Verification Suite
is a collection of new reference data containing about
5000 encoded images and the corresponding source
images. The verification suite is useful for testing
implementations of the JBIG and ABIC compression
algorithms.

Before the development of the verification suite, the
readily available standard images consisted of six JBIG
sequential-mode images, seven JBIG progressive-mode
images [3], and no ABIC images.

The new IBM image verification suite contains source
images, JBIG sequential-mode encoded images, and ABIC
encoded images. To provide a range of tests for the
various coding options and algorithm features, the
source images were encoded with various compression
parameters, and the resulting encoded images are included
as part of the verification suite. The encoded images and
source images are grouped in five general categories:

 Publicly available images.
» Custom-targeted images.
s Parameter and marker variations.
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¢ Randomly generated images.
 Implementation-specific images.

The verification suite will spare the user many hours of
devising test strategies and creating test cases, as well as
the need to learn and understand how to use finite-
precision mathematics to represent infinite-precision
fractions as very large numbers, as is required for effective
test cases. Nevertheless, a thorough verification process
will require understanding the specifications, learning the
algorithm details, learning arithmetic coding, and devising
additional testing strategies. The verification suite provides
tests for a significant portion of the more difficult to test
encoding and decoding considerations such as model
template states, renormalization, probability-estimation
table traversal, image boundaries, AT moves, and register
flushing.

For maximum test coverage and minimum test time, 586
of the source images were systematically designed; each of
them contains only a small number of lines or less of
image data, and is a fraction of the size of a typical, real-
world image. The small source images are also referred to
as “bit sequences” to emphasize the significance of the
sequence of the bits.

The verification suite was used to verify that the JBIG
and ABIC algorithms were correctly implemented in the
IBM IBIG-ABIC core [4] that is integrated into the
Xionics XipChip imaging microcontrollers. It is important
to note that the IBM JBIG-ABIC core design includes the
Qx-coder [5], which is the merger of the QM-coder
(JBIG) [1, 6, 7] and the Q-coder (ABIC) [1, 8, 9]. The
verification suite was encoded and decoded by a
simulation model of the IBM JBIG-ABIC core. The
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% Implementation of JBIG-ABIC core: (a) encoding; (b) decoding.

simulation results were identical to the correct reference
results included in the verification suite.

The IBM JBIG-ABIC Verification Suite was not
designed to be a universal test to verify all possible cases;
the suite is not intended, and is not sufficient, to test
implementation-specific particulars such as pipelines, state
machines, and timings. Also, the particulars of algorithm
implementation may introduce additional verification
considerations that are not tested by the verification suite.
Implementation-specific particulars often include design
decisions, optimization choices, and system-level
considerations that are not defined in the JBIG and
ABIC specifications.

Verification of the IBM JBIG-ABIC core

The IBM JBIG-ABIC Verification Suite has application in
the verification of coding algorithms used in compression
subsystems. What follows is a brief description of JBIG
and ABIC image encoding and decoding by an example
compression subsystem based on the IBM JBIG-ABIC
core. The core design provides compression-services
hardware assistance to the system processor.

Figure 1 shows the example JBIG-ABIC implementation.
Dashed boxes represent the compression subsystem. The
two subblocks represent the core driver software and the
IBM JBIG-ABIC core.

The core driver software uses image dimensions, header
parameters, and markers to program and monitor the core.
The core driver software also generates the headers
and inserts markers in the encoded image bit stream. The
IBM JBIG-ABIC core encodes and decodes the input
data according to the selected algorithm and coding
options.

® Encoding

In the example subsystem configured for encoding shown
in Figure 1(a), the inputs for encoding are the source
image, algorithm selection, options (JBIG), and image
dimensions. The algorithm selection input is used to
choose the coding algorithm (JBIG or ABIC).

Encoding by the JBIG algorithm requires the input bit-
stream representation of the source image, the image
horizontal dimension, the image vertical dimension, and
the coding options. The JBIG algorithm encoded output is
a JBIG header and an encoded image bit stream. The
header specifies the parameter settings, image dimensions,
and coding options. The encoded data output is the
encoded image bit stream with JBIG markers inserted at
each stripe boundary.

Encoding by the ABIC algorithm requires only the input
bit-stream representation of the source image and two
parameters: 1) the image horizontal dimension and 2) the
image vertical dimension. The ABIC algorithm encoded
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Table 1 JBIG parameters.

Parameter Name

Size (bits) JBIG range Core range

DL Number for initial resolution layer 8 0-255 0
D Number for final resolution layer 8 0-255 0
P Number of bit planes 8 1-255 1-255 (SW*)
Reserved Reserved 8 0 0
Xd Horizontal dimension (number of pixels per line) 32 1-4,294,967,295 1-65,530
Yd Vertical dimension (number of scan lines) 32 1-4,294,967,295 1-65,530 X Nstripes”
LO Lines per stripe at layer 0 32 1-4,294,967,295 1-65,530
Mx Maximum horizontal adaptive template pixel 8 0-127 0, 3-127
move
My Maximum vertical adaptive template pixel move 8 0-255 0
Reserved Reserved 4 0 0
HITOLO High to low (plane ordering) 1 0-1 0-1 (SW')
SEQ Sequential order 1 0-1 0-1 (SW
ILEAVE Interleave multiple bit planes 1 0-1 0-1 (SW1
SMID Index over stripe is in middle 1 0-1 0-1 (SW1
Reserved Reserved 1 0 0
LRLTWO Lowest resolution layer two-line template 1 0-1 0-1
VLENGTH Variable-length marker allowed 1 0-1 0-1 (SW1
TPDON Differential layer typical prediction enabled 1 0-1 0
TPBON Lowest resolution layer typical prediction enabled 1 0-1 0-1
DPON Deterministic prediction enabled 1 0-1 0
DPPRIV Deterministic prediction private table 1 0-1 0
DPLAST Deterministic prediction last table reused 1 0-1 0
DPTABLE Deterministic prediction table 0 or 1728 - -

*SW denotes that functional support requires driver software interaction with the core.

"The maximum Yd for the core is 65530 X the number of stripes in the image.
*In sequential mode, the DPTABLE size is 0.

data output is the compressed-image bit stream. Note that
in complete system implementations, the ABIC algorithm
compressed images are usually embedded within an IOCA
(Image Object Content Architecture) [10] header that
contains the image dimension parameters. The ABIC
algorithm itself specifies no header; the IOCA standard
defines a header for use with ABIC.

The coding algorithms can be verified by encoding
source images having various image data characteristics
with various coding parameters. Significantly, correctly
encoded data generated by the core exactly match the
encoded data included in the verification suite.

® Decoding

The example subsystem configured for decoding is shown
in Figure 1(b). The inputs for decoding are encoded image
bit stream, algorithm selection, header (JBIG), markers
(JBIG), and image dimensions (ABIC). The algorithm
selection input is used to choose the coding algorithm
(JBIG or ABIC). The decoding output is the
reconstructed source image.

Decoding JBIG encoded images requires the JBIG
header and the encoded image bit stream with the JBIG
markers included. Decoding ABIC encoded images
requires the image dimensions and the encoded image
bit stream.
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The decoding algorithms can be verified by decoding
encoded data having various data characteristics that have
been encoded with various coding parameters. Again,
correctly decoded data generated by the core exactly
match the source images included in the verification suite.

Algorithm parameters and control markers
The JBIG algorithm has optional features that are
selected and controlled by parameters and markers. The
ABIC algorithm has no options and requires only two
parameters. All of the parameters and markers are briefly
described below.

® JBIG parameters

The JBIG algorithm is controlled by 20 parameters. The

JBIG parameters are set before encoding begins, and the
parameters are stored in the JBIG header for use during
decoding. The JBIG header precedes the encoded data in
the finished JBIG encoded image file.

In JBIG sequential mode, one of the parameters is not
used, and five of the parameters are always set to 0.
(Options required only for progressive-mode coding are
not varied and are set to fixed values in the verification
suite.) The verification suite has no new images for JBIG
progressive mode. The few publicly available progressive-
mode images are included in the verification suite.

P. S. COLYER AND J. L. MITCHELL

787



788

Table 2 JBIG markers.

Marker Name Segment size JBIG value Core use
(bytes)
RESERVE Reserve 2,3, % 0xFF01 No
SDNORM Stripe end data normal 2 0xFF02 Yes
SDRST Stripe end data reset 2 0xFF03 Yes
ABORT Abort 2 0xFF04 Yes
NEWLEN New vertical dimension (Yd) 6 0xFF05 Yes (SW')
ATMOVE Adaptive template movement 8 0xFF06 YAT (SW),
(YAT, tx, ty)* tx, ty = 0
COMMENT Private comment 6 +n' 0xFF07 Yes (SW)
START-JBIG- T.85 fax image start 2 0xFFAS8 Yes (SW')
IMAGE
END-JBIG- T.85 fax image end 2 0xFFA9 Yes (SW')
IMAGE

*The number of bytes used by the RESERVE marker segment is not specified.

TSW denotes that functional support requires driver softwarc interaction with the core.

At the YAT scan line of the next stripe, move the adaptive template (AT) pixel to position (tx, ty).

*Where 1 is number of bytes used to represent the comment.

Table 1 shows each JBIG parameter mnemonic,
parameter description, and number of header bits used to
specify the parameter value, with the range of parameter
values allowable in the JBIG algorithm and the range of
values implemented in the IBM JBIG-ABIC core. The
parameters are listed in the table in the order in which
they appear in the JBIG header.

The initial resolution layer (DL) and the final resolution
layer (D) are always 0 in sequential mode. The precision
(P) is the number of bit planes. P is 1 for bilevel images
(i.e., black and white). Since each bit plane is
independently encoded, the core can be used for encoding
multiple-bit-per-pixel images under control of the driver
software. In the JBIG header, the precision (P) is followed
by eight reserved bits that must be set to 0.

The image horizontal dimension (Xd) and the image
vertical dimension (Yd) specify the number of pixels per
line and the number of lines in the image. The lines are
grouped into stripes composed of LO lines per stripe at
layer 0. In the IBM JBIG-ABIC core, Xd and LO are
limited to 65,530. The maximum vertical dimension
allowed by the JBIG specification is available with the
core by the use of multiple stripes to achieve the full
range of vertical dimension.

The maximum horizontal and vertical displacements
allowed for the adaptive template (AT) pixel are specified
in the parameters Mx and My. In the core, the AT pixel is
either at the default position on the first previous line, or
on the current line at up to 127 pixels to the left of the
pixel being encoded. The parameter My is followed by
four reserved bits that must be set to 0.

The next four parameters (HITOLO, SEQ, ILEAVE,
and SMID) specify the order of the stripes in the encoded
data. In the IBM JBIG-ABIC core, the stripe order is
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handled by the core driver software. The stripe order has
no effect on the encoding and decoding algorithms. The
parameter SMID is followed by one reserved bit that must
be set to 0.

Template selection is indicated by the parameter
LRLTWO. LRLTWO is 1 for the two-line template and 0
for the three-line template. The VLENGTH bit enables
the optional use of the NEWLEN marker, which can be
used to indicate a new, smaller image vertical dimension
after decoding has begun. In the IBM JBIG-ABIC core,
the core driver software handles VLENGTH. Typical
prediction (TP) for the lowest resolution layer is enabled
with the TPBON parameter.

The TPDON, DPON, DPRIV, and DPLAST parameters
are used only in progressive-mode coding. In sequential-
mode coding, TPDON, DPON, DPRIV, and DPLAST are
alvays set to 0, and the DPTABLE parameter size is 0.

® JBIG markers

The nine JBIG markers are inserted in the encoded image
bit stream at stripe boundaries during encoding. The
markers are inserted only as needed to direct the decoding
process. Table 2 is a complete list of the JBIG markers,
indicating the names, segment sizes, JBIG values, and
marker usage by the IBM JBIG-ABIC core. A brief
description of each JBIG marker follows.

The RESERVE marker is for private use and is not
uniquely defined in the JBIG specification. The
RESERVE marker is not implemented in the IBM
JBIG-ABIC core.

The SDNORM marker immediately follows the encoded
image bit stream for stripes for which the coder algorithm
internal state is to be preserved and used to encode the
next stripe. The SDRST marker immediately follows the
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Table 3 ABIC parameters.

Core
range

Name

Parameter ABIC range

Xd Horizontal dimension (number of pixels per line) 1-4,294,967,295 1-65,530
Yd Vertical dimension (number of scan lines) 1-4,294,967,295 1-65,530

Table 4 Publicly available images.

Name Image Algorithm Description Purpose
count

table26 1 IBIG ISO/IEC 11544: 1993 (E) Table 26 QM-coder
img2, img3, 6 JBIG U.S. JBIG Committee X31.3.2 Juried Validation Marker codes
img4n Set—Sequential Mode
imgl, img2, 7 JBIG U.S. JBIG Committee X3L.3.2 Juried Validation Marker codes
img3, img4n Set—Progressive Mode
ptt_n 8 JBIG CCITT Group 3 two-dimensional standardization Normal image dimensions
images
jm88a2 1 ABIC IBM ].g Res. Develop. 32, 753-774 (1988) Q-coder
encoded image bit stream for stripes for which the next The T.85 fax application standard [11] specifies a start
stripe is to be encoded with initial conditions such that the of JBIG image marker (START-JBIG-IMAGE) and an
next stripe can be decoded independently. end of JBIG image marker (END-JBIG-IMAGE). The
The ABORT marker, which signals the end of the fax standard adds the start and stop markers to provide
available encoded data, is used to terminate the decoding  confirmation that the decoder received complete data.
of an image prematurely. Because the JBIG decode ITU-T/ISO JBIG images do not start and stop with unique

algorithm requires all of the encoded data to be decoded two-byte codes. The T.85 FAX standard added the start
to the full image dimensions, the ABORT marker is useful  and stop markers to the ITU-T/ISO JBIG standard.

when the encoded data become unavailable (i.e., a In the IBM JBIG-ABIC core, the ABORT, SDNORM,

dropped transmission line, a failed retrieval system, and SDRST markers are handled by the core, and the

corrupted encoded data, or other system failure). other markers are handled by the core driver software.
The NEWLEN marker allows a new, smaller image

vertical dimension (or length) to be set (e.g., during ® ABIC parameters

a fax transmission) that is less than the image vertical The ABIC algorithm is controlled by two parameters: the

dimension set in the JBIG header, provided VLENGTH is  image horizontal dimension (Xd) in pixels and the image

set to 1. The NEWLEN marker is particularly handy for vertical dimension (Yd) in lines. Table 3 shows the range

facsimile environments in which the scanned paper may be  of ABIC algorithm compatible image dimensions, and the

shorter than expected. When the NEWLEN marker implemented range of ABIC image dimensions for the

results in early termination of the last stripe of the image, = IBM JBIG-ABIC core. The ABIC standard allows image

a null (dummy) stripe must follow the NEWLEN marker. horizontal and vertical dimensions of 4,294,967,295. In the
The ATMOVE marker is followed by the number of core, the image horizontal dimension (Xd) and image

the scan line of the next stripe (YAT) before which the vertical dimension (Yd) are limited to 65,530.

adaptive template (AT) pixel is to be moved to the new

position specified by the AT pixel horizontal displacement  Contents of the IBM JBIG-ABIC Verification Suite

(tx) and AT pixel vertical displacement (ty) parameters. The IBM JBIG-ABIC Verification Suite is composed
Note that the JBIG specification limits tx and ty such that  of images and data that are grouped in five general
tx = Mx and ty = My. categories: publicly available images, custom-targeted
The COMMENT marker indicates a “private comment”  images, parameter and marker variations, randomly
that is to be ignored by the JBIG algorithm. The generated images, and implementation-specific images.
COMMENT marker is followed by four bytes that For all source images and encoded data in the verification
specify the comment length (n) in bytes. suite, the source image data is in raster form, with eight 789
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Table 5 Custom-targeted images.

Name Image

count

Algorithm

Description

Purpose

gqma. . .32 140
qc0. . .13 86
jamqgmd. . .35 149
jamqc0. . .18 120

JBIG
ABIC
JBIG
ABIC

JBIG
JBIG
JBIG
JBIG

JBIG
JBIG
JBIG
ABIC
ABIC

JBIG
JBIG

stack 3
carry

fax21_carry
fax31_stack

jbigl. . .jbigb
jbigl_jbigl_n
jbigd_jbigd n

abicl

abicl_abicl

jbig_31
trailing 00

Traverse QM-coder table (coder unit only)
Traverse Q-coder table (coder unit only)
Traverse QM-coder table

Traverse Q-coder table

Many OxFF bytes encoded

Many 0xFF bytes encoded with a carry
Page fax image with carry

Page fax image without carry

All possible JBIG template states

All possible JBIG two-line template edge states
All possible JBIG three-line template edge states
All possible ABIC template states

All possible ABIC template edge states

Data volume expands on compression
Encoded trailing 00 bytes truncated

Q-value table and adapter unit
Q-value table and adapter unit
Q-value table and adapter unit
Q-value table and adapter unit

Stack counter
Stack counter
Stack counter
Stack counter

Model unit
Model unit
Model unit
Model unit
Model unit

Throughput control
Decode trailing 00 termination

pixels per byte. The background is assumed to be white (0)
and the foreground is assumed to be black (1). The first bit
of every line is located at the leftmost bit of a byte.

® Publicly available images

The publicly available images are listed in Table 4, which
shows the image name, the number of test cases, the
algorithm that applies, a brief description, and the main
purpose of the test.

The publicly available images test only a small subset of
all possible coding algorithm situations. Because of the
nature of the images, some incorrect implementations of
the JBIG and ABIC algorithms would correctly encode
and decode the publicly available images.

The JBIG standard specification [1] includes a bit
sequence listed as table26 that is encoded with an artificial
context. The bit sequence table26 is useful for the QM-
coder (JBIG) because the specification includes both the
encoded data and the intermediate internal register
results. The bit sequence is not useful for the complete
JBIG algorithm because the required artificial contexts
cannot be generated by a correct model unit.

The verification suite contains images from the U.S.
JBIG Committee (X3L3.2) peer-reviewed JBIG validation
images that are listed as imgl, img2, img3, and img4n. The
X3L3.2 images provide examples of encoding by both
sequential mode and by progressive mode, and the X3L3.2
images make heavy use of the marker codes.

In addition, the eight images used to standardize ITU-T
Rec. T.6 (MR and MMR) [12, 13] are included as PTT_n
(nis 1 to 8). These images were too large for the
simulation environment that was used to verify the IBM
JBIG-ABIC core, but they are useful for verifying actual
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hardware and software implementations. The PTT images
are typical full-page facsimile images.

The publicly available bit-sequence image listed in
Table 4 as jm88a2 is particularly useful because the
internal register results for both hardware and software
conventions are listed in [8§].

® Custom-targeted images

The custom-targeted images are listed in Table 5. Most of
the custom-targeted images are designed to test the coder
unit; the rest are designed to test the stack counter, the
model unit, output latency, and encode/decode termination.

The custom-targeted images are the result of much
studying of algorithm register values while encoding,
modifying the bit sequence, and re-encoding until effective
bit sequences were found. Also, for many cases, manual
encoding and re-encoding of specific bit sequences was
required to develop bit sequences that achieve the needed
test effect. It is important to note that the custom-targeted
images alone are not sufficient to fully test any given
compression subsystem implementation.

The image names beginning with the letter q are single-
line bit sequences for testing the coder unit only. The gm
bit sequences are for the QM-coder (JBIG), and the qc bit
sequences are used for the Q-coder (ABIC). The q bit
sequences must be used with only one context for the
entire pattern to achieve the desired test coverage of the
Q-value table, coder unit, adapter unit, bit/byte stuffing,
and the flush process. Some q patterns have a and b
versions; the a versions contain predominantly 0 bits, and
the b versions contain predominantly 1 bits. Using the a
and b versions provides a more complete traverse of the
probability-estimation tables.
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Table 6 Images for parameter and marker variations.

Name Image count Algorithm Description Purpose
allo/alll 31 Both* Uniform Os data and uniform 1s data Simplest input
AT 707 IJBIG Move AT to each tx [3:127] AT unit
decode_only 5 JBIG Truncated compressed data ABORT marker code
superc 1 Both Clustered dither halftone image Example of halftone
dit 1 Both Ordered dither halftone image Example of halftone
erd 1 Both Error diffusion halftone image Example of halftone
panda 1 Both Line-based halftone image Example of halftone
pandaq 1 ABIC Quantized line-based halftone image Example of halftone
img4.bwimg 1 JBIG G3/G4 focused test image Vertical and horizontal patterns
height 1061 JBIG Various vertical dimensions and stripes Image vertical dimension
height 111 ABIC Various vertical dimensions Image vertical dimension

*“Both” indicates that the compressed data are available for JBIG and ABIC algorithms.

The image names that begin with the letters jamq are
bit sequences that test the same algorithm features that
the q patterns test; in addition, the context is generated
by the model unit.

The patterns listed as stack, carry, fax21_carry, and
fax31_stack are tests of the JBIG stack counter. The
patterns called jbign and abicl are special multiline
patterns that test all possible template states in the middle
of a line and on the left and right edges of the image.

The patterns called jbig_31 are examples of images for
which the data expand on encoding (the compressed data
byte count is greater than the source image data byte
count). The patterns called trailing00 terminate with one
or more bytes of 0x00. The trailing00 patterns are tests of
the JBIG option that removes trailing 0x00 bytes from the
compressed data during encoding and inserts any required
trailing 0x00 bytes during decoding.

® Parameter and marker variations

The images used for variation of parameters and markers
are listed in Table 6. JBIG has an order of magnitude
more patterns than ABIC to provide more thorough
testing of the additional JBIG template and various AT
pixel positions. (JBIG has a two-line template and a three-
line template; ABIC has only a two-line template.)

The all-0 and all-1 bit sequences listed as all0/alll are
useful for testing the ability to simply process bits during
encoding and decoding. The patterns listed as atmove
systematically move the adaptive template (AT) pixel
position along the current line to test the template
implementation. The patterns listed as decode_only have
the ABORT marker inserted into compressed data to
confirm that the decoder will abort properly.

To test a variety of halftone types, a group of halftoned
images are included from [14]. The halftone images are
listed as superc, dit, erd, panda, and pandaq. The
imag4.bwimg image was used to test the G3/G4 facsimile
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Table 7 IJBIG vertical dimensions.

Image count  Xd Yd Description
528 1...8 1...33 Two-line and three-line
106 8 34...437 Two-line and three-line
413 1...8 1...437 Two-line und three-line with
various lines per stripe
14 1,9 3...6 ATMOVE

Table 8 ABIC vertical dimensions.

Image count Xd Yd Description

50 8 1...50  Systematic change in vertical
dimension
61 8 60...437 Random vertical dimension

algorithms [12, 13]. The patterns listed as “height” provide
bit sequences of various image vertical dimensions for
both ABIC and JBIG.

Table 7 shows the distribution of the Xd and Yd
parameters used for the JBIG “height” images listed
in Table 6. For vertical dimension tests, bit sequences
of convenient size were selected from the Q-value
table/adapter unit, stack counter, and AT unit sets (shown
in Table 5) and encoded with different parameter settings.

Systematic horizontal variation from one to eight bits
and vertical variation from one to 33 lines provided 528
patterns. At the eight-bit horizontal dimension, 106 images
were generated randomly with vertical dimension in the
range 34 to 437 for both two-line and three-line templates
with a single stripe per image (vertical dimensions tend to
cluster around integer multiples of 32 for more complete
testing of the implementation specifics of the IBM
JBIG-ABIC core). Additional variation in image

dimension, bit sequence, and coding options is available 791
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Table 9 Randomly generated images.

Name Image count Algorithm Description Purpose
rnd_jbig 123 JBIG Random image content, dimension, and options ~ Added test function coverage
rnd_abic 1120 ABIC Random image content and dimensions Added test function coverage

Table 10 JBIG randomly generated image dimensions.

Image count Xd Yd Description

2 65,530 1 Extreme horizontal dimension
4 65,530 Extreme horizontal dimension
5 4096. . .65,530 5...12 Random data and dimensions

101 100. . .300 100. . .300 Random data and dimensions
5 5...12 4096. . .65,530 Random data and dimensions
4 5 65,530 Extreme vertical dimension
2 1 65,530 Extreme vertical dimension

Table 11 JBIG randomly generated image parameters and markers.

Option Probability or range Description
Stripes {1...10} Number of stripes varied randomly between 1 and 10
LRLTWO 50% Two-line (50%) vs. three-line (50%)
ATMOVE 75% Adaptive pixel moved (75%) vs. default position (25%)
TPBON 25% Typical prediction on (25%) vs. off (75%)
SDNORM/SDRST 50% Stripe end save statistics (50%) vs. reset statistics (50%)

with the 413 images having horizontal dimension in the
range 1-8 and vertical dimension in the range 1-437.
Multiple stripes are encoded in four of the patterns.
The ATMOVE marker is used for 14 images.

Table 8 shows the distribution of the Xd and Yd
parameters used for the ABIC height images listed in
Table 6. The ABIC height images are a subset of those for
JBIG. The horizontal dimension is fixed at eight bits. The
vertical dimension is varied systematically from one to 50
and selectively from 60 to 437 (again clustered near
integer multiples of 32 for more complete testing of the
core implementation).

® Randomly generated images

The randomly generated images are listed in Table 9. The
randomly generated images were selected such that the
simulation time is acceptable with present-day systems by
keeping the total bit count per image relatively small.
Random images for JBIG vary the horizontal dimension
(Xd), vertical dimension (Yd), lines per stripe (L0),
template selection (LRLTWO), ATMOVE horizontal
displacement (tx), typical prediction enable (TPBON), and
the stripe termination marker (SDNORM/SDRST). The
data content of the source images is random. Table 10
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shows the distribution of Xd and Yd for the JBIG random
images.

Table 11 shows the marker and parameter distribution
statistics of the images in Table 10. The images are
composed of horizontal stripes. The number of stripes
per image is uniformly distributed between one and ten
stripes. The two-line template is used in 50% of the
images, an AT move is used in 75%, typical prediction is
enabled in 25%, and SDNORM stripe termination marker
is used in 50% of the images.

Random images for ABIC have two parameters, the
horizontal (Xd) and the vertical (Yd) dimensions. The
horizontal dimension is specified precisely to the single
pixel (bit), and internally the ABIC compression
process pads the source image at the right margin with
background (0) pixels such that the processed horizontal
dimension is an integer multiple of eight pixels. Table 12
shows the distribution of the Xd and Yd image dimension
parameters used for the ABIC random images. The data
content of the source images is random.

® [mplementation-specific images

Specific design implementation particulars were tested in
the IBM JBIG-ABIC core by encoding and decoding
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Table 12 ABIC randomly generated image dimensions.
Image count Xd Yd Description
1000 1...1030 4 Random data and horizontal dimension
20 2200. . .2400 1...200 Random data and dimensions
10 1500. . .1600 200. . .300 Random data and dimensions
70 2300. . .2400 200. . .300 Random data and dimensions
5 33,000. . .34,000 1...100 Random data and dimensions
5 1...200 4800. . .6000 Random data and dimensions
3 524,240 1 Large horizontal dimension
2 524,240 3 Large horizontal dimension
3 8 65,530 Extreme vertical dimension
2 16 65,530 Extreme vertical dimension
Table 13 Implementation-specific images.

Name Image count Algorithm Description Purpose
counter 24 JBIG Random data and Xd = 255, 256, 257 DMA state machine
DMA 400 JBIG Random data and Xd = n8 DMA unit
counter 12 ABIC Random data and Xd = 255, 256, 257 DMA state machine
DMA 594 ABIC Random data and Xd = n8 DMA unit
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