A mapping and
memory chip
hardware which
provides
symmetric
reading/writing of
horizontal and
vertical lines

by D. L. Ostapko

This paper describes a mapping and memory
chip hardware for enhancing the performance of
an APA display. The approach describes a
modification to the primary port of a quasi-two-
ported memory. This modification allows several
contiguous horizontal or vertical bits to be read
or written in one cycle. The number of bits that
can be stored is given by the number of memory
chips. The hardware modifications can be on or
off chip, and if on chip, the chip can still be used
as a conventional memory chip. Simple
modifications to the hardware will support
different screen sizes.

Introduction
Following the adage that a picture is worth a thousand
words, considerable effort has been put forth in developing
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pleasing electronic displays. One approach that shows
considerable promise in providing arbitrarily complex,
flicker-free images is the All-Points-Addressable (APA)
display. This type of display uses a random access memory
to store the image information point by point. The image
data contained in the memory can then be used to refresh
the display screen at a frequency that is adequate to prevent
flicker. Matick et al. [1] give a good summary of APA
displays as well as several proposed memory chip
modifications. The memory chip proposed in that paper
provides the basis for the chip described in this paper. The
usual limitation of an APA display is the bandwidth of the
memory subsystem. The chip proposed in [1] contains a
quasi-second port as well as modifications to the primary
port. This paper describes a mapping and additional
hardware that further improve the memory bandwidth by
allowing a single memory access to modify a series of pixels
in either the horizontal or vertical direction [2].

System description

In order to simplify the explanation of the mapping and the
memory chip hardware, the particular configuration shown
in Figure 1 is assumed. Several modifications to this
configuration are described later.
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The generation of data and read or write commands is
assumed to be provided by the application. Since the data
width to the memory is 16 bits, the data must be presented
as a series of read or write commands for horizontal or
vertical strings having a maximum of 16 bits. Each
command will also include the X, Y coordinates where the
string is to begin on the display screen and a mask of length
16 indicating which of the 16 data items are to be stored or
retrieved, so that after any required shifting the mask bits
can be used directly as chip enable signals. Horizontal strings
are stored to the right and vertical lines downward from the
starting address X, Y, where X and Y are in the interval 0 to
1023. It is assumed that none of the addresses corresponding
to bits in the strings extends beyond the maximum screen
coordinates.

Data manipulation and address calculation is the process
of determining the actual signals that must be sent to each
memory chip. The data manipulation consists of a circular
shift or rotation of the data and mask by an amount
determined by the X, Y coordinates of the starting location
on the screen. In addition to the data and mask bit, each
memory chip must also receive a bit increment and a word
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increment signal. The bit address, word address, and enable
signals are broadcasted to each chip. The transformations
necessary to determine these signals are given in the next
section. The importance of this mapping between memory
locations and display screen locations is that any contiguous
16 horizontal or vertical bits on the screen are mapped to 16
different memory chips and can, therefore, be stored or
retrieved in one memory cycle.

The 16 memory chips shown in Fig. 1 are assumed to be
64K-bit chips organized as 256 words by 256 bits. This
provides enough storage for a 1024 by 1024-pixel display
screen. These chips are assumed to have a quasi-second port
with a 256-bit buffer and bit and word increment logic on
the primary port similar to that described in [1]. In the
following text, it is assumed that bit and word addresses are
provided simultaneously, which simplifies the description of
the required on-chip logic. If they are multiplexed, a single
modified incrementer can be used. Each chip will also
receive a 4-bit code defining the chip number. This code
may be either on or off chip.

The purpose of the serializer is to take the appropriate bits
from the chip buffers and generate the data stream that is
used to control the intensity of the beam being scanned
across the screen. In this application, the first bit of all
buffers is sent to the screen followed by the second bit, etc.
The proposed chip requires a modification to the serializer
logic, which is described later.

Screen to memory mapping

Figures 2(a) and 2(b) show the mapping of the screen image
onto the memory chips. It is seen that each bit of a
horizontal string of length 16 or less is placed into a different
chip. Each is placed in the corresponding location of that
chip except for the bit increment for those bits that are
separated from the starting point by an even byte boundary,
where an even byte boundary is a coordinate that is a
multiple of 16. The mapping of 16 vertical bits is somewhat
more complicated. For vertical lines, each bit is placed in the
corresponding location of different quadrants of different
words. The rule is that the quadrants increase by 1 modulo 4
and the word address increases by 1 each time the quadrant
becomes 0. This sequencing through quadrants and words is
best described by associating a 4-bit quantity with a position
in the vertical line, where the two low order bits define the
quadrant and the two high order bits define the two low
order bits of the word address. Sequencing through the
locations then corresponds to sequencing through the
consecutive numbers 0 to 15. Because of this sequencing, the
word address must be increased by four for those bits in the
string that are separated from the starting point by an even
byte boundary. The important property of the mapping is
that 16 horizontal or vertical bits can be written to memory
in one cycle because no two bits are mapped to the same
chip.
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Although 16 horizontal or 16 vertical bits can be mapped
from/to the memory in one read/write cycle, it is also
important to determine the computational and hardware
complexity of the mapping. The complexity is manifested in
the data manipulation and address calculation process and
in the hardware and signal lines for the memory chip and
the serializer.

Address calculation and data manipulation

The bit and word addresses that are to be broadcasted to the
memory chips fnust be generated from the X, Y coordinates
of the starting point of the line. Since the horizontal and
vertical modes differ, each must be considered separately.

e Horizontal mode

From Fig. 2, it is seen that the 6 low order bits of the bit
address are given by the integer part of X divided by 16 and
the 2 high order bits are given by ¥ modulo 4. Thus,

Bit address (7, 6, 5,4, 3,2, 1,0) = Y(1, 0), X(9, 8,7, 6, 5, 4).

The word address is given by the integer part of Y divided by
4. Thus,

Word address (7, 6, 5,4, 3,2, 1,0)= Y(9,8,7,6, 5, 4, 3, 2).

Figure 2 shows that incrementing the coordinates of a
point by one unit in either the horizontal or vertical
direction moves the point to the next chip. Therefore, the
chip number that contains a location X, Y is given by (X +
Y) modulo 16. This quantity is used to define the amount of
right circular shift that must be applied to the data. Thus,
the properly aligned data and enable signals are given by

Data = (X + Y) modulo 16) shift of input data
and
Enable = (X + Y) modulo 16) shift of input mask.

Since every even byte is placed in a different bit position, the
number of chips that receive a chip increment is given by

(X + 16) modulo 16 or X modulo 16. This vector of (16 — X
modulo 16) number of 0s followed by (X modulo 16}
number of Is must also be shifted by (X + Y) modulo 16 as
were the data and enable signals. Thus,

Bit increment = ((X + Y) modulo 16) shift of (16 — X
modulo 16) number of Os concatenated
with (X modulo 16) number of 1s.

Since all horizontal lines are in the same word,
Word increment = 16 number of 0s.

In order to inform the memory chips that the reading or
writing mode is horizontal, the mode signal is used and

Mode = 0.

Any other signals such as those necessary to distinguish
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(a) Display screen image, (b) memory representation.

between read and write, and between primary and secondary
ports, and any multiplexing signals that may be used are not
described.

o Vertical model

The address of the first bit in the vertical line is the same as
that calculated for the horizontal mode. However, this bit is
to be placed in chip number (X + Y) modulo 16. In the
vertical mode, the on-chip hardware adds the chip number
to the 2 low order bits of the word address concatenated to
the 2 high order bits of the bit address. Before the address
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can be broadcasted to all chips, (X + Y) modulo 16 must be
subtracted from the appropriate portion of the address. The
2 high order bits of the bit address must be decreased by

((X + Y) modulo 16) modulo 4 or (X + Y) modulo 4. Thus,

I

Bit address (7, 6) Y modulo 4 — (X + Y) modulo 4

= —X modulo 4.

The 6 low order bits of the bit address remain unchanged,
thus,

Bit address = (—X modulo 4), X(9, 8, 7, 6, 5, 4).

The 2 low order bits of the word address are modified by
subtracting the integer part of (X + ¥) modulo 16 divided by
4. Thus,

Word address (1, 0) (integer of Y/4) modulo 4

— integer of (X + Y) modulo 16)/4
(integer of ¥/4) modulo 4

— (integer of (X + Y)/4) modulo 4

(integer of —X/4) modulo 4.

1l

The 6 high order bits of the word address remain unchanged;
thus,

Word address = Y(9, 8, 7, 6, 5, 4), (integer of —X/4) modulo
4,
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The expressions for the data and enable signals also remain
unchanged. Thus,

Data = ((X + Y) modulo 16) shift of input data
and
Enable = ((X + Y) modulo 16) shift of input mask.

All vertical lines have the same bit address before
modification by the chip number. Thus, the bit increment
that is broadcasted is given by

Bit increment = 16 number of Os.

Vectors of bits in the vertical direction are placed in
successive words as a result of the modification by the chip
number. Thus, the number of chips that receive a word
increment of 4 is given by (¥ + 16) modulo 16 or Y modulo
16. The vector of (16 — Y modulo 16) number of Os
followed by (Y modulo 16) number of 1s must also be
shifted by (X + Y) modulo 16. Thus,

Word increment = ((X + Y) modulo 16) shift of (16 — Y)
modulo 16) number of Os concatenated
with (Y modulo 16) number of 1s.

The mode signal that indicated that reading or writing is to
be in the horizontal mode is

Mode = 1.

From the above equations, it is seen that the address
calculations and data manipulations are relatively simple. It
should be possible to implement them in either hardware or
software.

On-chip address translation

The additional on-chip hardware must accept or store a 4-bit
chip number and selectively perform a 4-bit addition
depending on the mode signal. Figure 3 shows the structure
of this added logic.

The translation affects only the 2 low order bits of the
word address and the 2 high order bits of the bit address. Let
BH be the 2 high order bits of the bit address and WL be the
2 low order bits of the word address. The function
performed is an addition of the 4-bit chip number to the
four bits formed by concatenating WL and BH. The 4-bit
result of the addition, ignoring carry out, defines the new
WL and BH in the same order as in the input. The four bits
that define the chip position or number can be either on-
chip storage or signal pins that are connected to the
appropriate signals.

It should be noted that the portion of the word and bit
addresses that may be altered by their respective
incrementers is disjoint from the portion that is modified by
the 4-bit adder. Therefore, the incrementers can be removed
or implemented off-chip without affecting the logic necessary
to allow both horizontal and vertical reading/writing.
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Removing the function provided by either incrementer
eliminates the bit addressability in that direction. Without
bit addressability, each read/write must begin on an even
byte boundary. Thus, the choice of bit addressability in both,
one, or neither direction is possible as well as the choice of
an implementation that is on-chip, off-chip, or multiplexed.
It is also possible to implement the addition function off-
chip. The added function does not prevent the usual
operation of the memory chip in that the adder is
completely disabled in mode 0.

Memory to raster scan conversion

In addition to algorithmically simple logic for address
generation and data manipulation, and a small amount of
additional on-chip hardware, it is also important that screen
refresh be easily performed.

Figure 4 shows the scheme necessary for serializing the
output bit stream. The scheme requires only one
modification to the typical raster generation scheme. In a
typical application, each of the 16 memory chips would load
its 256-bit secondary port buffer using the same word
address. From Fig. 2, it is seen that 4 scan lines are
contained in the data stored in the 16 buffers.

The scan data are formed by taking 16 bits, 1 from each
of the buffers in order, incrementing the bit location in all
buffers, then taking another 16 bits until 4 scan lines have
been generated. In the typical organization, the order in
which the 16 bits are taken from the chips is constant and
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begins with chip number 0. The modification that is
introduced is that the starting location within the chips is
incremented by 1 modulo 16 after each scan line is
completed. Since there are 4 scan lines stored per memory
word, the scan origin will be 0 for every memory word
address that is 2 multiple of 4.

Conclusions

This paper has presented a mapping and hardware
modifications that allow symmetric reading/writing of
horizontal and vertical lines from/to the refresh memory of
an APA display. In addition to eliminating the asymmetric
relation between reading/writing horizontal and vertical
lines, the bandwidth to memory has effectively been
increased. The extra hardware is modest and can be
implemented in a variety of ways. If the extra logic is placed
on-chip, the chip can still operate as a conventional memory
chip.

In addition to being suitable for a 1024 by 1024-pixel
display, small variations of the on-chip logic allow the screen
size to be doubled in either direction. Doubling the screen
size in either direction doubles the number of chips to 32
and the data path width to 32; doubling in both directions
increases the number of chips and the data width to 64. The
number of bits necessary to describe the chip number
increases to 5 or 6. In addition, the on-chip adder increases
to 5 or 6 bits. Doubling the X dimension of the screen
increases to 3 the number of low order bits of the word
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address that are passed through the adder. Doubling the ¥
dimension of the screen increases to 3 the number of high
order bits of the bit address that are passed through the
adder. Doubling in both directions increases both WL and
BH to 3 bits. It should be possible to design efficient on-chip
hardware that allows the flexibility necessary for these
alternate configurations. Further modifications of the same
hardware allow either horizontal lines or rectangular blocks
to be written in one memory cycle [3].
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